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Abstract

In this contribution, a modification on context derivation process of significant_coeff_flag is proposed. It is reported that the parallelism of the proposed context derivation process is as twice as that of current HM context derivation process. The proposed scheme achieves almost the same coding performance compared with HM-5.0.
1 Introduction

In HM-5.0, two types of the neighborhood-based context derivation method for the significance map coding are introduced for 16x16 and 32x32 TUs as illustrated in Figure 1[1] so that at least two context derivations can be done in parallel. 
In this contribution, we introduce a minor modification to improve the parallelism of the context derivation for significant_coeff_flag coding.
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Figure 1.  Current neighborhood-based context derivation for significance map coding
2 Proposed scheme
We propose to modify the mask of reference coefficients used the neighborhood-based context derivation of the significance map coding as shown in Figure 2. In the proposed method, four context derivation processes can be performed in parallel.
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Figure 2.  Proposed context derivation
3 Simulations & Results 
The proposed scheme has been implemented on top of the HM-5.0, and the simulations have been conducted using the common test configurations [2]. Table 1 shows the results of the proposed scheme compared with HM-5.0 anchor. 

Table 1. BD bitrate savings of the proposed scheme
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4 Conclusions

This proposal describes parallel context derivation for significance map coding that helps hardware and SIMD implementations. It is reported that the coding performance of the proposed scheme is about 0.1% loss on average compared with HM-5.0 anchor. We propose the scheme to be adopted to HM-6.
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Appendix: Normative descriptions to be reflected to WD text
A description of the proposed scheme is shown as follows.

9.2.3.1.1.5  Derivation process of ctxIdxInc for the syntax element significant_coeff_flag

Inputs to this process are the color component index cIdx, the current coefficient scan position ( xC , yC ), the transform block width log2TrafoWidth and the transform block height log2TrafoHeight.

Output of this process is ctxIdxInc.

The variable sigCtx depends on the current position ( xC, yC ), the color component index cIdx, the transform block size and previsously decoded bins of the syntax element significant_coeff_flag. For the derivation of sigCtx, the following applies.

· If log2TrafoWidth is equal to log2TrafoHeight and log2TrafoWidth is equal to 2, sigCtx is derived using ctxIdxMap4x4[ ] specified in Table 9‑39 as follows..
sigCtx  =  ctxIdxMap4x4[ ((cIdx > 0) ? 15 : 0) + (yC << 2) + xC ]
(9‑55)
· Otherwise if log2TrafoWidth is equal to log2TrafoHeight and log2TrafoWidth is equal to 3, sigCtx is derived using ctxIdxMap8x8[ ] specified in Table 9‑40 as follows.

sigCtx  =  ((xC + yC) = = 0) ? 10 : ctxIdxMap8x8[ ((yC >> 1 ) << 2) + (xC >> 1) ]
(9‑56)
sigCtx  +=  ( cIdx > 0) ? 6: 9

(9‑56)
· Otherwise if xC + yC is equal to 0, sigCtx is derived as follows.

sigCtx  =  ( cIdx > 0) ? 17: 20

(9‑57)
· Otherwise (xC + yC is greater than 0), sigCtx is derived using previously decoded bins of the syntax element significant_coeff_flag as follows.

· The variable sigCtx is initialized as follows.

sigCtx  =  0

(9‑58)
· When xC is less than ( 1 << log2TrafoWidth ) − 1, the following applies.
· When all of the following conditions are true,

· xC is less than ( 1 << log2TrafoWidth ) − 1, 

· xC % 4 is not equal to 0 or yC % 4 is not equal to 0,

· xC % 4 is not equal to 2 or yC % 4 is not equal to 3,

the following applies.
sigCtx  =  sigCtx  +  significant_coeff_flag[ xC + 1 ][ yC ]
(9‑59)
· When xC is less than ( 1 << log2TrafoWidth ) − 1 and yC is less than ( 1 << log2TrafoHeight ) − 1, the following applies.

sigCtx  =  sigCtx  +  significant_coeff_flag[ xC + 1 ][ yC + 1 ]
(9‑60)

· When xC is less than ( 1 << log2Width ) − 2, the following applies.

sigCtx  =  sigCtx  +  significant_coeff_flag[ xC + 2 ][ yC ]
(9‑61)

· When all of the following conditions are true,

· yC is less than ( 1 << log2TrafoHeight ) − 1, 
· xC % 4 is not equal to 0 or yC % 4 is not equal to 0,
· xC % 4 is not equal to 3 or yC % 4 is not equal to 2,

· yC % 4 is not equal to 1,

the following applies.

sigCtx  =  sigCtx  +  significant_coeff_flag[ xC ][ yC + 1 ]
(9‑62)

· When yC is less than ( 1 << log2TrafoHeight ) − 2 and sigCtx is less than 4, the following applies.
· When all of the following conditions are true,

· yC is less than ( 1 << log2TrafoHeight ) − 2, 

· xC % 4 is not equal to 0 or yC % 4 is not equal to 0,
· xC % 4 is not equal to 3 or yC % 4 is not equal to 1,
the following applies.
sigCtx  =  sigCtx  +  significant_coeff_flag[ xC ][ yC + 2 ]
(9‑63)

· The variable sigCtx is modified as follows.
· If cIdx is equal to 0 and xC + yC are greater than (1 << (max(log2TrafoWidth, log2TrafoHeight) − 2)) − 1, the following applies.

sigCtx = ( (sigCtx + 1) >> 1 ) + 24

(9‑63)

· Otherwise, the following applies.

sigCtx = ( (sigCtx + 1) >> 1 ) + ( (cIdx > 0) ? 18 : 21 )
(9‑63)

The context index increment ctxIdxInc is derived using the color component index cIdx and sigCtx as follows.

· If cIdx is equal to 0, ctxIdxInc is derived as follows.

ctxIdxInc  =  sigCtx

(9‑64)

· Otherwise (cIdx is greater than 0), ctxIdxInc is derived as follows.

ctxIdxInc  =  27  +  sigCtx

(9‑65)

Table 9‑40 – Specifcation of ctxIdxMap4x4[ i ]
	i
	0
	1
	2
	3
	4
	5
	6
	7
	8
	9
	10
	11
	12
	13
	14

	ctxIdxMap4x4[ i ]
	0
	1
	4
	5
	2
	3
	4
	5
	6
	6
	8
	8
	7
	7
	8

	i
	15
	16
	17
	18
	19
	20
	21
	22
	23
	24
	25
	26
	27
	28
	29

	ctxIdxMap4x4[ i ]
	0
	1
	2
	4
	1
	1
	2
	4
	3
	3
	5
	5
	4
	4
	5


Table 9‑41 – Specifcation of ctxIdxMap8x8[ i ]
	i
	0
	1
	2
	3
	4
	5
	6
	7
	8
	9
	10
	11
	12
	13
	14
	15

	ctxIdxMap8x8[ i ]
	0
	1
	2
	3
	4
	5
	6
	3
	8
	6
	6
	7
	9
	9
	7
	7


 [Ed. (BB): The context derivation assumes maximum transform sizes less than or equal to 32x32 for luma and 16x16 for chroma and minimum transform sizes greater than or equal to 4x4.]
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