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Abstract

Mode Dependent Directional Transform (MDDT) can improve the coding efficiency of H.264/AVC but it also brings high computation complexity. In this contribution, a new design for implementing fast MDDT transform through integer lifting steps is presented.  First, MDDT is approximated by a proper transform matrix that can be implemented with butterfly-style operation. Then the butterfly-style transform is factored into a series of integer lifting steps to eliminate the need of multiplications. Experimental results show that the proposed fast MDDT can significantly reduce the computation complexity while introducing negligible loss in the coding efficiency. Due to the merit of integer lifting steps, the proposed fast MDDT is reversible and can be implemented on hardware very easily.

Proposed Solution
To simplify MDDT [1], the transform matrices are approximated using eq (1). 
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where U and V can be any orthogonal matrices and 
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 is a known reordering matrix defined as
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For N=8, the reordering matrix 
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The implementation of 
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 is illustrated in Fig.1 for N=8. The whole transform is the concatenation of a simple butterfly transform, two separate transform U and V of halved data size, and a data reordering P. 
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Fig. 1. The butterfly implementation structure for S8.

It is known that any 
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orthogonal matrix can be decomposed into 
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 plane rotations. The transform kernels U and V in the butterfly-style matrix can be expressed as the product of several plane rotations. A plane rotation is defined as follows. The transform kernels of the butterfly-style matrices can be decomposed to a series of plane rotations. For example, a 4x4 orthogonal matrix can be factorized into six plane rotations as 
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Where 
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 denotes a 4x4 plane rotation matrix and S is a matrix which flips the sign of the last input signal when necessary.  Fig. 2 illustrates the plane rotation operations for a 4x4 orthogonal matrix. 
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Fig. 2. The plane rotation operations for a 4X4 orthogonal matrix.

We further factorize the plane rotation operation into simple integer lifting steps. Lifting step is a biorthogonal transform and its inverse is also a simple lifting operation, i.e.
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(3)
A plane rotation operation can be decomposed into a series of lifting steps as follows 
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(4)
The transform kernels U and V, which consist of several plane operations, can be expressed as the product of a series of lifting steps. Fig. 3 shows the lifting structure of a 4x4 transform kernel. 

To accelerate the computation of the transform U and V, the lifting steps in (17) can be implemented with constrained precision for the scaling factors p and u. By setting the precision of p and u to 1/2m, all the computation in a lifting step in (4) can be implemented by simple integer operations. In the experiments, the precision of the lifting steps is set to 1/32. 
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Fig. 3. Lifting structure for a 4X4 transform kernel.

Complexity Analysis 
Table I tabulates the number of multiplications and addition needed in MDDT and the proposed butterfly-style transform matrices. The multiplications needed in the structured matrices have been significantly reduced. 

TABLE I

Improvement in Number of Multiplications

	　
	4x4
	8x8

	
	Mul.
	Add.
	Mul.
	Add.

	MDDT
	16
	12
	64
	56

	BSTM
	8
	8
	32
	32


Employing integer lifting steps, the multiplications in the proposed BSTM scheme are eliminated by replacing them with shifts and additions. The number of shifts and additions needed varies with the transform matrices and the precision of lifting steps. In the experiments, the precision of the lifting steps is set to 1/32. Thus one multiply operation can be replaced with 3 shifts and 4 additions in the worst case. The values of each lifting steps is listed in the Appendix A.
Simulation Results
The proposed scheme has been implemented into the reference software JM11.0/KTA2.4 [2]. In this experiment, the lifting based butterfly-style transform matrices are adopted to replace the 4x4 and 8x8 MDDT matrices. Note that the row matrix for mode 1 and column matrix for mode 0 are not replaced with the proposed matrices. The coding parameters are set according to the H.264/AVC High Profile. All the KTA features are disabled except for MDDT. All the test sequences used in JCT-VC are used in our experiments. All the frames are coded as I-frames. Table II shows the details of the experimental conditions. BDPSNR results are used to measure the performance of the proposed scheme when both anchor and test have similar bitrates but different PSNR values [3]. BDRate results are also included as reference [3]. 

Table III compares the coding efficiency of the proposed butterfly-style transform matrices with that of MDDT matrices. Overall, the proposed scheme achieves almost the same coding performance with MDDT. The average PSNR loss at the same bit rate is less than 0.1dB for sequences in class B, C, D and E. Even for the worst cases, the average PSNR loss at the same bit rate is about 0.12dB. Fig.4 shows the PSNR-rate curves with different transform matrices. As we can observe, the proposed scheme achieves comparable coding efficiency with MDDT at all bit rates. 

TABLE II
Test Sequences and Experimental Conditions

	Class
	Sequences
	Resolution
	Experimental Conditions

	A
	PeopleOnStreet
Traffic
	2560x1600
	JM11.0/KTA2.4, High Profile, I Frame only,

QP = 22, 27,32,28,42,

CABAC, RDO, MDDT 

	B
	BasketballDrive
BQTerrace
Cactus
Kimono1
ParkScene
	1920x1080
	

	C
	vidyo1
vidyo3

vidyo4
	1280x720
	

	D
	BasketballDrill
BQMall
PartyScene
RaceHorses
	832x480
	

	E
	BasketballPass
BlowingBubble
BQSquare
RaceHorses
	416x240
	


TABLE III
Test Results for Proposed Scheme

	Class
	Sequence
	BDRate(%)
	BDPSNR(dB)

	E
	BasketballPass
	0.41 
	-0.03 

	
	BlowingBubbles
	0.93 
	-0.06 

	
	BQSquare
	0.08 
	-0.01 

	
	RaceHorses
	1.31 
	-0.09 

	
	Average
	0.68 
	-0.05 

	　
	　
	　
	　

	D
	BasketballDrill
	1.46 
	-0.07 

	
	BQMall
	0.85 
	-0.05 

	
	PartyScene
	0.50 
	-0.04 

	
	RaceHorses
	1.06 
	-0.07 

	
	Average
	0.97 
	-0.06 

	　
	　
	　
	　

	C
	vidyo10
	2.40 
	-0.12 

	
	vidyo3
	1.44 
	-0.08 

	
	vidyo4
	1.54 
	-0.07 

	
	Average
	1.79 
	-0.09 

	　
	　
	　
	　

	B
	BasketballDrive
	1.03 
	-0.03 

	
	BQTerrace
	0.79 
	-0.05 

	
	Cactus
	1.34 
	-0.05 

	
	Kimono1
	1.85 
	-0.06 

	
	ParkScene
	1.19 
	-0.05 

	
	Average
	1.24 
	-0.05 

	　
	　
	　
	　

	A
	PeopleOnStreet
	2.35 
	-0.13 

	
	Traffic
	2.17 
	-0.10 

	
	Average
	2.26 
	-0.12 
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Fig. 4. The performance of DCT, MDDT and BSTM.
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Appendix A: BSTM lifting steps

4x4 lifting steps :  
static int pu_col_4x4[9][2][2] = 

{

{{-34,  12},{-26,  14},},//u0 p0 for U matrix and u0 p0 for V matrix
{{-32,  13},{-28,  14},},
{{-35,  12},{-26,  14},},
{{-31,  13},{-27,  14},},

{{-30,  13},{-28,  14},},

{{-31,  13},{-27,  14},},

{{-31,  13},{-28,  14},},

{{-32,  13},{-27,  14},},

{{-36,  12},{-26,  14},},

};

static int pu_row_4x4[9][2][2] = 

{

{{-34,  12},{-26,  14},},

{{-34,  12},{-26,  14},},

{{-35,  12},{-26,  14},},

{{-34,  12},{-27,  14},},

{{-31,  13},{-28,  14},},

{{-32,  13},{-28,  14},},

{{-32,  13},{-27,  14},},

{{-34,  12},{-27,  14},},

{{-33,  13},{-26,  14},},

};
8x8 lifting steps :
static int taps_row_8x8_u[9][6][2] = // lifting steps for U matrix of row transform
{

{{-60,  27},{ 11, -20},{  5,  -9},{-25,  31},{-12,  21},{ 50, -29},},// u0 p0 u1 p1 … u5 p5
{{-60,  27},{-11,  20},{ -6,  11},{ 24, -31},{ 13, -23},{-21,  30},},

{{-59,  27},{ 10, -19},{  6, -11},{-23,  30},{-14,  23},{ 47, -30},},

{{-59,  27},{ 10, -19},{  5, -10},{-24,  31},{-13,  22},{ 48, -30},},

{{-53,  28},{-12,  21},{ -6,  12},{ 24, -31},{ 14, -23},{-21,  30},},

{{-55,  28},{ 12, -21},{  6, -12},{-25,  31},{-13,  22},{ 48, -29},},

{{-52,  29},{-11,  20},{ -6,  11},{ 24, -31},{ 13, -22},{-22,  30},},

{{-59,  27},{ 11, -19},{  5, -10},{-24,  31},{-13,  22},{ 48, -29},},

{{-55,  28},{-11,  20},{ -6,  12},{ 24, -31},{ 14, -23},{-22,  30},},

};

static int taps_row_8x8_v[9][6][2] =// lifting steps for V matrix of row transform
{

{{-46,  30},{ 15, -25},{ 13, -22},{-23,  30},{-16,  26},{ 48, -29},},

{{-45,  30},{-15,  24},{-13,  22},{ 23, -30},{ 16, -26},{-21,  30},},

{{-45,  30},{-14,  24},{-13,  22},{ 23, -30},{ 17, -26},{-22,  30},},

{{-47,  30},{-16,  25},{-13,  22},{ 24, -31},{ 16, -26},{-21,  30},},

{{-50,  29},{-15,  25},{-13,  22},{ 23, -30},{ 15, -25},{-20,  29},},

{{-50,  29},{ 15, -25},{ 13, -22},{-22,  30},{-16,  25},{ 50, -29},},

{{-48,  29},{-15,  25},{-13,  22},{ 23, -30},{ 16, -26},{-21,  29},},

{{-47,  30},{-15,  25},{-13,  22},{ 23, -31},{ 16, -26},{-22,  30},},

{{-48,  30},{-15,  25},{-13,  22},{ 22, -30},{ 16, -26},{-22,  30},},

};
static int taps_col_8x8_u[9][6][2] =// lifting steps for U matrix of column transform
{

{{-62,  26},{-12,  20},{ -5,  10},{ 25, -31},{ 13, -22},{-21,  29},},

{{-78,  22},{ 15, -25},{  5, -10},{-31,  32},{-13,  22},{ 50, -29},},

{{-64,  26},{ 12, -21},{  6, -11},{-26,  31},{-13,  22},{ 49, -29},},

{{-56,  28},{-13,  22},{ -6,  12},{ 25, -31},{ 13, -23},{-21,  30},},

{{-51,  29},{ 13, -22},{  6, -11},{-25,  31},{-13,  22},{ 48, -30},},

{{-53,  28},{-12,  21},{ -6,  11},{ 25, -31},{ 13, -22},{-21,  29},},

{{-56,  28},{ 12, -22},{  6, -12},{-25,  31},{-13,  23},{ 48, -30},},

{{-56,  28},{-12,  21},{ -6,  11},{ 25, -31},{ 13, -22},{-21,  30},},

{{-62,  26},{ 10, -19},{  5, -10},{-24,  31},{-13,  22},{ 48, -29},},

};

static int taps_col_8x8_v[9][6][2] = // lifting steps for V matrix of column transform
{

{{-47,  30},{-16,  25},{-12,  21},{ 24, -31},{ 16, -25},{-22,  30},},

{{-39,  31},{ 15, -25},{ 12, -21},{-24,  31},{-16,  25},{ 50, -29},},

{{-47,  30},{-16,  25},{-12,  21},{ 24, -31},{ 16, -25},{-21,  29},},

{{-52,  29},{-15,  24},{-13,  22},{ 23, -30},{ 16, -26},{-21,  29},},

{{-53,  28},{-15,  24},{-13,  22},{ 22, -30},{ 16, -26},{-21,  29},},

{{-49,  29},{-15,  25},{-12,  22},{ 22, -30},{ 16, -26},{-22,  30},},

{{-51,  29},{ 15, -24},{ 13, -22},{-22,  30},{-16,  26},{ 50, -29},},

{{-49,  29},{-15,  25},{-12,  22},{ 23, -30},{ 16, -26},{-21,  30},},

{{-47,  30},{-16,  26},{-13,  22},{ 24, -31},{ 16, -26},{-22,  30},},

};
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