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Abstract
This document relates to CE10, dealing with Extended Spatial Scalability. It corresponds to proposal2, focused on motion upsampling, in case of cropping and non dyadic spatial scalability. The proposed solution aims at unifying the two tools of Extended Spatial Scalability, that is, spatial scalability with ratio 3/2 and MB aligned cropping, and spatial scalability with any ratio and any cropping.

1 Introduction
This document relates to CE10, dealing with Extended Spatial Scalability, described in document JVT-O310. It corresponds to proposal2, focused on motion upsampling, in case of cropping and non dyadic spatial scalability.

The JSVM2 contains two tools supporting Extended Spatial Scalability, one called ESS_3_2 with a limited enhancement / base layer ratio of 3/2, [JVT-O42], one called ESS_Generic supporting any ratio, [JVT-O41]. The current proposal consists in providing a complexity reduction by fully unifying these solutions.

ESS_3_2 applies a “coarse-to-fine” motion upsampling, that is, followed by partitions inheritance and, if required, sub-partitions inheritance. Conversely, ESS_Generic applies a “fine-to-coarse”, that is, each 4x4 enhancement layer block first inherits, followed by an analysis process to derive sub-partitioning and concluded by another analysis to derive MB partitioning and types. 

The current proposal consists in adapting the latter approach to perform a “coarse-to-fine” motion upsampling similar to what is done in the ESS_3_2 solution. The overall “Unified” motion upsampling process is described in the sequel.
2 Problem to solve

We consider two successive spatial layers, a low layer (considered as base layer) and a high layer (considered as enhancement layer), linked by the following geometrical relations :

· enhancement layer pictures dimensions are defined as enh_width and enh_height. 

· base layer pictures dimensions are defined as BasePicWidth and BasePicHeight. 

· base layer pictures are a downsampled version of sub-pictures of enhancement layer pictures, of dimensions ScaledBaseWidth and ScaledBaseHeight, positioned at coordinates ( scaled_base_X , scaled_base_Y ) in the enhancement layer pictures coordinates system. 

The window corresponding to the scaled base layer is called cropping window in the sequel.

The motion upsampling process consists in inheriting motion of the high layer macroblocks from the motion of the low layer macroblocks. This process is only possible for high layer macroblocks fully inside the cropping window. The motion upsampling process for a given high layer macroblock is described in the next section.
3 Motion upsampling process description

A high layer macroblock can exploit inter-layer prediction using scaled base layer motion data, using either “BASE_LAYER_MODE” or “QPEL_REFINEMENT_MODE”. In case of using one of these two modes, the high layer macroblock is reconstructed with default motion data deduced from the base layer. 

For a given high layer macroblock at position ( MbIdxX , MbIdxY ), the inheritance motion data process works in the four following steps:
· Geometrical parameters derivation 
· Identification of the macroblock class,

· Derivation of the inherited partition and sub-partitions,
· Motion data inheritance

The full motion inheriting process is based on the geometrical parameters derived in the first step.
3.1 Geometrical parameters derivation
3.1.1 Principle

The high layer macroblock may inherit from 1 to 4 base layer macroblocks. Based on the geometrical configuration of the corrresponding base layer macroblocks, this step derives the following parameters:

· the horizontal and vertical positions ( MbBorderX , MbBorderY ) of the nearest base layer MB border, from the high layer MB center in the high layer reference (cf Figure 1),

· the horizontal and vertical positions ( B8x8BorderX , B8x8BorderY ) of the nearest base layer 8x8 block border, from the high layer MB center in the high layer reference (cf Figure 1).
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Figure 1: links between high layer MB and its corresponding base layer MBs.
3.1.2 Derivation process

Let ( XP , YP ) be the position of the upper left sample of the macroblock in the high layer reference. 

The position in the base layer reference of the high layer MB center ( XC , YC ) is derived as follows:

· XC = ( ( XP0 + 8 ) * BasePicWidth + BasePicWidth / 2 ) / ScaledBaseWidth
· YC = ( ( YP0 + 8 ) * BasePicHeight + BasePicHeight / 2 ) / ScaledBaseHeight
with ( XP0 , YP0 ) being defined as follows:

· XP0 = XP – scaled_base_X

· YP0 = YP – scaled_base_Y

· Let dX1 and dX2 be defined as follows:

· dX1 = ( 8 * ( XC >> 3 ) * ScaledBaseWidth + BasePicWidth / 2 ) / BasePicWidth - ( XP0 + 8 ) 

· dX2 = ( 8 * ( XC >> 3 + 1 ) * ScaledBaseWidth + BasePicWidth / 2 ) / BasePicWidth - ( XP0 + 8 )

· Let dY1 and dY2 be defined as follows:

· dY1 = ( 8 * ( YC >> 3 ) * ScaledBaseHeight + BasePicHeight / 2 ) / BasePicHeight - ( YP0 + 8 ) 

· dY2 = ( 8 * ( YC >> 3 + 1 ) * ScaledBaseHeight + BasePicHeight / 2 ) / BasePicHeight - ( YP0 + 8 )

· For Z being replaced by X and Y, the following applies.

· dZi = sign( dZi ) * (( | dZi |+2) / 4 ) * 4 
with i=1,2

· If( ( 8 * ( ZC >> 3 ) ) % 16 = = 0 )
MbBorderZ = dZ1
and
B8x8BorderZ = dZ2

· Otherwise,
MbBorderZ = dZ2
and
B8x8BorderZ = dZ1

3.2 Macroblock class derivation

3.2.1 Principle

Based on the geometrical parameters derived in section 3.1, we define four macroblock classes:
· Corner 
the high layer macroblock has 1 corresponding base layer macroblock at position ( XB/16 , YB/16 ) 

· Hori  
the high layer macroblock has 2 corresponding base layer macroblocks at positions ( XB/16 , YB/16 ) and ( XB/16 , (YB/16) + 1 )

· Vert  
the high layer macroblock has 2 corresponding base layer macroblocks at positions ( XB/16 , YB/16 ) and ( (XB/16) + 1 , YB/16 )

· Center 
the high layer macroblock has 4 corresponding base layer macroblocks at positions ( XB/16 , YB/16 ) , ( (XB/16) + 1 , YB/16 ) , ( XB/16 , (YB/16) + 1 ) and ( (XB/16) + 1 , (YB/16) + 1 )

Where  ( XB , YB ) , the position of the upper left sample of the current macroblock in the base layer reference is derived as follows:

· XB = XC-( MbBorderX>-8)
· YB = YC-( MbBorderY>-8)
3.2.2 Derivation Process
In the generic case, the two following steps are applied.

· If( | MbBorderX | >= 8 ) the following applies.

· If( | MbBorderY | >= 8 )
MbClass = Corner

· Otherwise
MbClass = Hori 

· Otherwise the following applies.

· If( | MbBorderY | >= 8 )
MbClass = Vert

· Otherwise
MbClass = Center

3.2.3 Particular cases : SpatialScalabilityType 0, 1 and  2 

3.2.3.1 SpatialScalabilityType 0 – ratio 1 with MB aligned crop

In this case, MbClass is systematically equal to corner and we have MbBorderX = MbBorderY = -8 and B8x8BorderX = B8x8BorderY = 0.
3.2.3.2 SpatialScalabilityType 1 – ratio 2 with MB aligned crop

In this case, MbClass is systematically equal to corner. The 4 positions described in the following table are possible.

Table 1 : derivation of mb class parameters in case of SpatialScalabilityType 1.
	(MbIdxX – ScaledBaseLeftOffset/16) % 2

(MbIdxY – ScaledBaseTopOffset/16) % 2
	0
	1

	0
	MbClass

( MbBorderX , MbBorderY )

( B8x8BorderX , B8x8BorderY )
	Corner

 ( -8 , -8 )

( 8 , 8 )
	Corner

 ( 8 , -8 )

( -8 ,  8 )

	1
	MbClass

( MbBorderX , MbBorderY )

( B8x8BorderX , B8x8BorderY )
	Corner

 ( -8 , 8 )

( 8 , -8 )
	Corner

 ( 8 , 8 )

( -8 , -8 )


3.2.3.3 SpatialScalabilityType 2 – ratio 3/2 with MB aligned crop

In the ratio 3/2 case, the different parameters are directly derived from macroblock position, as described in Table 2, where ( modX , modY ) are defined as follows:

· modX = ( MbIdxX – ( scaled_base_X / 16 ) ) % 3

· modY = ( MbIdxY – ( scaled_base_Y / 16 ) ) % 3

Table 2 : derivation of mb class parameters in case of SpatialScalabilityType 2.
	modX % 3

modY % 3
	0
	1
	2

	0
	MbClass
( MbBorderX , MbBorderY )

( B8x8BorderX , B8x8BorderY )
	Corner_0 

 ( -8 ,  -8 )

( 4 ,  4 )
	Vert_0
 ( 0 ,  -8 )
( 12 ,  4 )
	Corner_1
 ( 8 ,  -8 )

( -4 ,  4 )

	1
	MbClass
( MbBorderX , MbBorderY )

( B8x8BorderX , B8x8BorderY )
	Hori_0
 ( -8 ,  0 )

( 4 ,  12 )
	Center

 ( 0 ,  0 )

( 12 ,  12 )
	Hori_1
 ( 8 ,  0 )

( -4 ,  12 )

	2
	MbClass
( MbBorderX , MbBorderY )

( B8x8BorderX , B8x8BorderY )
	Corner_2
 ( -8 ,  8 )
( 4 ,  -4 )
	Vert_1
 ( 0 ,  8 )
( 12 ,  -4 )
	Corner_3 

 ( 8 ,  8 )

( -4 ,  -4 )


3.3 Macroblock partition and sub-partitions inheritance
3.3.1 Principle
The goal of this process is to derive macroblock partition and sub-partitions from the corresponding base layer macroblocks, the MB class and the couples ( MbBorderX , MbBorderY ) and ( B8x8BorderX , B8x8BorderY ). These variables are used to identify if the high layer macroblock is (potentially) divided, as described in the following:

· |MbBorderX| = = 0
a base MB frontier vertically divides a high layer MB 

· |MbBorderX| = = 4
a base MB frontier vertically divides a high layer 8x8 block

· |B8x8BorderX| = = 0
a base 8x8 block frontier can vertically divide a high layer MB 

· |B8x8BorderX| = = 4
a base 8x8 block frontier can vertically divide a high layer 8x8 block

· |MbBorderX+B8x8BorderX|/2 = = 4
a base 4x4 block frontier can vertically divide a high layer 8x8 block

The same rules applies for the Y dimension. In this case, the block division can apply horizontally.
3.3.2 Inheritance processes

3.3.2.1 Global variables and basic functions

In the sequel, we assume that the following variables are known:
· MbClass:  the class of the current macroblock as defined in section 3.1.

· ( MbBorderX , MbBorderY ): the horizontal and vertical positions of the nearest base layer MB border, from the high layer MB center in the high layer reference as defined in section 2.1
· ( B8x8BorderX , B8x8BorderY ): the horizontal and vertical positions of the nearest base layer 8x8 block border, from the high layer MB center in the high layer reference as defined in section 2.1
· MbTypeBase[ j ]: defined as the mb_type of aMbAddrBase[ j ] ( with j=0..3 ), with aMbAddrBase derived by invoking section 6.5.2 of document JSVM.2-AnnexS [JVT-O202] with the address of current macroblock as input.
The following defines basic functions that are common to the further inheritance MB partition and sub-partitions processes.
Suffix( type , dim )
This function gives the suffix of the variable type corresponding to the dimension dim (dim is equal to 0 for X and to 1 for Y). If type is INTRA it returns INTRA.
If type is an INTRA mode, returns INTRA

· Otherwise, the following applies

· The last part of the name of type is first extracted (for instance 16x8) 

· If( dim = = 0 ) the first dimension value is returned (16 in the previous example)

· Otherwise, the second dimension value is returned (8 in the previous example)

splitBlock( borderPos , b8x8Idx , dim )
This function returns 1 if the 8x8 block b8x8Idx is potentially splitted in the dimension dim.
· If( | borderPos | = = 4 )

· If( dim)  return  - ( 2 * (b8x8Idx / 2 ) – 1 ) )  = = sign ( borderPos )

· Otherwise return - ( 2 * (b8x8Idx % 2 ) – 1 ) )  = = sign ( borderPos )

· Otherwise, return 0.

minBlockSize( size0 , size1 )
This function returns the min between size0 and size1. If both inputs are INTRA, it returns INTRA.

· If( size0 = = INTRA )
· If(size1 = = INTRA) return INTRA 

· Otherwise, return size1 

· Otherwise, if( size1 = = INTRA ) , return size0 

· Otherwise, return min( size0 , size1)

getBaseIdx( b8x8Idx , b4x4Idx ) 
This function returns ( mbAddrBase, mbPartIdxBase, subMbPartIdxBase ), with  mbAddrBase being the base macroblock address, mbPartIdxBase the base partition index and, if it exists, subMbPartIdxBase the base sub partition index, from which the 4x4 block b8x8Idx / b4x4Idx inherits. 
· Let idxBaseBX and idxBaseBY be defined as follows.

· Let MapTab be Table 3 which gives the mapping between current and base layer 4x4 blocks as a function of MbBorderZ and B8x8BorderZ (with Z being replaced by X or Y).
· idxBaseBX = MapTab[ MbBorderX , B8x8BorderX , 2 * (b8x8Idx % 2 ) + ( b4x4Idx % 2 ) ]

· idxBaseBY = MapTab[ MbBorderY , B8x8BorderY , 2 * (b8x8Idx / 2 ) + ( b4x4Idx / 2 ) ]

· Let mbIdx be defined as follows.

· If( MbClass = = Corner ) , the following applies.

· mbIdx = 0

· Otherwise if( MbClass = = Vert ) , the following applies.

· mbIdx = idxBaseBX / 4
· Otherwise if( MbClass = = Hori ) , the following applies.

· mbIdx = idxBaseBY / 4
· Otherwise ( MbClass = = Center ) , the following applies.

· mbIdx = 2 * ( idxBaseBY / 4 ) + idxBaseBX / 4
· mbAddrBase is set to aMbAddrBase[ mbIdx ]

· b8x8IdxBase is set to ( 2 * ( ( idxBaseBY / 2 ) % 2 ) + ( ( idxBaseBX / 2 ) % 2 ) )

· b4x4IdxBase is set to ( 2 * ( idxBaseBY % 2 ) + ( idxBaseBX % 2 ) )

· Let mbPartIdxBase be defined as the index of the macroblock partition of mbAddrBase covering the 4x4 block b4x4IdxBase
· Let subMbPartIdxBase be defined as the index of the sub-partition, if it exists, of partition mbPartIdxBase, covering the 4x4 block b8x8IdxBase / b4x4IdxBase.
· return ( mbAddrBase , mbPartIdxBase , subMbPartIdxBase ) 

Table 3- Mapping table between current and base layer 4x4 blocks (MapTab[ ])
	b4x4 coordinate 
	0
	1
	2
	3

	MbBorderZ
	B8x8BorderZ
	
	
	
	

	-12
	4
	0
	1
	1
	2

	-8
	4
	0
	0
	1
	2

	-8
	8
	0
	0
	1
	1

	-4
	4
	3
	4
	5
	6

	-4
	8
	3
	4
	5
	5

	-4
	12
	3
	4
	4
	5

	0
	8
	2
	3
	4
	5

	0
	12
	3
	3
	4
	4

	0
	16
	3
	3
	4
	4

	4
	-12
	2
	3
	3
	4

	4
	-8
	2
	2
	3
	4

	4
	-4
	1
	2
	3
	4

	8
	-8
	2
	2
	3
	3

	8
	-4
	1
	2
	3
	3

	8
	0
	0
	1
	2
	3

	12
	-4
	1
	2
	2
	3

	12
	0
	1
	1
	2
	2

	16
	0
	1
	1
	2
	2


getMbTypeBaseSize( b8x8Idx , dim)
This function returns the mb_Type Suffix, corresponding to dimension dim, of the base macroblock(s) from which the 8x8 block b8x8Idx inherits.

· Let mbTypeBase0 and mbTypeBase1 be defined as follows.

· Let mbAddrBase0 be derived by invoking function getBaseIdx( b8x8Idx , 0 )

· Let mbAddrBase1 be derived by invoking function getBaseIdx( b8x8Idx , 3 )

· Let mbTypeBase0 be the MB type of mbAddrBase0 

· Let mbTypeBase1 be the MB type of mbAddrBase1 

· return minBlockSize( Suffix( mbTypeBase0 , dim ) , Suffix( mbTypeBase1 , dim ) ).

getSubMbTypeBaseSize( b8x8Idx , dim)
This function returns the subMb_Type Suffix, corresponding to dimension dim, of the base 8x8 block(s) from which the 8x8 block b8x8Idx inherits.

· Let subMbTypeBase0 and subMbTypeBase1 be defined as follows.

· Let mbAddrBase0, mbPartIdx0 be derived by invoking function getBaseIdx( b8x8Idx , 0 )

· Let mbAddrBase1, mbPartIdx1 be derived by invoking function getBaseIdx( b8x8Idx , 3 )

· Let subMbTypeBase0 be the sub-MB type of partition mbPartIdx0 of mbAddrBase0 

· Let subMbTypeBase1 be the sub-MB type of partition mbPartIdx1 of mbAddrBase1 

· return minBlockSize( Suffix( subMbTypeBase0 , dim ) , Suffix( subMbTypeBase1 , dim ) ).
getSubMbTypeBaseSize2(dim)
This function returns the subMb_Type Suffix, corresponding to dimension dim, of the base 8x8 block(s) from which the current Mb inherits.

· Let subMbTypeBase0 and subMbTypeBase1 be defined as follows.

· Let mbAddrBase0, mbPartIdx0 be derived by invoking function getBaseIdx(0 , 0 )

· Let mbAddrBase1, mbPartIdx1 be derived by invoking function getBaseIdx( 3 ,0 )

· Let subMbTypeBase0 be the sub-MB type of partition mbPartIdx0 of mbAddrBase0 

· Let subMbTypeBase1 be the sub-MB type of partition mbPartIdx1 of mbAddrBase1 

· return minBlockSize( Suffix( subMbTypeBase0 , dim ) , Suffix( subMbTypeBase1 , dim ) ).
isIntraBase(Ddim, Ddual, b8x8Idx)
This function returns 1 if the Base MB(s) corresponding to the block of index b8x8Idx are INTRA.

- If splitBlock( Ddim , b8x8Idx , dim )&& splitBlock( Ddual , b8x8Idx , 1-dim)
- return ( ( MbTypeBase[ 0 ] == INTRA ) && ( MbTypeBase[  1 ] == INTRA )
      && ( MbTypeBase[  2 ] == INTRA ) && ( MbTypeBase[ 3 ] == INTRA ) )
- Otherwise,
- Let mbAddrBase0 be derived by invoking function getBaseIdx( b8x8Idx , 0 )
- Let mbAddrBase1 be derived by invoking function getBaseIdx( b8x8Idx , 3 )
- Let mbTypeBase0 be the MB type of mbAddrBase0 
- Let mbTypeBase1 be the MB type of mbAddrBase1 
- return  ( (mbTypeBase0  == INTRA ) &&( mbTypeBase1 == INTRA ) ).
computeSubMbTypeSize( D,Ddual , d , b8x8Idx , dim )
This function returns the sub-partition size, in the dimension dim, of the block of index b8x8Idx.

· If(isIntraBase(( D,Ddual ,b8x8Idx) return -1

· Otherwise,
- If splitBlock( D , b8x8Idx , dim ), return 4

- Otherwise, if splitBlock( d , b8x8Idx , dim ), the following applies.

- return (getMbTypeBaseSize(b8x8Idx , dim) / 2 )
- Otherwise, if( | ( D + d ) / 2 | = = 4 )

- return getSubMbtypeBaseSize( b8x8Idx , dim)

· Otherwise, return 8.
computePredIdx( currIdx , numPred )
This function returns a predictor index of currIdx. If numPred is equal to 1 it returns the index of its horizontal neighbour otherwise the index of its vertical neighbour is returned.
· If( numPred = = 1 ) return (currIdx + ( 1 – 2 * (currIdx % 2 ) ) )

· Otherwise, return ( ( currIdx + 2 ) % 4 )

computeBlkSize( suffix,D)
· If( suffix  = = 8 ) && ( (D == 4) || ( (D == 12) ) return 4

· Otherwise, If( suffix  = = 8 ) && ( (D == 0) || ( (D == 16) ) return 8;

· Otherwise, return 16

3.3.2.2 Macroblock partitioning inheritance

Input of this process is the address of the current macroblock
Output of this process is the macroblock partitioning mbLabel of the current macroblock.

· If( MbClass = = Center )

· Let cptrIntra be a variable set equal to 0.

· For b8x8Idx indexed by 0..3

· If( MbTypeBase[ b8x8Idx ] = = INTRA ), cptrIntra +=4
· If splitBlock( MbBorderX , b8x8Idx , 0 ) cptrIntra<<=1 

· If splitBlock( MbBorderY , b8x8Idx , 1 ) cptrIntra <<=1
· If( cptrIntra >  8 ) mbLabel = INTRA

· Otherwise, mbLabel = 8x8

· Otherwise,

·  if( MbClass = = Corner )

· mbTypeBaseSuffixX = Suffix( MbTypeBase[ 0 ] , 0 ) 

· mbTypeBaseSuffixY = Suffix( MbTypeBase[ 0 ] , 1 )

· mbLabelX = computeBlkSize(mbTypeBaseSuffixX ,  | B8x8BorderX | )
· mbLabelY = computeBlkSize(mbTypeBaseSuffixY ,  | B8x8BorderY | )
· is8x8Base = ( MbTypeBase[ 0 ] = = 8x8 )

· Otherwise, if( MbClass = = Vert )
· If( ( MbTypeBase[ 0 ] == INTRA) && (MbTypeBase[ 1 ] == INTRA) 
||  ( MbTypeBase[ 0 ] == INTRA) && (splitBlock( MbBorderX , 1, 0 )
||   ( MbTypeBase[ 1 ] == INTRA) && (splitBlock( MbBorderX , 0, 0 ) )
· mbTypeBaseSuffixY = INTRA
· Otherwise, 

· mbTypeBaseSuffixY = minBlockSize (Suffix( MbTypeBase[ 0 ] , 1 ) , Suffix( MbTypeBase[ 1 ] , 1 ) )

· mbLabelY = computeBlkSize(mbTypeBaseSuffixY ,  | B8x8BorderY | )
· mbLabelX=   (  | B8x8BorderX | == 4 ) ? 4 : 8)
· is8x8Base = ( MbTypeBase[ 0 ] = = 8x8 ) ||( MbTypeBase[ 1 ] = = 8x8 )

· Otherwise, ( MbClass = =Hori )

· If( ( MbTypeBase[ 0 ] == INTRA) && (MbTypeBase[ 1 ] == INTRA) 
||  ( MbTypeBase[ 0 ] == INTRA) && (splitBlock( MbBorderY , 1, 1 )
||  ( MbTypeBase[ 1 ] == INTRA) && (splitBlock( MbBorderY , 2, 1 ) )

· mbTypeBaseSuffixX = INTRA
· Otherwise, 

· mbTypeBaseSuffixX = minBlockSize (Suffix( MbTypeBase[ 0 ] , 0 ) , Suffix( MbTypeBase[ 1 ] , 0 ) )
· mbLabelX = computeBlkSize(mbTypeBaseSuffixX ,  | B8x8BorderX | )
· mbLabelY=   (  | B8x8BorderY | == 4 ) ? 4 : 8)
· is8x8Base = ( MbTypeBase[ 0 ] = = 8x8 ) ||( MbTypeBase[ 1 ] = = 8x8 )

· If(mbTypeBaseSuffixX==INTRA) or (mbTypeBaseSuffixY==INTRA) mbLabel = INTRA

· Otherwise, 

· If( mbLabelX = =4 ) or ( mbLabelY = = 4 ) mbLabel = 8x8

· Otherwise, 

· If( is8x8Base )
· If( (mbLabelX ! = 8) && (  | B8x8BorderX | = = 8 ) ) 

· mbLabelX = min ( mbLabelX , 2 * getSubMbTypeBaseSize2( 0 ) )
· If( (mbLabelY ! = 8) && (  | B8x8BorderY | = = 8 )  ) 

· mbLabelY = min ( mbLabelY , 2 * getSubMbTypeBaseSize2( 1 ) )

mbLabel = mbLabelX_mbLabelY
3.3.2.3 Sub-partitions inheritance
Input to this process is a 8x8 block partition index b8x8Idx.
Output of this process is 8x8 block sub-partition label mbPartLabel.

For the 8x8 block with index b8x8Idx, the block partitioning mbPartLabel derivation is defined as follows. 

- Let mbPartLabelX be derived by invoking computeSubMbTypeSize( MbBorderX, MbBorderY, B8x8BorderX, b8x8Idx , 0 ).

- Let mbPartLabelY be derived by invoking computeSubMbTypeSize( MbBorderY, MbBorderX, B8x8BorderY, b8x8Idx , 1 ).

- If( ( mbPartLabelX  <= 0 ) or ( mbPartLabelY <= 0 ) ), mbPartLabel = INTRA

- Otherwise mbPartLabel = mbPartLabelX_mbPartLabelY

3.4 Motion data Inheritance 
3.4.1 Principle 

The goal of this process is to inherit the motion data (reference indices and motion vectors) of each partition/sub-partition of the macroblock. The process works in three steps:
- motion data inheritance,

- if needed, merging of reference indices of 8x8 blocks,

- if needed, processing of partitions inheriting from intra macroblocks, using neighbor partitions as predictors.
3.4.2 Inheritance processes
3.4.2.1 Related functions 

inheritPartitionMotion( mbLabel , mbPartIdx )

This function performs the motion data inheritance of a macroblock partition mbPartIdx. If the corresponding base macroblocks are INTRA, no motion data inheritance is performed and the function returns -1. Otherwise motion data inheritance is performed and it returns 1.

- If( mbLabel ! = 8x8 ) , the following applies.

- Let b8x8Idx be defined as follows.

- If( mbLabel = = 16x8 ) b8x8Idx = 2*mbPartIdx

- Otherwise b8x8Idx = mbPartIdx

- Let mbAddrBase, mbPartIdxBase, subMbPartIdxBase be derived by invoking function getBaseIdx( b8x8Idx , 0 ).

- If mb_type of mbAddrBase is INTRA, return -1.

- Otherwise, for X being replaced by 0 and 1, RefIdxLX[ mbPartIdx ] and MvLX[ mbPartIdx ][ 0] are set to the reference index and motion vector of mbAddrBase/mbPartIdxBase/subMbPartIdxBase.

- Otherwise, 

- Let mbPartLabel be derived by invoking section 3.3.3 with mbPartIdx as input.

- If mbPartLabel is equal to INTRA, return -1.

- Otherwise, the following applies.

- Let nbSubPart be the number of sub-partitions corresponding to mbPartLabel.

- Let refIdxBaseL0[ i ] and refIdxBaseL1[ i ] (with i = 0.. nbSubPart-1 ) be two arrays of variables.

- Let mvBaseL0[ i ] and mvBaseL1[ i ] ( with i = 0.. nbSubPart-1 ) be two arrays of motion vectors.

- For subMbPartIdx indexed by 0..nbSubPart – 1, the motion inheritance is achieved as follows.

- If inheritSubPartitionMotion( mbPartLabel , mbPartIdx , subMbPartIdx , refIdxBaseL0 , refIdxBaseL1, mvBaseL0 , mvBaseL1 ) is equal to 0 , the following applies.

- Let predIdx be a variable initialized by invoking computePredIdx( subMbPartIdx, 1 ).

- If inheritSubPartitionMotion( mbPartLabel , mbPartIdx , predIdx , refIdxBaseL0 , refIdxBaseL1 , mvBaseL0 , mvBaseL1 ) is equal to 0 , the following applies.

- predIdx is derived by invoking computePredIdx( subMbPartIdx , 2 ).

- inheritSubPartitionMotion ( mbPartLabel , mbPartIdx, predIdx , refIdxBaseL0 , refIdxBaseL1, mvBaseL0 , mvBaseL1 ) is invoked.

- For X being replaced by 0 and 1, the reference index merging is achieved as follows.

- Let minRefIdxLX be a variable set to the minimum reference index of the refIdxBaseLX[ i ] , with i=0..nbSubPart -1.

- If at least two refIdxBaseLX[ i ] with I = 0.. nbSubPart -1, are different , the following applies.

- For each sub-macroblock partition, indexed by subMbPartIdx = 0..nbSubPart -1,

- If( refIdxBaseLX[ subMbPartIdx ] ! = minRefIdxLX ) , the following applies.

- Let predIdx be computed by invoking computePredIdx( subMbPartIdx, 1 ).

- If( refIdxBaseLX[ predIdx ] ! = minRefIdxLX ) , predIdx is computed by invoking computePredIdx( subMbPartIdx , 2 ).

- mvBaseLX[ subMbPartIdx ] = mvBaseLX[  predIdx ]

- RefIdxLX [mbPartIdx ] is set to minRefIdxLX.

- For each sub-macroblock partition, indexed by subMbPartIdx=0..nbSubPart -1, the following applies 

- Let motion vector mvBaseTempo set equal to mvBaseLX[ subMbPartIdx ]
- The scaling of the inherited vector is performed by invoking the sub-clause 8.4.1.5.3 of [JVT-O202] with mvBaseTempo as input and MvLX[ mbPartIdx ][ subMbPartIdx ] as output.
- The function returns 1. 

inheritSubPartitionMotion ( mbPartLabel , mbPartIdx , subMbPartIdx , refIdxBaseL0 , refIdxBaseL1 , mvBaseL0 , mvBaseL1 )

This function performs the motion data inheritance of a sub-partition mbPartIdx/subMbPartIdx. If the corresponding base macroblock is INTRA, no motion data inheritance is performed and the function returns -1. Otherwise motion data inheritance is performed and it returns 1.

- Let b4x4Idx  be defined as follows.

- If( mbPartLabel = = 8x4 ) b4x4Idx = 2* subMbPartIdx

- Otherwise b4x4Idx = subMbPartIdx

- Let mbAddrBase, mbPartIdxBase, subMbPartIdxBase be derived by invoking function getBaseIdx( mbPartIdx , b4x4Idx )

- If mb_type of mbAddrBase is INTRA, return -1.

- Otherwise, the following applies.

- For X being replaced by 0 and 1, refIdxBaseLX[ subMbPartIdx ] and mvBaseLX[ subMbPartIdx ] are set to the reference index and motion vector of mbAddrBase/mbPartIdxBase/subMbPartIdxBase.

- The function returns 1.
3.4.2.2 Partition motion inheritance 
Inputs to this process are

· a macroblock partition label mbLabel,

· a macroblock partition index mbPartIdx.
Outputs of this process are

· reference indices RefIdxL0[ mbPartIdx ] and RefIdxL1[ mbPartIdx ],
· motion vectors MvL0[ mbPartIdx ][ i ] and MvL1[ mbPartIdx ][ i ] with i = ( 0..nbPart ), and nbPart being the number of partitions corresponding to mbLabel.

The process for inheriting motion data of partition mbPartIdx is the following.

- If inheritPartitionMotion( mbLabel , predIdx ) is equal to 0, the following applies.

- Let predIdx be a variable derived by invoking computePredIdx( mbPartIdx , 1 ).

- If inheritPartitionMotion( mbLabel , predIdx ) is equal to 0, the following applies.

- predIdx is derived by invoking computePredIdx( mbPartIdx , 2 )

- inheritPartitionMotion( mbLabel , predIdx ) is invoked.

- RefIdxLX[ mbPartIdx ] = RefIdxLX[ predIdx ]

- Let mbPartLabel be derived by invoking section 3.3.3 with predIdx as input.

- Let nbSubPart be the number of sub-partitions corresponding to mbPartLabel.

- For subMbPartIdx indexed by 0..nbSubPart – 1, the following applies.

- MvLX[ mbPartIdx ][ subMbPartIdx ] = MvLX[ predIdx ][ subMbPartIdx ]

4 Syntax and semantics modifications – with respect to JSVM-2

No modification of the syntax.

5 Decoding process modifications – with respect to JSVM-2

Most of the envisaged JSVM modifications are located in section 8.4.1.6. The following modifications of the JSVM-2 decoding process section are proposed.

Changes in JSVM-2 / Section S.6.5.4

The part related to SpatialScalabilityType equal to 2 will be replaced by the process described in function getBaseIdx() of section 3.1.3.1, that will apply when SpatialScalabilityType is greater than 1.

Changes in JSVM-2 / Section S.8.4.1.6.2 and JSVM-2 / Section S.8.4.1.6.3
These sections will be replaced by the motion data inheritance process described in section 3.1.4.

Changes in JSVM-2 / Section S.8.4.1.6.4
This section will be replaced by the macroblock partitioning label derivation process described in section 3.1.3.3.

Changes in JSVM-2 / Section S.8.4.1.6.5
This section will be replaced by the macroblock label derivation process described in section 3.1.3.2.

Changes in JSVM-2 / Section S.8.4.1.6.6

This section will be replaced by the macroblock class derivation process described in section 3.1.2. Accordingly, the geometrical derivation process described in section 3.1.1 will be added in section 8.4.1.6.

Motion inheriting related functions (except function getBaseIdx()) and variables defined in section 3.1.3.1, will be added in section 8.4.1.6.

6 Complexity considerations

The proposed “Unified” solution gives similar results to the JSVM2, while unifying the different types of spatial scalability (1:dyadic with MB aligned cropping / 2:ratio 3/2 with MB aligned cropping / 3:any ratio with any cropping), and consequently simplifying both the textual description and the implementation. The main complexity reductions are the following:

· significant reduction of the number of divisions and multiplications (rescaling operations reduced from 32 to 6 per MB),

· removal of the systematic 4x4 block motion inheritance thanks to the coarse-to-fine approach (MB type inheritance / partition inheritance / sub-partition inheritance).

· removal of the systematic merging operations required for each 4x4 block and each 8x8 block in the JSVM2 generic solution,
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