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SUPPLEMENT 1 TO ITU-T RECOMMENDATION Z.100

SDL+ METHODOLOGY:
USE OF MSC AND SDL (WITH ASN.1)

Summary

This Supplement is published as a Supplement to Recommendation Z.100 (SDL), but is also relevant to Recommenda-
tions Z.105 (SDL with ASN.1) and Z.120 (MSC). It outlines a methodology for the use of these languages in
combination.

This Supplement covers the following topics:
1) Terminology definitions and background material on the use and application of SDL;
2) Anoverview of the methodology (clause 4);
3) More detailed descriptions of:
a) Analysisof the requirements (clause 5);
b) Draft Design and investigation of the application (clause 6);
c) Formalization of the application into SDL+ (clause 7);
d) Implementation issues (clause 8);
e) Valdation (clause9);
4) Relationship with other languages and techniques;

5) An elaboration of the methodology for service specification.

This Supplement is not exhaustive. It is intended to be incorporated by the SDL+ users in their overall methodologies,
and tailored for their application systems and specific needs. In particular, this Supplement does not cover the issues of
derivation of an implementation from the specification or the testing of systems in detail. In the case of testing, it is
expected that this should be partially covered by a separate document dealing with the generation of tests for standards
or products based on SDL +.

The methodology is a framework to be elaborated for the context of actual use. This Supplement has two parts. In Part |
the framework is explained as an overview in clause 4, with a more detailed description of the main partsin clauses 5, 6
and 7. The general framework is then specialized for the case of services specification in Part |1 starting at clause 12. The
parts from clauses 5, 6 and 7 are elaborated in clauses 13, 14 and 15. In this specialization some choices of approach
have been made. Many of the details given in clauses 13, 14 and 15 can be used when the general framework is
elaborated for other contexts and other choices.

Sour ce

Supplement 1 to ITU-T Recommendation Z.100, was prepared by ITU-T Study Group 10 (1997-2000) and was
approved under the WTSC Resolution No. 1 procedure on the 6th of May 1997.
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FOREWORD

ITU (International Telecommunication Union) is the United Nations Specialized Agency in the field of telecommuni-
cations. The ITU Telecommunication Standardization Sector (ITU-T) is a permanent organ of the ITU. The ITU-T is
responsible for studying technical, operating and tariff questions and issuing Recommendations on them with a view to
standardizing telecommunications on a worldwide basis.

The World Telecommunication Standardization Conference (WTSC), which meets every four years, establishes the
topics for study by the ITU-T Study Groups which, in their turn, produce Recommendations on these topics.

The approval of Recommendations by the Members of the ITU-T is covered by the procedure laid down in WTSC
Resolution No. 1.

In some areas of information technology which fall within ITU-T’s purview, the necessary standards are prepared on a
collaborative basis with ISO and IEC.

NOTE

In this Recommendation, the expression "Administration" is used for conciseness to indicate both a telecommunication
administration and a recognized operating agency.

INTELLECTUAL PROPERTY RIGHTS

The ITU draws attention to the possibility that the practice or implementation of this Recommendation may involve the
use of a claimed Intellectual Property Right. The ITU takes no position concerning the evidence, validity or applicability
of claimed Intellectual Property Rights, whether asserted by ITU members or others outside of the Recommendation
development process.

As of the date of approval of this Recommendation, the ITU had not received notice of intellectual property, protected
by patents, which may be required to implement this Recommendation. However, implementors are cautioned that this
may not represent the latest information and are therefore strongly urged to consult the TSB patent database.

O ITU 1998

All rights reserved. No part of this publication may be reproduced or utilized in any form or by any means, electronic or
mechanical, including photocopying and microfilm, without permission in writing from the ITU.
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Supplement 1 to Recommendation Z.100

SDL+ METHODOLOGY:
USE OF MSC AND SDL (WITH ASN.1)

(Geneva, 1997)

1 Context

This Supplement is intended for those persons responsible for methodology in areas where the Z.100-Series
Recommendations are used.

The objective of this Supplement is to provide a methodology for the effective use of the Z.100-Series Language
Recommendations: Z.100, CCITT Specification and Description Language (SDL) [1]; Z.105, SDL combined with
ASN.1 (SDL/ASN.1) [2]; and Z.120, Message Sequence Chart (MSC) [3]. The application of this methodology should
lead to awell-defined specification of the target application in SDL combined with ASN.1 and MSC.

When Recommendation Z.105 is used, SDL is used to define behaviour and ASN.1 is used to define data. It is aso
possible to use SDL to define data as in Recommendation Z.100. This Supplement covers the use of SDL without
ASN.1 aswell as combined with ASN.1 asin Recommendation Z.105.

MSC is used to describe sequences of events and does not normally cover every possibility. MSC is used to describe
what happens for particular sequences of stimuli, whereas SDL defines behaviour to all stimuli for every possible status.
MSC without SDL would not usually give a full description of system behaviour. In the methodology described in this
Supplement, SDL would not normally be used without MSC. The Supplement does not describe a general methodology
for the use of MSC either alone or with languages other than SDL (with and without ASN.1).

Since the methodology assumes the use of SDL with ASN.1 and MSC, the term "SDL+" is used throughout the
Supplement to mean "SDL (Z.100) with ASN.1 (Z.105) and MSC ( Z.120)".

It is recognized that there are many ways of using SDL+, depending on the user’s preference, on the target application,
on the in-house rules of the organization, etc. The methodology in this Supplement is therefore incomplete and will need
to be elaborated to produce the actual methodology for a particular context. This Supplement is to provide assistance to
users of SDL+ and to promote unified usage and tool support of the language.

2 Definitions

This Supplement defines the following terms:

21 activity: a specific procedure in an engineering process, supported by one or several methods.
22 agent: an object that models the behaviour of an entity in the environment and application system.
2.3 actor: a person (or organization) in the environment of a system that has one or more roles of behaviour

interaction with a system. In the context of this Supplement, an actor that interacts with the activities in the engineering
system is called aengineer.

24 Analysis: the stepwise activity for exploring collected requirements, organizing the information they contain,
and recording this information in a format that reflects this organization (see clause 5).

25 application concept: a concept pertaining to a given application domain and the system that is being specified.

2.6 application domain: the field of activity in which the application system under specification will operate.

Supplement 1 to Recommendation Z.100 (05/97) 1



2.7 application system: (abbreviated to system where the qualifying term can be derived from context) the
complex set of parts that is used to provide functionality and other characteristics. In the context of this Supplement
thereis usually no distinction between a system specification, a system description and areal system instance.

2.8 ASN.1: Abstract Syntax Notation One (Recommendations X.208 [4] and X.680 [5]).

29 association: a dependency relationship between two or more classes (or two or more objects) in the Object
Model Notation (see 13.2 and reference [11]), and shown as an annotated line between class (or object) symbols.

2.10 behaviour: sequence of actions with stimulus and responses aspects performed by a system that may change
its state.

211 class: a description of the model of the system defining a set of objects that have similar properties (same
structure and same behaviour). A class represents an application concept.

212 classified information: a model with the collected requirements structured and defined according to concepts
that have been named and defined.

213 collected requirements: a set of requirements for the application collected as a result of the Requirements
Collection activity.

214 computational view: aview of a system and its environment that focuses on decomposition of the system to
allow for distribution (see 4.1/X.903).

215 design view: a view of a system and its environment that focuses on the functions required to support that
system (see "engineering" viewpoint in 4.1/X.903).

2.16 Draft Design: the stepwise activity for engineering partial or partly informal specifications from different
points of view and at different levels of detail to investigate engineering design choices (see clause 6).

217 draft designs: outline designs for the system under consideration using one or more models that describe the
system partially.

218 Documentation: the activity for selecting, cataloguing and storing the information about a product.

2.19 enterprise view: a view of a system and its environment that focuses on the purpose, scope and policies for
that system (see 4.1/X.903).

2.20 Formalization: the stepwise activity in which aformal SDL description of a system is produced (see clause 7).

221 formal SDL+ description: an SDL+ description which conforms to Recommendations Z.100 [1], Z.105 [2]
and Z.120 [3], is consistent and unambiguous without any SDL "informal text", and describes the system under
consideration in a precise way.

2.22 formal validation: systematic investigation of a specification (or implementation) to determine whether or not
it possesses certain desirable properties and includes. checking the syntactic and semantic correctness of the
specification (implementation), and checking that the known requirements of the specified system are expressed by the
specification (implementation).

2.23 guideline: advice to the user of this methodology on identifying decisions to be made, which can also provide
reasons and direction for making decisions.

2.24 informal SDL+ description: an SDL+ description output from Draft Design that deviates from one or more
criteria of forma descriptions, such as. for SDL, deviations include ambiguity, use of informal text, and non-
conformance with Recommendation Z.100 [1]; for ASN.1, deviations include use of "any" in description of a data type
(MSC are always assumed to be formal within the constraints of their function, which is to provide a message trace).

2.25 information view: a view of a system and its environment that focuses on the semantics of information and
information processing activities in the system (see 4.1/X.903).

2.26 instruction: an imperative statement that specifies what isto be performed as part of a step.
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2.27 method: the combination of a notation with instructions, rules and guidelines for its use (see [6] and [7]). A
method is a systematic way to achieve aparticular goal. A method is descriptive.

2.28 methodology: an organized and coherent set of methods and principles used in a particular discipline.
According to a dictionary, a methodology is a system of methods and principles used in a particular discipline. A method
is a systematic way of doing something, or aternatively the techniques or arrangement of work for a particular field or
subject. In the context of this Supplement, the disciplines are development of telecommunication systems, protocols etc.,
called application systems (or just systems for brevity, where the qualifying term can be derived from the context).

2.29 model: arepresentation of something that demonstrates some of the properties and behaviour of that thing.

2.30 object: an individual element which is a member of a class and has a well-defined role in the system, possess
properties and can be managed, and characterized by:

—  its state (all its properties);
— its behaviour (the way it acts and reacts);

— its identity (in which it is different from the others).

231 object-orientation: a technique for partitioning the system under study into separate objects, grouping objects
into classes and allowing these objects to interact with each other and with the environment to perform the functions of
the whole system.

2.32 product: the application (or specification) and associated documentation that is to be produced.

2.33 requirement: an expression of the ideas to be embodied in the application under development.
NOTE — ISO/IEC Guide 2:199&andardization and related activities — General vocabularcontains the definition:
requirement: Provision that conveys criteriato be fulfilled.

2.34 Requirements Collection: the activity of initially evaluating captured requirements and handling questions
about them as they arise during development of aforma SDL description.

2.35 reuse library: storage of application concepts which are available for usage at any moment in the development
process of a system.

NOTE — The provision and operation of a reuse library is not covered by this Supplement.

2.36 rule: a statement of principlesto prevent invalid, non-testable, or undesirable results. Conformance is expected
for rules expressed with "shall" and is highly recommended for rules expressed with "should" (but exceptions exist).

2.37 service: aset of functions and facilities offered to a user by a provider.

NOTE 1 - In this definition, the "user" and "provider' may be a pair such as application/application, human/computer,
subscriber/organization (operator). The different types of service included in this definition are data transmission dervice an
telecommunications service offered by an operating agency to its customers, and service offered by one layer in a layred proto
other layers.

NOTE 2 —SDL service (Z.100 [1]): an alternative way of specifying a part of the behaviour of a process (a communicating extended
finite state machine).

2.38 specification: details and instructions describing the behaviours, data structures, design, materials, etc. of an
implementation which conforms to an application.

NOTE —SDL specification (Z.100 [1]): a definition of the requirements of a system. A specification consists of general parameters
required of the system and the functional specification of its required behaviour.

2.39 step: a self-contained task included in an activity.
240 system: (see application system).
241 technique: away that a method is realised.

242 technology view: a view of a system and its environment that focuses on the choice of technology in that
system. (see 4.1/X.903).

243 Testing: the combination of the two activities: Test specification and Test execution.
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244 Test Specification: an activity to produce a set of tests for particular purposes such as testing the conformance
of an implementation to aformal SDL+ description or the interoperability of different products.

245 Test Execution: an activity to run the tests produced by Test Specification to produce a set of test results.

2.46 tool: a means to assist the accomplishment of a sequence of steps performed for a given purpose, usualy (in
this methodology) implemented as a software program.

2.47 type: an SDL system type, block type, processtype, procedure or signal definition.
248 use sequence: a sequence of related transactions performed by a user of a system for a particular purpose.

249 Validation: the process, with associated methods, procedures and tools, by which an evaluation is made that
an application is (or a standard can be) fully implemented, conforms to the applicable standards and criteria for the
application (standard), and satisfies the purpose expressed in the record of requirements on which the application
(standard) is based; and in the case of a standard that an implementation that conforms to the standard has the
functionality expressed in the record of requirements on which the standard is based.

2.50 validation model: a detailed version of a specification or implementation, possibly including parts of its
environment, that is used to perform formal validation.

3 The advantage of using SDL with ASN.1 and MSC

It is probably widely accepted that the key for the success of a system is a thorough system specification and design.
This requires, on the other hand, a suitable specification language, satisfying the following needs (the result of the
system specification and design is called here specification, for brevity):

a well-definedset of concepts; and

— unambiguous, clear, precise andconcise specifications; and

— a basis foanalysing specifications focompleteness andcorrectness; and

— a basis for determiningpnformance of implementations to specifications; and
— abasis for determiningpnsistency of specifications relative to each other; and

— use of computer bas#ablsto create, maintain, analyze and simulate specifications.

For a system there may be specifications on different levels of abstraction. A specification is a basis for deriving
implementations or as a model (for example in a standard) against whichmplementation can be compared. A
specification should abstract from implementation details in order:

— to give overview of a complex system;
— to postpone implementation decisions; and

— not to exclude valid implementations.

In contrast to a program, a formal specification (that is a specification written in a formal specification language) is not
intended to be run on a computer. In addition to serving as a basis for deriving implementations, a formal specification
can be used for precise and unambiguous communication between people, particularly for ordering and tendering.

The use of SDL+ makes it possible to analyze, reason about and simulate alternative system solutions at different levels
of abstraction, which in practice is impossible when using a programming language due to the cost and the time delay.

SDL+ offers a well-defined set of concepts for the user of the language, improving his capability to produce a solution to
a problem and to reason about the solution.

31 Under standing an SDL + specification

The concepts in SDL+ are based on mathematical models and the theory of meaning. How to apply the models of SDL+
to an application is given below.
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The application domain of a system is understood ultimately in terms of the concepts of a natural language. Individuals
acquire understanding of these concepts through along process of learning and real life experience. In the description of
an application in a natural language, phenomena are described as they are perceived by an observer. The natura
language description of the system makes use of concepts that are derived directly from the application and
implementation of the system.

When a system is specified using SDL +, the specification makes direct use of neither the application nor implementation
concepts. Instead the SDL+ defines a model that represents the significant properties (mainly behaviour) of the system.
In order to understand this model, it must be mapped to the intuitive understanding of the application in terms of natural
language concepts, see Figure 3-1. This mapping can be done in different ways, one way is to choose names for the
concepts introduced in the SDL+ that give good association to the application concepts, another way is to comment the
SDL +. Thisis much the same issue as the understanding of a program, or an algorithm that solves a problem taken from
red life.

A model should have a good analytical power and a good expressive power to ease the mapping to the application.
Unfortunately, the analytical power and the expressive power are generally in conflict: the more expressive a moddl is,
the more difficult it is to analyze it. When designing a specification language, evidently a trade-off must be made
between these two properties. In addition, it should be stressed that a model always represents a simplified view of
reality, and has consequently always limitations.

Mapping SDL+
Application specification
(model)

T1010470-97/d01

Figure 3-1/Suppl. 1 to Rec. Z.100 — How to understand an SDL+ specification

3.2 The application area of SDL+

Although SDL is widely known within the telecommunication field, it has a broader application area and is also being
used in other industries. The application area of SDL+ can be characterized as follows:

—  type of system: real time, interactive, distributed,;
—  typeof information: behaviour and structure;
— level of abstraction: overview to detail.

SDL+ has been developed for use in telecommunication systems including data communication, but can actually be used
in all real time and interactive systems. It has been designed for the specification of the behaviour of such a system, that
is, the co-operation between the system and its environment. It is also intended for the description of the internal
structure of a system, so that the system can be developed and understood one part at a time. This feature is essential fc
distributed systems.

SDL+ covers different levels of abstraction, from a broad overview down to detailed design. It was not originally
intended to be an implementation language, but automatic translation of SDL+ specification to a programming language
is possible in many cases. The amount of change required to a specification in SDL to produce an implementation
described in SDL can be quite small in some cases.
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3.3 Relation to implementation

Normally, a distinction is made between declarative and constructive languages. SDL is a constructive language, which
means that an SDL+ specification defines a model that represents significant properties of a system (as mentioned
above). An important question is what these significant properties should be. This is left open in SDL+; it is up to the
user to decide what these properties should be.

If adecision is made to represent only the behaviour of the system (as seen at its boundary), then people normally talk
about a specification, and the given structure of the model is only an aid to structure the specification into manageable
pieces. If a decision is made to represent also the internal structure of the system, then people normally talk about a
description. This is the reason why Recommendation Z.100 does not make any distinction between specification and
description.

Note that the internal structure of the system is normally represented in SDL by blocks. Processes and internal signalling
within blocks need not represent part of the internal structure of the system, and thus need not be considered as
requirements on the implementation, as some people erroneously assume. Conformance of implementations to
specifications is normally treated by standard bodies by explicit conformance statement. This is evidently necessary aso
when a constructive language is used.

Because SDL+ describes structure and behaviour, it is possible for an SDL+ description to represent precisely an
implementation, and conversely such a precise description can be used as the language description from which the
operational software is derived automatically. Thus, SDL+ can be used as both an abstract specification language (for
example in standards for protocols) and also as an implementation language. The use of one language avoids a possible
source of error: the translation of one language to another. A specification and a corresponding implementation in SDL+
may have some significant differences that result from taking implementation issues into account. Although the same
language is used at different levels, some parts of an SDL+ specification are likely to require changes to be directly
usable in an implementation based on SDL +.

It is an assumption in the methodology in this Supplement that the amount of engineering to be done to change a detailed
formal (executable) SDL+ specification into a implementation description is quite small. This assumption is not always
valid. If the change needed is significant, the methodology will need to be extended to cover the additional work for
implementation description. In any case, the methodology does not cover the generation of real system instances from
the description. The methods that need to be applied for realization vary according to the equipment concerned, the
organizations involved, the physical locations and many other factors. The methodology produces SDL+ that is used
either as a specification or an implementation description.

PART | - THE FRAMEWORK METHODOLOGY

4 Overview of activitiesand an outline of the methodology

The methodology described by this Supplement is a coherent set of activities used in the engineering of systems to
produce a product definition (either a specification or an implementation description). The product definition can be
used as part of a standard, part of a procurement specification, as a specification prior to implementation, the source code
of an implementation or as the basis of developing tests for a product.

The methodology is divided into activities. Analysis of requirements and the Formalization into SDhetiaties.

There may be several alternative methods for the same activity. Thus, the evaluation of alternative approaches and the
selection of one of them is an important issue when elaborating the methodology. The selection must be based (among
other things) on the characteristics of the application.

An activity is a method or process that is governed by some principles, accepts inputs and produces outputs (see
Figure 4-1). The person (or organization) which carries out an activity can be called an "actor" and can be said to carry
out different "roles" (or functions). In the context of this Supplement, the term "engineer" is used instead of "actor",
because the activities are engineering activities. For engineering using SDL+, the roles that are undertaken by various
engineers may be systems analyst, programmer, test engineer, hardware designer, project manager, equipment operatc
and so on. These roles are usually well defined. For engineering of standards, the roles might be standard scoping
authority, standard rapporteur, standard designer, abstract test suite designer, standard approval authority and so on. Ar
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activity usually corresponds to one principle role (for example system specification and system specifier), but often
interacts with other roles (equipment customer, product manager, test engineer). The different roles undertaken by
engineersis outside the scope of this Supplement. An engineer often has more than onerole.

principles inputs

O N\ 4T

T feedback

Activity

Engineer /
______________ 4

|
tools outputs T1010480-97/d02

Figure 4-1/Suppl. 1to Rec. Z.100 — An activity

In equipment engineering it is obvious that the activities for marketing, design and management take place in parallel
and also have dependencies. This is usually true even for the creation of standards. Within the activities defined in this
Supplement, there are dependencies between the activities but (within the constraints imposed by these dependencies)
activities can take place in paralel. The Documentation activity, for example, can start as soon as there is a clear
understanding of the scope and objectives of the application, but cannot be completed until a suitable SDL+ description
has been produced. Other than the logical constraints imposed by the need for inputs from other activities, this
Supplement does not prescribe the way that activities are scheduled, organized and managed. There is no implicit "life
cycle" model.

For systems engineering in general it is useful to be able to view the system in different ways. Different views of the
system allow different facts about the system to be considered. The Open Distributed Processing (ODP) approach [8] has
five different views:. enterprise, information, computation, design ("engineering") and technology (see Figure 4-2).

NOTE — "engineering" in the ODP sense is concerned with design issues such as control mechanisms, performance, distribution and
so on. In this Supplement, the view is called "design" to avoid confusion with "engineering" as the term used for &l activitie

A A

engineer with view enterprise

A

technology
;( )t ;( )t T1010490-97/d03

design computational

Figure 4-2/Suppl. 1to Rec. Z.100 — The ODP views of a system
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An enterprise view reveals the overall policies, actions and goals for the system. In the cases where this Supplement
would be used, the enterprise view concerns the reasons for, the purpose of, and the use of, the application. This
information should be within the requirements stating the need for the application. The enterprise view is usually
expressed in natural language. The enterprise view is captured by requirements, and should be used within the scope
description of the application and for Validation of the product.

An information view reveals the information structures, that is, how the data items in the system are related to one
another. In the cases where this Supplement is applied, the information view concerns the places where data items are
stored, the number and size of the data items, the links between data items, and the cardinality (that is, multiplicity) of
these relationships (one to one, one to many, many to many). Outputs produced by the main methodology activities in
this Supplement contain information views of the system.

A computational view reveals how the data items within the system are processed. The view concerns how the
information is transferred, retrieved, transformed and managed. The stimulus for a computation can come from within
the system or from outside the system. Together with the information view, the computational view defines the
behaviour of the system. In the cases where this Supplement applies, the computational view is described in SDL
processes using data defined in either ASN.1 or SDL. The system is decomposed so that it can be distributed.

A design view reveals how the behaviour of the system is organized and actually distributed to take account of the
supporting environment. Issues such as transmission characteristics, distribution and concurrency are taken into account,
and the view may include performance and reliability. Often, design is a compromise between different issues. In the
cases where this Supplement applies, the SDL+ may include design requirements on distribution of functionality and
concurrency. These requirements are reflected in the structure (blocks and processes) in the SDL+ and annotation. If
these issues are mandatory for the application, then the SDL structure shall match the requirements. In all other cases,
the SDL should be structured to be as clear as possible, while also making it easy to both test and validate.

A technology view is concerned with technology issues within the system. This is only relevant if the implementation
description is significantly different from the SDL+ specification. The methodology in this Supplement does not cover
this case.

To summarize the above, the engineering of an application involves different views of the system. These views are
contained in different models of the system. During the engineering process the system is gradually built up by
producing these models. Since the models are all models of the same system, they are al related.

When engineering of a system begins, knowledge about the system generally falls between two extremes:

— The system is poorly understood, and the requirements are only vaguely defined. Knowledge and experience about

the system are not available. There are no similar systems from which engineers can draw analogies.

— The system is well understood and well defined. It has already been implemented, and the engineering task is to
modify an existing system. Expertise is available, the changes present no difficulty, and specifications for the

existing system were created in SDL+.

In the first case, a large part of the work of engineering of a system is understanding what is required of the system and
how the system is to perform. In the second case, the work consists of making changes to the SDL+ and documentation.
This can be done by creating some new SDL+ types by adding to existing types, or perhaps just assembling existing

SDL+ types in a new way to create a new system.

The methodology presented in this Supplement is applicable to the engineering of the system definition of an
application, but ignoring implementation details. This is called the "specification" of the application. The engineering

required is very similar to that required for any system and can fall anywhere between the two extremes outlined above.
Implementation issues are not covered in detail by this methodology. To avoid cumbersome text in the rest of this

Supplement, "system definition of the application" is denoted by the word "system".

The methodology concentrates on three main activities:

— Analysis, which is the organization of requirements and identification of concepts (with names and definitions) for

the system;
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— Draft Design, which is the transformation of classified information into draft designs that cover part of the system
or are partially formal;

— Formalization, which is the expression of the specification in terms of formal SDL, supplemented by MSC and
ASN.1.

The methodology touches briefly on four other activities. One is requirements capture, which covers Requirements
Collection at the beginning of a project. The second activity is Validation and is performed on formalized specifications

as they are produced. The third activity is Documentation, which deals with the selection of system specifications for
archiving and potential reuse. The fourth is Implementation, which deals with the generation of executable code for the
target system. Figure 4-3 illustrates the methodology. The activity of requirements capture is only partially covered by
this Supplement: the description in this Supplement only covers Requirements Collection. Not all the information flows

are shown in Figure 4-3.
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Figure 4-3/Suppl. 1to Rec. Z.100 — The SDL+ methodology
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The entire set of the seven activities (Requirements Collection, Analysis, Draft Design, Formalization, Validation,
Documentation and Implementation) are applicable when a system engineering project starts with a poorly understood
system. To the extent that the system is well defined, however, Analysis and Draft Design may not be necessary.
Engineers who use this methodology first assess how well the system is understood and defined, then decide which
activity is the appropriate entry point in the methodology. To facilitate this choice, lists of criteria for beginning and
completing the three main activities are given in this Supplement.

The lists of criteria also enable engineers to follow the methodology when the work on a systems engineering project is

overlapping and iterative. That is, requirements capturing may still be taking place while existing requirements are being

classified. This activity may in turn not be complete when Draft Design starts. Formalization may begin as soon as

engineers have a clear idea of the system’s interfaces, and the first outline of the documentation for a specification may

be produced as soon as the overall architecture is clear. Likewise, through formalizing a specification in SDL+,
engineers may raise questions that oblige them to reclassify requirements or restructure the description produced during
Draft Design.

The following subclauses briefly describe the nine activities into which this methodology is divided. These subclauses
also define the flexibility engineers have in switching from one activity to another. Analysis, Draft Design and
Formalization are grouped in one clause because they are closely related. Validation, Test Specification and Test
Execution are also grouped because many of the techniques for testing are also useful for Validation.

The activities Analysis, Draft Design, Formalization, Implementation and Validation are also further elaborated in
clauses 5, 6, 7, 8 and 9 respectively.

4.1 The Requirements Collection part of requirements capture

The purpose of Requirements Collection is to check that the requirements for the specification are reasonably described.
No prescriptions are given in the methodology for creating or collecting requirements; the starting point is that a body of
requirements, in some form, has been obtained. The methodology assumes that the collected requirements contain at
least an enterprise view of the system.

In this activity, minimum criteria are given for acceptance of initial requirements. Some guidelines are also given for the
use of quality criteria to determine that the Requirements Collection has been completed. The collection of requirements
does not necessarily stop as soon as another activity is started. Some requirements may need refinement as a result ¢
better insight into the problem. Changing circumstances can cause changes in requirements, and other activities can
generate questions that lead to new requirements or changes in existing requirements. Figure 4-3 shows the feedback tc
collected requirements from other activities. The information flow is not shown for the resolution of a question through
the requirements capture activity.

The actual generation of requirements through research, knowledge engineering, or other methods, although not defined
here, nevertheless occurs before development starts. In addition, whenever engineers have questions about requirements
the assumption of this methodology is that answers or decisions come from this activity. Questions about the
completeness, consistency and other quality attributes of requirements may result in changes to existing requirements
and the addition of new ones to the set. When the questions cannot be resolved within the methodology, they need to be
resolved by the parts of the requirements capture activity external to this methodology.

Below is shown a checklist of minimum criteria that initial requirements should meet. If the initial requirements are
inadequate, solutions must be found in requirements capture activities outside the domain of this methodology.

1) If there are many initial requirements, or they are complex, is a summary of requirements provided?

2) Do the initial requirements contain a statement of purpose for the system?

3) Do the initial requirements describe the functionality of the system?

4) Is implementation considered feasible given the state of existing technology or the expected results of developing

technology?
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To determine whether a satisfactory set of collected requirements exists is a subjective judgement as the collected
requirements are (usually) not in a form that alows an objective judgement to be made. The checklist for judging
completion of Requirements Collection is:

1) Thereshould be abelief that the collected requirements are unambiguous, complete and achievable (these attributes
may subsequently be proved wrong).

2) The requirements should not be known to be incorrect, unverifiable, internaly inconsistent or externally
inconsistent (this does not ensure that they are correct, verifiable or consistent but avoids proceeding if one of these
isknown to be false).

3) It shall be judged that from the collected requirementsiit is possible to engineer aformal SDL+ description.

4.2 Analysis, Draft Design and Formalization

In this methodology, the modelling of requirements occurs in three activities. The classified information embodies the
enterprise view and other views in the collected requirements. The classified information is a model with the collected
requirements structured and defined according to concepts (with names and definitions). This is refined during Draft
Design to describe parts of the system from an information view and parts of the system informaly from a
computational view. These descriptions are transformed during Formalization into a formal specification that gives a
precise and complete description of the system covering the information, computational and (if necessary) the design
views.

Analysis

The collected requirements are structured either based on the Analysis structure of concepts used for previous products
or according to a new structure devised expressly for the system being specified. It becomes the classified information.
The characteristic of classified information is that the collected requirements (usually natural language and informal
diagrams) have been structured as a model of concepts (with names and definitions).

There is no fixed set of concepts, nor is there a fixed structure. When a new application is tackled, the reuse library is
searched for records of other systems with similar concepts and structures.

The result is more structured information and a defined terminology. Ideas are clarified and expanded, because the
engineer has to put thought into the process and back references to the collected requirements.

The notations used to structure the information can be chosen to provide appropriate ways of recording the inherent
concepts and structure in the requirements. Because requirements often contain descriptions of use sequences or such
seguences are derived as a result of queries raised, Message Sequence Charts can be an appropriate tool to record some
of the behaviour during Analysis.

Draft Design

The informal classified information (and/or collected requirements) is converted into draft designs in notations that have
a formal structure and usualy with a formal syntax. The main characteristic of the draft designs is that they are
incomplete drafts of the system. Thorough examination and determination of the system behaviour are not essential
because the purpose is to investigate possible designs; therefore the semantics of the notations used can be informal and
the draft designs may allow a number of different behaviours. The result is that the meaning depends on interpretation of
the words used and a shared understanding between engineers who use the documents. While this is often adequate for
the enterprise view and perhaps the information view, these interpretations are not sufficient for a complete and precise
computational view.

The notations used can be chosen to suit the particular system, the formal specification language to be used (SDL+), and
the available resources (for example expertise, effort and tools). SDL+ used informally is a suitable Draft Design
notation. Message Sequence Charts are always used. ASN.1 is useful either because the collected requirements already
include ASN.1 or because it is an effective technique for describing the information view of a system. An object class
model notation (preferably the same one used in Analysis) can be used to model the entities in the system and the
relationships between them.
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Improvements and corrections to the system concepts will often result from Draft Design. These are additional
requirements and therefore are shown as feedback via the collected requirementsin Figure 4-3.

Formalization

The formal SDL+ description is derived from the collected requirements, the classified information and the draft
designs. During the creation of the formal SDL+ description, the SDL diagrams can be considered as a Draft Design as
they often contain informal parts or are incomplete according to SDL language rules. These intermediate descriptions
nevertheless provide useful views of the system and aid understanding.

There is sometimes more than one formal SDL+ description. An abstract description as atop level formal specification is
produced first, and then successively refined to the level required for the application. Further refinement may be done to
produce a description that can be interpreted for Validation purposes. Such refinement is similar to producing an
implementation from a specification in SDL+.

The formal SDL+ description provides a precise computational view of the system and (if needed) a design view. To be
a formal description it should not contain any "informal text" (in the SDL sense), so that the behaviour is determined
only by the formal semantics of SDL+ and does not depend on human interpretation.

The classified information may not need to be produced if there is a clear understanding of the concepts involved and the
concepts are well documented. However, when work starts on the concepts, misunderstandings often come to the surface
and classified information may then need to be produced. The draft designs may not need to be produced either, if the
system behaviour iswell understood. In this case the formal SDL+ description can be written directly using the collected
requirements, following the steps of Formalization; substituting the use of knowledge and experience for the use of the
classified information and draft designs. This approach has the benefit of economy for the particular engineer and
system, but does not produce records that might be useful later for a different engineer or system. In most practical
situations it is better to start with a skeleton; bad approaches can be discarded before a lot of work is put into
Formalization. In this case the option to have informal text in SDL during Draft Design is a valuable feature of the SDL
language.

The complete result of the approach contains all three levels of description as compared with the formal SDL description
that isonly part of it. The complete result contains everything that is known about the system.

4.3 Validation and Testing
The two test activities (Test Specification and Test Execution) are together called Testing.

The difference between Validation and Testing is related to what is being compared with what. In the case of Validation
the SDL+ description is compared mainly with the classified information model produced by the Analysis, whereas for
Testing, the main comparison is between the SDL+ description and an implemented product. Both Testing and
Validation concern determining that the application has the intended characteristics, and there is also input to Testing
and Validation from the collected requirements (only major information flows are shown on Figure 4-3).

In this methodology, Validation includes all actions that are related to checking the "validity" or "value" of SDL+
definitions. Validation has two aspects: evaluating conformance to standards and other criteria for the application, and
evaluating that the purpose (including functionality and performance) expressed in the requirements has been met. In
both cases Validation can show that an SDL+ definition isinvalid, but if no checks fail then ajudgement will need to be
taken on whether the SDL+ isvalid. The term "verification" (reserved for the proof of the truth of arelationship between
two models) is not used.

Within the Validation activity a formal validation model is used. This is either the SDL+ definition that is to be
validated, or amodel derived from it and including models of parts of the environment. The validation model is used for
formal validation: systematic investigation of the validity such as checking SDL+ language rules and applying test cases.
Informal validation techniques, such as walk-throughs and inspection with a check list can also be applied, and are
usually needed to evaluate if the intended purpose has been met.
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The formal SDL+ description is used as the basis of a validation model. Because some SDL constructs make it possible
to define systems that may be difficult or impossible to vaidate, it may be desirable to place some constraints on the
SDL + used in Formalization so that the system can be validated. Depending on the requirements of Validation, it may be
necessary to add to the formal SDL+ description. For example, so that the behaviour of the system can be validated for
the case of maximum processes, the validation model may need to restrict the number of simultaneous instances of one
SDL process to alower number than the formal SDL+ description does.

The derivation of test cases for the validation model is similar to Test Specification, except that there are different test
purposes. Applying test cases to a validation model is similar to the Test Execution. In fact many of the same tests and
same tools may be used for both testing the validation model and Testing a product.

The most common form of testing is conformance testing: the assessment by means of testing whether a product

conforms to its specification. Conformance testing is an important issue in product development, because it increases the
confidence in correct interoperability of open systems, where conformance to a communication protocol or service
specification is considered to be a prerequisite. Recommendation Z.500 — Framework on formal methods in
conformance testing [9] — defines the meaning of conformance if formal methods such as SDL+ are used for the
specification of a communication protocol or service and provides a guide to computer-aided test generation.

Recommendation Z.500 defines a framework for the use of formal methods in conformance testing. It is intended for
implementers, testers, and specifiers involved in conformance testing to guide in defining conformance and the testing
process of an implementation with respect to a specification that is given as a formal description. It is applicable where a
formal specification of a communication protocol or service exists, from which a conformance test suite shall be
developed. It can guide the Supplement process as well as the development of tools for computer-aided test case
generation. Recommendation Z.500 defines a framework and does not prescribe any particular test case generation
method, nor does it prescribe any specific conformance relation between a formal specification and an implementation. It
supplements Recommendations X.290-X.294, OSI Conformance Testing Methodology and Framework for Protocol
Recommendations for CCITT Applications [10], which are applicable to a wide range of products and specifications,
including specifications in natural language. Recommendation Z.500 interprets conformance testing concepts in a formal
context.

Methods for other forms of tests, such as interoperability tests, can use the conformance testing methods as a basis.

Testing is not further describe in this Supplement. For further information, see [9] and [10].

4.4 Documentation

The activities of Analysis, Draft Design, and Formalization generate texts and diagrams, some of which are needed for
the product specification. The purpose of the Documentation activity is to select the essential descriptions from the
documents and to organize these descriptions so that the specification of the application is easy to understand, concise
and precise. If the specification is actually part of a standard or procurement document, then this activity is particularly
important.

The formal SDL+ description is always included in the product description. If more than one formal SDL description has
been produced, only one should be incorporated or other descriptions should be clearly marked as abstractions of the
final model. Other descriptions often needed to understand the formal SDL description are:

— draft designs such as Message Sequence Charts;

— structured information and concepts in the classified information;
- informal text or diagrams in the collected requirements;

— logical expressions about the system state;

— additional informal text and diagrams not produced as part of this methodology.
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In general, Validation is facilitated if behaviour specifications are supported by redundant static information, such as
logical expressions bound to system states.

The product description is structured according to a set of principles.

45 Par allelism of activities

An activity cannot start until the criteria for starting the activity have been satisfied. An activity is completed when the
criteria for completing the activity are satisfied. If there are no constraints (such as the availability of effort, tools or
expertise) then the activities can take place in parallel. The implication of this is that logicaly al activities can be in
progress in parallel. In practice this is often what happens, because the regquirements or the context for a system often
changes as the system is being devel oped; therefore, the new requirements have to be analyzed, and draft designs have to
be modified at the same time as Formalization is taking place. It is also quite usual to split up the engineering of a system
into separate parts and for the different parts to be at different stages of development. This may be due to resource
constraints or because some critical parts of the system are engineered first to establish the feasibility, viability or cost of
a particular design. Therefore the methodology does not require one activity to be completed before another activity
starts, but only requires the start criteria to be met.

5 Analysis activity

Analysis is a stepwise approach to exploring collected requirements, organizing the information they contain, and
recording this information in a format that reflects this organization. Analysis should be used when an application
domain or system to be specified is poorly understood, or when the collected requirements contain different descriptions
of the same application concept, or to give the application concepts well-defined names.

During Analysis, information from collected requirements is organized in terms of application concepts. At least some of
these application concepts, such as "service primitive" and "protocol data unit”, are likely to have been previously
defined and well known. It is natura to relate some of the information from collected requirements to these basic
application concepts. New application concepts, which can often be defined in terms of existing ones, are also identified
and named to stand for system-specific information. The set of accumulated application concepts, and the relationships
established between them, enable engineers to reason about the system, communicate ideas about it, and thereby to better
understand it. An object-oriented method is well suited for this application concept-modelling process.

The classified information produced by this activity provides a base for the other methodological activities, in particular
the creation of the formal SDL+ specification.

The Analysis activity is described here is a general way, but to carry out Analysis effectively on systems of any
reasonable size, defined notations and the corresponding tools should be used. The techniques that are appropriate are
usualy called "object oriented analysis' techniques such as (in aphabetical order) OMT [11], OOSE [12] or SOON [6€].
In clause 13 in Part 11 of this Supplement, Analysis is elaborated using one of these approaches chosen on an arbitrary
basis.

51 Starting Analysis

At the start of Analysis the objectives, information available and choices to be made shall be reviewed.

511 Objectives of Analysis

The objectives of Analysis are:

— toresolve any detected deficienciesin the collected requirements;
—  toestablish afoundation for Draft Design and Formalization;

— toidentify, name and define the application concepts of the system;

— to produce the classified information which is still an informal specification that structures the information in the
collected requirements and supports further development, operation and maintenance work on the system.
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The Enterprise view including:
— informal specifications (natural language, diagrammatic);
— relevant models in a reuse library of:

« classified information, and/or,

 draft design models, and/or,

« formal SDL specification.

Input

ANALYSIS

Output

The classified information

This model embodies the Enterprise view and may embody the Information view in the ODP modelling sense (see [4]).
This model includes classified information with a structured information base that:

— presents and records clearly requirements of the system given in the collected requirements;

— is well structured according to the previously defined application concepts;

— contains less ambiguities, omissions or inconsistencies than collected requirements;

— Supports Draft Design and Formalization, and the traceability of the application specification;

— allows flexibility to update, change and add any part of the specification (for example by the experts in the
application domain) to improve the collected requirements;

— can be used to obtain various reports (for example checklist of questions and decisions, checklist of remaining
problems).

T1010510-97/d05

Figure 5-1/Suppl. 1 to Rec. Z.100 — Input and output of Analysis

512 Determining whether to skip Analysis

NOTE 1 — This subclause defines how to evaluate information available to the engineer and the engineer's understanding before
Analysis can be started. Analysis may not be necessary for the development of a system. If not, the development ofatienspecific
can proceed directly to Draft Design or Formalization.

NOTE 2 — The methodology does not impose a strict sequence on when to perform the Analysis activity. The methodology only gives
the engineer advice on how and when to use the Analysis activity.

Before starting Analysis, the engineer makes a judgement about the adequacy of the application concepts in the collected
requirements and his understanding of them. He then decides whether the collected requirements are described at the
level of detail which is appropriate for Analysis, Draft Design or Formalization.

Collected requirements are well structured and Analysis may be skipped, when the characteristics in the following
checklist are satisfied:

1) Thereisno identical functionality or data at different locations.

2) Itiseasy to extract the essential characteristics of each application concept to distinguish it from the others and
thereis awell-defined and unique term for each application concept.

3) Detailsare hidden if they are not part of the essential characteristics of application concepts.
4) Application concepts are divided into a set of coherent parts which can be refined separately.

5) Application concepts are well ordered. It is important both to group similar functions and data and to logicaly
decompose data into smaller parts.

52 Questionsduring Analysis
In Figure 4-3, the arrow from Analysis to collected requirements represents questions that arise during development of
an application. Questions about the completeness, consistency and other quality attributes of requirements may result in

changes to existing requirements and the addition of new ones to the set. When the questions cannot be resolved within
the methodol ogy, they need to be resolved by the parts of the requirements capture activity external to this methodology.
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53 Modelling approach for Analysis

Before Analysis, the ideas about the system may be:

— limited: alimited number of application concepts are known to the engineer;

—  arbitrary: engineers create and classify application concepts on their differing knowledge;
- gpecific: each engineer has amodel in his mind based on his specific background;

—  complex: each engineer considers a number of views in his own model.

Analysis uses an object-oriented method to resolve these problems. This method hel ps the engineer:

— to provide a structured model based on a modular and therefore stable form that better accommodates possible
modifications (which only affect some of the objects considered in the model);

— todivide the complexity of the problem into smaller parts where each of these is separately considered;
— to have acommon view of the specification with all the engineersinvolved in the project;
— tocontrol the possibilities of errors, ambiguities and inconsistencies;

—  to keep track of the work.

In conclusion, for defining the system, engineers have a model which consists of:
— alogical view: to describe key elements of the system to specify;

— adynamic view: to describe the individual behaviour of an object and also the behaviour of al the objects.

Thelogical view is expressed in a suitable object class notation. The dynamic view is usually expressed in MSC.

54 Analysis steps

The Analysis activity consists of two steps: inspection and classification.

541 I nspection

In the inspection step, a systematic survey is made of the content of collected requirements. Performing inspection
enables the engineer to gauge whether existing knowledge or expertise about the application domain is sufficient and
thus whether specification will be feasible. Since investigation of a little-known application domain can be costly, it is
desirable to identify the need for such investigation as early in the specification process as possible.

The objectives for performing inspection are:

— togainagenerd ideaof the application domain;

— toassessthe relevance of the collected requirements to the application domain;

- to determine whether coverage of the application domain by the collected requirements is comprehensive or scanty.
The inspection steps are the following:

1) Collect the source material:

a) Compilealist of all sources of information. A bibliography represented as a table created in aword processing
package may be sufficient.

b) Categorize each document according to its apparent relevance to the application domain.
2) Inspect each document, beginning with the most relevant.
3) Reassessthe relevance of each document to the application domain.

4) Read the most relevant document thoroughly, but without pausing to investigate difficult or poorly understood
passages.

54.2 Classification

Classification consists of:
— identifying the application concepts, their structure and their various aspects in the collected requirements;

— identifying redundancy and missing information in the collected requirements;
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—  establishing connections between the input to Analysis and the classified information.

Classification leads to the elaboration of alogical object-oriented model of the system that describes:
— thestructure of the identified classes;
— thestructure of the identified objectsin the classes;

— the aspects associated with each object in a class (information aspects, behaviour aspects, interface aspects and
miscellaneous aspects).

The purpose is to identify classes and objects to a given level of detail and to make sure that they are appropriately
named and defined.

Classification has 5 steps:

1) Identify and name the part of the system to classify.
2) ldentify and name the classes.

3) Identify the object structures and their relationships.
4) Define classes and objects and review naming.

5) ldentify the aspects of each class.

The behaviour aspects of the objects can be captured in MSC. There should be one (composite) object that represents the
system and one or more objects for the environment. There can be several sequence casesin MSC showing the use of the
system.

55 Conclusion of Analysis

The results shall be reviewed to determine whether the Analysis can be considered complete; that is, the criteria for
skipping Analysis shall apply. Draft Design and/or Formalization may be in progress before it is decided that sufficient
Analysis has been done. The criteria for ending Analysis are therefore different from those for starting Draft Design or
Formalization.

The classified information is regarded as a structured information base. There should be a checklist to determine whether
the classified information is sufficiently structured into objects and whether these objects are adequately named and
defined for Draft Design and Formalization to be completed. The checklist also allows the detection and the handling of
possible inconsistency and incompletenessin the investigation of the collected requirements.

6 Draft Design

The general purpose of Draft Design of the system is to engineer partial or partly informal specifications from different
points of view and at different levels of detail. Draft Designs do not need to be complete or strictly formal, but need to
support the investigation of different designs for parts of the system so that engineering design choices can be made.

Use is made of the collected requirements and classified information, knowledge gained during Analysis and where
possible models from the reuse library.

Figure 6-1 describes the input and the output of the Draft Design activity.

The engineer uses and elaborates the existing models to produce draft designs that provide a more formal information
view and outline computational views of the system. Outline design views may also be included, if needed. The draft
designs alow the behaviour of the system to be selectively investigated before systematic formalization is done in the
Formalization activity. To alarge extent Draft Design and Formalization can take place in parallel, as long as the draft
designs to support Formalization are done before they are needed in Formalization steps. For example, draft designs
produce typical MSC use sequences which may be used when skeleton processes are produced in Formalization.
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The enterprise view and information view embodied in:

— collected requirements (usually natural language and/or drawings);
— classified information;

— previous descriptions of systems and parts of systems in a library.

Input

A
DRAFT DESIGN

Output

Draft designs as elaboration of parts of the system:
— the information view, expressed formally (but not necessarily completely) in ASN.1;

sketches of parts of the computational view and design view to investigate the system;
— MSC as traces of typical and other exceptional uses of the system;
— changes to collected requirements (and other models).
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Figure 6-1/Suppl. 1to Rec. Z.100 — Input and output of Draft Design

There isadifference in the way collected requirements are used in Draft Design compared with the way they are used in
Andysis:

— Analysis focuses on the nouns (what objects are there?) in the collected requirements to structure and define
concepts to produce the enterprise view and an information view in an informal way.

— Draft Design focuses on the verbs (what can the objects do?) in the collected requirements (or the verbs captured in
the behaviour aspects of the classified information) to derive a computational view and, if needed, a design view in
a formal way.

The classified information used in Draft Design is either the result of Analysis, or, if Analysis was not needed, the
equivalent descriptions within the collected requirements. Although other languages or techniques may be used for the
Analysis structuring, the content of the structure is probably natural language. Draft Design elaborates the information
view embodied in the classified information to be formal so that the data can be used to support behaviour. The
information view produced in the Draft Design is formal and it is suggested that this be defined in ASN.1.

Because the final objective of the Formalization activity is to produce a model and description using SDL+, Draft
Design uses SDL+ whenever possible. The essential difference between a draft design in SDL+ and a formal model is
coverage and completeness. For the purposes of Draft Design it is fine: to consider only typical cases and limited parts
of the system, to assume that some data operators are well-defined, and to ignore some of the rules imposed by the
formal languages. A Draft Design is a sketch for the specification, compared with a formal model that should be precise,
unambiguous and interpretable.

So that all the models produced are traceable, draft designs are linked to the classified information and the collected
requirements.
6.1 Starting Draft Design

Because there are varied reasons for producing draft designs, the objectives of Draft Design should be reviewed and
recorded. The recorded objectives become the criteria in the checklist for adequate Draft Design.

The usual objectives are one or more of the following:

1) To provide a diagrammatic overview of the system as working documents for the engineers involved,;
2) To identify critical parts of the system;

3) To investigate the feasibility of critical parts of the system;

4) To determine a typical set of use sequences;
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5) Toidentify behaviour parts needed to support the service or protocol;
6) To determine needed behaviour parts (functional behaviour parts that will be normative);

7) To sketch a model including normative parts and non-normeative parts, where the non-normative parts are usually
added so that the model can be interpreted and behaviour can be analyzed,;

8) To clarify and identify the normative and non-normative interfaces, both at the boundaries of the system described
and within the system described;

9) Toidentify search criteriato retrieve reusable parts (in SDL+) from areuselibrary.

An objective that always applies is to identify missing items, inconsistencies and ambiguities in the classified
information or collected requirements. Questions, the answers and issues to be further considered related to the classified
information are recorded during Draft Design. This can lead to changes to the classified information in the case that an
engineering error has been identified, and to the collected requirements when these should be changed.

6.1.1 Deter mining whether to skip Draft Design

NOTE — This subclause defines how to evaluate information available to the engineer and the engineer’s understanding of the system
before Draft Design is started. Draft Design may not be necessary for the development of a system. In such a case, thatdevelopm
can proceed directly to Formalization, although in this case steps to produce ASN.1 and MSC invoked from Formalization when
needed.

Before the start of Draft Design, the classified information is evaluated to determine whether it is possible to skip Draft
Design and start Formalization. Draft Design may not be necessary if several of the items in the following checklist are
satisfied:

1) Thecategory of system iswell known and understood by the engineersinvolved.

2) Theengineersinvolved are experienced in SDL+.

3) Theclassified information has a clear and direct relationship to system interfaces and a block structurein SDL.
4) Theclassified information aready contains draft designsin SDL+ for at |east typical cases.

5) Thereisalready aninformation view expressed in ASN.1 in the classified information.

6) Itisnot expected that there will be any difficult sequencing or structuring issuesin the SDL +.

7) Itis not expected that multiple levels of abstraction need to be modelled before the formal SDL+ description is
produced.

8) The architecture in which the SDL+ should fit does not impose any limitations or constraints that need
investigation.

9) Thereareno feasibility issues that may depend on the SDL + finite state machine model.

6.1.2 Criteriato start Draft Design

Before Draft Design is started, there shall be classified information that:
1) embodiesan enterprise view of the system;
2)  describes concepts and names for some parts of the system;

3) givesaninformation view of the main parts of the system.

6.1.3 Draft Design notations

The selected notations will depend on the object-oriented analysis technique used for Analysis (if this was not skipped)
or the form of the input information. Suggested notations for Draft Design are SDL+ (used informally) and the notation
used for object and classes to express more detailed entity relationships.

The selected notations should provide a sound basis for Validation and the specification of conformance tests. The

notations should be selected to be useful for Formalization. For this reason, SDL+ should be used whenever possible.
The introduction of any notation other than SDL+ or anotation used in the input should be avoided.
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6.2 Draft Design steps

The genera steps for Draft Design are:

1) Make a context model where the system is identified and the system environment is detailed, and describe the
communication interfaces and other relations the system shall handle.

2) Make or add to MSCs that describe use sequences, that is, the typical interaction sequences (protocols), at each
layer of the interfaces.

3) Sketch the system structure and identify parts that are subject to the requirements.
4) Extend the MSC to cover less usual situationsthat are at the boundaries of the requirements and possible faults.
5) Detail theinformation in the interfaces and define an information model for the system.

6) Define a prototype system (not necessarily formal or executable) or parts of the system that can handle the
"Iinteresting” use sequences (that is, the ones to investigate).

Because one purpose of Draft Design is to sketch specifications to investigate approaches, some of the models produced
will turn out to be unsuitable or unworkable. When draft designs do not lead directly to a formalized result, the cause of
the problem is traced to either requirements or the design, and alternatives are tried. This leads to a repetition of one or
more steps. Inevitably, some of the draft designs produced are subsequently abandoned. It should not be assumed that
every draft design leads directly to the final formal SDL description. The advantage is that solutions that are not feasible
or are unattractive can be investigated and abandoned at a reasonable cost.

The result of each step should contain "links" back to the classified information and collected requirements, and a record
of questions arising from the step. Against each question there is either an answer or a mark that the question is still
unresolved. There are aso likely to be some rejected draft designs. The reason for rejecting each draft design is
recorded.

6.3 Conclusion of Draft Design

When Draft Design has been done, there is a set of results as defined below. These shall be reviewed to determine
whether the Draft Design activity can be considered complete.

The data in the system, and structure and interfaces of the system should be sufficiently well described and understood
so that:

1) theobjectives of the draft design as recorded at the start of Draft Design are met;

2) Formalization can be completed.

7 Formalization

The general purpose of Formalization is the production of a formal specification for the system to be used as the
application and for Validation. Use is made of al the classified information or draft design models as shown in
Figure 7-1, of knowledge gained in Analysis and Draft Design, and, where possible, of models from the reuse library.
Some mappings between the models from Analysis and Draft Design to the formal SDL description are suggested in
guidelinesin the detailed Formalization stepsin clause 15.

The engineer formalizes and generates refined designs to identify, understand and analyze the application at a detailed
level. The work is guided by the use of SDL+. Figure 7-1 describes the input and output of the Formalization activity.

The classified information referenced in Formalization is either the result of Analysis, or (if Anaysis was not needed)
the equivalent descriptions within the collected requirements. Similarly, references to draft designs are either the results
of the Draft Design activity or (if the draft design was not needed) equivalent descriptions in the classified information
(or the collected requirements).
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— collected requirements (usually natural language and/or drawings);
— relevant previously produced classified information and draft designs (sometimes in the collected requirements);
— previous descriptions of systems and parts of systems in a library.

Input

A
FORMALIZATION

Output

a formal SDL+ description:
— containing as much formalized information as possible;

— providing the complete information view, computational view and if needed parts of the design view, all expressed
formally; and

— changes to collected requirements (and other models).
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Figure 7-1/Suppl. 1 to Rec. Z.100 — Input and output of Formalization

7.1 Starting Formalization
At the start of Formalization, the objectives, available inputs and use of formalisms shall be reviewed.

The main objectives of Formalization are:
— actual generation of the formal SDL+ description;
— investigation of the system guided by the use of SDL+:

Understanding increases and investigation takes place as the SDL+ is produced. If Analysis or Draft Design is
omitted, then investigation during Formalization is more important. The guidelines associated with the
Formalization steps cover the investigation that is required.

— consistency and inconsistency handling:

The creating of the SDL+ description can find inconsistencies and ambiguities in the draft designs, classified
information and collected requirements. Questions, answers, and items to be considered related to each of these
inputs are recorded during Formalization. This can lead to changes in any of the inputs and (except where an
engineering error has been made in Draft Design or Analysis) the collected requirements should be changed.

Before Formalization is started, the following criteria should be met:

1) There shall be classified information that embodies an enterprise view of the system.

2) There shall classified information that describes concepts and names for the main elements of the system.
3) There shall be classified information that embodies interface descriptions for normative interfaces.

4) There should be draft designs that embody the main structural elements of the system, such as the functional model
used in Q.1200-Series standards [13].

5) There should be draft designs that embody the main elements of an information view of the system.

7.2 Formalization steps

The steps to follow during Formalization will depend to some extent on techniques used for Analysis or Draft Design
and the context in which SDL+ is being used. The formal specification will be in SDL+; therefore, the steps do not
depend on the notation used. Nevertheless, the capabilities of tools may make the use of some SDL+ constructs
impractical and there may be other constraints (such as customer requirements), that cause variation in the use of SDL+.
However, in all cases it is necessary to define the structure, behaviour and data of the system and the Formalization steps
can focus on these issues. Steps can also be added to exploit the type facilities of SDL-92. Furthermore, if MSC have not
already been produced during Draft Design, then they will be needed to help the SDL process formalization.
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Since there is little dependence on context, the Formalization steps given in clause 15 can be used as the basis for a set of
steps for any context. These are subdivided into: Structure, Behaviour, Data, Type and Localization steps. The latter two
groups are applied when parts of the system can be reused. When these steps are used as a basis for another context, then
each step will need to be reviewed, some steps may be deleted and steps may be added.

Classified information and draft designs provide the understanding and information needed for Formalization. Even if
they are not explicitly mentioned in a particular step, they are always used as an input. Draft designs should bein SDL +,
in which case some of the Formalization may be trivial as some of the descriptions may only need to be checked (and
changed if needed) to be correct according to the language rules and any rules given for each step. Usually, however,
such draft designs are incomplete and informal so that they only cover part of the system. Reference to the use of draft
designs and classified information can usually be found in the guidelines. Some of the draft design (such as those
producing detailed M SC) will probably be done in parallel with Formalization.

The result of each step should include "links" to the questions, decisions, collected requirements, classified information
and draft designs related to the step. This allows the SDL description to be traced back to other descriptions.

7.3 Conclusion of Formalization

A complete model of the system in SDL-92 is produced by Formalization. Together with the other documentation from
the Analysis and Draft Design, this model provides a complete specification of the system. The model embodies the
computational view of the system and those aspects of the design view of the system that need to be within the
application.

The Formalization steps are intended to produce an executable model, except possibly for some sorts of data that can
usualy be made executable by using a support tool interactively or with the data in a programming language. The
benefit of an executable model is that by running the model, the feasibility and functionality of the system can be
demonstrated. The disadvantage of this model is that some aspects of the system have to be explicitly defined so that the
system is executable. For example, data passed through the system without modification has to be modelled in some
explicit way (for example, a character string) so that the model can be executed, but for the application this may be the
abstract concept of adata unit.

The SDL+ model is executable so that execution of the model can be used in Validation and the model can run against
conformance tests to ensure that these are compatible with the model.

The result of Formalization should be checked against the following criteria

1) Thequality attributes for the system should be satisfied by the formal SDL+.

2) Theformal SDL+ shall conform to Recommendations Z.100 [1], Z.105[2] and Z.120[3].
3) Theformal SDL+ description shall be consistent with the draft designs.

4) The SDL+ shall conform to any rulesin the Formalization steps.

5) It shall have been shown (by a thorough design review or audit, and by execution with defined input sequences)
that the formal SDL description is a satisfactory model of the functionality of the system described by the collected
requirements.

8 Implementation

For some applications, the amount of engineering to be done to transform an SDL+ formal model into an implementation
that can be used may be small or even trivial (such as compiling the SDL+ for the target hardware), but conceptualy the
initial SDL+ model and the implementation are quite different levels of abstraction. As derived from the methodology in
this Supplement, the formal SDL+ description in Figure 4-3 will ignore non-functional implementation requirements and
constraints that have to be included in the product in the same figure. If the formal SDL+ description is very abstract, it
may be possible to refine the description to produce another formal SDL+ description that also allows for more product
reguirements and constraints. When there are large number of constraints or significant constraints (such as performance
or distribution issues), then the SDL+ can be refined iteratively to produce functionally equivalent, but operationally
different, systems.
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Formal SDL+ description cllected requirements (usually natural language and/or drawings):
— formalized information;
— acomplete information view and computational view.

Input

A
IMPLEMENTATION

Output

PRODUCT
including associated documentation.
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Figure 8-1/Suppl. 1to Rec. Z.100 — Input and output of Implementation

There will be some items constraints (such as interfacing with the underlying system) that are either inexpressible in
SDL+ or can be more efficiently expressed in ancther language (for example C++, or operating system calls, or
assembly language). It may even be the case that some of the SDL is not implemented software (in the conventional
sense of the word). These situations do not mean that the SDL+ design has to be completely rewritten into another
language, because there are tools available that can automatically translate SDL into programming languages whilst
maintaining the SDL as the system description. These tools alow linking to parts written in other ways.

Implementation is more application and organization dependent than other activities and varies widely. Only a broad
outlineis given here. The main steps to consider are:

1) Perform the trade-off between hardware and software (the overall architecture).
2) Determine the hardware architecture to support the software (the hardware architecture).
3) Finalize the software architecture.

4) Restructure and refine the SDL+ description adding descriptions as necessary to define the product.
The SDL + description can be taken as a starting point together with miscellaneous aspects in the classified information.

Key factors in the overall architecture are: requirements for physical distribution and the implied communication
bandwidths between distributed items; performance requirements including overload situations, time critical responses
and average throughput; reliability and redundancy requirements. There may be some choice of what to put where and
what is implemented in hardware. Sometimes the system is required to be al in software. The economics of hardware
(usually more expensive but faster) versus software will have to be considered. Utilizing existing hardware or software
designs or equipment may be afactor.

The hardware architecture needs to be defined in terms of the number of processors and other hardware units, the
number of connections and the hardware to support transmission, the performance characteristics of the hardware items
such as the processing power and delays on physical connections. If the hardware system is defined in the requirement, it
will be important to determine if this system is actually capable of supporting the software and meeting the performance
constraints.

The software architecture is an elaboration of an SDL+ description. The elaboration may require some restructuring of
an SDL description to match the distribution of the SDL across physical units. This may reguire turning some blocks in
the SDL system into cooperating SDL systems. A run-time system to support the SDL will be needed, and there needs to
be a mechanism (possibly part of the run-time system) that converts external eventsinto SDL signals.

More detailed guidelines can be found in [6].
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9 Validation

Validation has two aspects:
— checking that the syntax and semantics of a specification are correct;

— checking that the known requirements are expressed by the specification.

Although Validation is frequently accomplished through expert review, one of the principal reasons for expressing a
specification in SDL+ is to enable computer-assisted validation. The first aspect of Validation is well suited to
automation. Conformance to the rules of SDL+ ensures that a specification is self-consistent and contains no unintended
ambiguity, and SDL+ tools automate the checking of syntax and static semantics. To check the dynamic semantics
usually requires the SDL+ model to be executed, and some test cases will be needed to exercise the model. The dynamic
semantics may also be validated by such techniques as state space exploration.

The second aspect of Validation has been more difficult to automate. Formal proof that a specification meets
requirements has so far been automated only for simple protocols. It is nevertheless possible to improve confidence that
the specification meets requirements with automated techniques, including simulation and the application of tests.

Defining a system with SDL+ resembles to a large degree writing software in a programming language. Like software
programs, the formal SDL+ description needs tadsted, because there is a high probability it will initially contain
engineering errors and does not provide the known requirements. Such errors arise despite the application of checks
during the creation of the SDL+, because the engineering itself cannot be fully automated and humans make mistakes.
Applying the tests as part of Validation resembles testing of a concurrent program. Unlike a concurrent program, which
is supposed to run on a real machine in a real environment, the SDL+ system runs on an abstract machine with basically
unlimited resources, otherwise testing SDL+ is similar to testing software. Such testing contributes to both the aspects of
Validation described above.

To make the SDL+ executable on a practical machine so that the tests can be applied may require the SDL+ model (and
the tests) to be modified. The modified model is a validation model. Similarly, a non-execution technique (such as state
space exploration) to validate SDL+ by automated examination may also require a modified validation model to be
derived from the SDL+. Validation by testing or by the application of other tools to validation models ifaratkdd

validation.

The various activities can produce many definitions, one refining the other or describing the system from a different

viewpoint. The definitions may be using different specification techniques such as natural language, MSC, ASN.1,

TTCN. The validation process makes sure that the specifications are in line with each other. It is important to note here
that the SDL+ usually does not exist in isolation but in a context, and therefore has to be validated within this context.

Not only can a number of different notations be used, a system definition may also make reference to other
specifications, such as standards, without explicitly incorporating them. In these cases, one or more formal validation
models have to be developed before correctness can be checked by formal means. If a specification contains options, a
particular set of them have to be chosen in order to make the model executable. Figure 9-1 shows the general validation
scheme; circles represent activities and rectangles represent documents.

Formal validation uncovers errors that developers trace to either the validation model or the specification. After this
diagnosis is made, the validation model is revised, the specification is also revised if necessary, and the validation model
is re-executed.

The methodology in this subclause covers only the derivation and execution of the validation model, which is only part

of the Validation shown in Figure 4-3. Some of the checks needed for Validation are covered by Analysis, Draft Design

and Formalization. Other checks that are not covered by this Supplement can be derived from the application of quality
assurance techniques for software (see also Recommendation Z.400 [14]).

9.1 Characteristics of a validation mode
A validation model has two essential characteristics:
— The SDL+ is sufficiently detailed that the model is executable.

— It is practical to use the model to exercise boundary cases (for example, the number of circuits, calls, and other
types of traffic is limited; the size of data items is limited).
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Figure 9-1/Suppl. 1to Rec. Z.100 — General Validation scheme

9.2 Comparison of the validation model with the for malized model

When the methodology is being used to produce an SDL+ description for a standard, then it is the SDL+ description in
the standard that is of interest: the formalized standard.

Both the validation model and a formalized standard are derived from the formal SDL+ model produced during the
Formalization activity (the formalized model). The assumption is that the formalized standard is generalized from the
formalized model. For example, the formalized standard can omit pieces that are required from atechnical standpoint but
are not part of the standard; or the formalized standard may allow options, at least one of which needs to be implemented
to make the validation model executable. It is often desirable that a validation model include parts of the environment.

The relationship between the validation model and the formalized standard is that the validation model consists of the
SDL+ in the formalized standard and a minimum of modification necessary to make the model executable. These
modifications can be drawn from the formalized model, assuming that the formalized model is executable, and in some
cases the validation model can be identical to the formalized model.

When the methodology is being used to produce an implementation, then the validation model may still need to differ
from the formalized model, because either the formalized model needs some implementation support to be executable, or
the implementation boundaries are too large for validation. In the latter case, validation can usualy be done using
smaller limits.

If the formalized model is not executable, or if it is executable but not practical for validation, a separate validation
model is derived.

Instructions
1) Define new boundaries for the validation model, including parts of the environment needed for executability.
2) Definelimitsfor circuits, calls, and other types of traffic.

3) ldentify exercise cases or observers.
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Guidelines

The building of the validation model can be divided into:
1) identifing the scope of validation;

2) choosing aparticular set of implementation options;
3) making the system complete;

4) optimizing the model to make verification practical.

More detailed guidelines can be found in [15].

9.3 Issuesin defining the validation of a specification

During Validation, more than one validation model may be produced, depending on the characteristics of the application
and the automated techniques selected for executing the model. For example, when a protocol specification in an
application is quite complex, one option is to partition it and validate each part. This and other tactics for simplifying
specifications are necessary if a complex specification is to be validated through reachability investigation, which
requires that all possible states be evaluated during execution of the model. On the other hand, one of the advantages of
selecting random state space validation when a protocol specification is complex is that the validation model can
represent the entire protocol.

10 Relationship with other methodologies and models

The methodology in this Supplement can be used in combination with other methodologies. As usualy applied, the
methodologies described below result in one or more semi-formal models. Most of the models use the draft designs
produced by the Draft Design activity, but with additional characteristics resulting from the other methodology. For

example the Recommendation 1.130 [16] methodology generates three models: a model from a user’s viewpoint, another

model showing the organization of network functions, and a third model showing switching and signalling capabilities to
support the user model.

10.1 Relationship with Recommendations |.130/Q.65 (3-stage method)

Because Recommendation 1.130 is commonly used as a basis for local methodologies, this is taken as a context for the
elaboration of the steps of the methodology in Part Il.

Use of Recomendations 1.130 [16] and Q.65 [17] has not been limited to the "characterization of telecommunication
services supported by an ISDN and network capabilities of an ISDN" scope indicated in the title of Recommenda-
tion 1.130. Stage 1 and stage 2 are used to produce standards for service functionality, which are then used in stage 3 tc
produce standards for protocols to support the service. In the three stages of the 1.130 method, SDL is used:

— in stage 1, step 1.3, for the dynamic description of a service where the "information is presented in the form of an
overall Specification and Description Language (SDL) diagram” (3.1/1.130);

— in stage 2, step 2.3, where "functions performed within a functional entity" are "represented in the form of a
Specification and Description Language (SDL) diagram” in (3.2/1.130);

— in stage 3, where "SDL diagrams from the stage 2 form the basis" (3.3/1.130) and "Recommendations on SDL
(Z.100-Series)" are shown as the "tools of the method, description techniques (models) and the associated library of
generic material”.

Sometimes all three SDL descriptions appear in standards and sometimes only one. Sometimes the different descriptions
appear in different standards in a set of standards. The decisions of which descriptions should appear in which standards
and what needs to be standardized (the user's viewpoint, the functional implementation of the service, and/or the access
and inter-node protocols and procedures) are the concern of the group responsible for the standard and beyond the scop:
of this Supplement. This Supplement assumes that each SDL description appears in a separate standard.

When Recommendation 1.130 was first drafted, Recommendation Z.120 [3] was not a standard; therefore, "information
flows" in Recommendation 1.130 should now be replaced with the use of MSC.
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The 1.130 approach is consistent with this methodology. Recommendation 1.130 defines what descriptions should be
provided and this methodology gives detail of how to produce these descriptions. The stage 1 description for
Recommendation 1.130 can be produced by producing a context diagram and then elaborating this with a simple SDL
description that can be considered as a draft design for the functional entity SDL in stage 2. The stage 2 SDL can be
produced by applying all activities in this methodology. The stage 3 SDL can be produced by a re-application of this
methodology, using the stage 1 and stage 2 as part of the collected requirements.

Recommendation Q.65 gives more detail for the stage 2 method. In step 2.1, a functional model is drawn that shows the
relationship between the functional entities. This should be re-drawn as an SDL system diagram with the functional
entities as block types, functional entity instances as blocks and the relationships as channels. Because the SDL in a
standard should be complete, the SDL version of the diagram will appear in the standard. It can be useful to include the
functional entity model in the standard as well, because it does not include all the information in the SDL diagram and
therefore gives a more abstract view of the system. The information flow diagrams from Recommendation Q.65 are
MSC with afunctional entity instance (SDL block) for each instance axis.

When a formal SDL description is produced for the stage 2, the functional entity actions are usually redundant as the
functions are completely described by the SDL. These functional entity action descriptions may till be useful to help
explain the SDL and because some existing standards use them extensively. If they are used, then they should be clearly
marked as informative.

10.2 Relationship with OSI Layered modelling
This subclause updates SDL-92 material that was first published in [18], [19] and in Appendix | clause Z.100 [1].

The OSI concepts used in this subclause are defined in [20] and [21]. In order to make the subclause more self-
contained, an explanation is given of the key concepts.

A layer serviceis offered by a service provider for a given layer. The service provider is an abstract machine offering a
communication facility to usersin the next higher layer. The service is accessed by the users at service access points by
means of service primitives (see Figure 10-1). A service primitive can be used for connection management (connection,
disconnection, resetting, etc.), or can be a data object (normal data or expedited data). There are only four kinds of
service primitives:

— request (from user to provider);
— indication (from provider to user);
— response (from user to provider);

— confirmation (from provider to user).

user a
service service
primitives primitives

service service

access service provider access

point point
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Figure 10-1/Suppl. 1to Rec. Z.100 — A layer service provider
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A service specification is a way to characterize the behaviour of the service provider, both locally (stating legal
seguences of service primitives transferred at one service access point) and end-to-end (stating correct relationship
between service primitives transferred at different service access points). A service specification does not dea with the
internal structure of the service provider; any internal structure given when specifying the service is just an abstract
model for describing the externally observable behaviour of the service provider.

Except for the highest layer, the users of alayer service are protocol entities of the next higher layer, which cooperatein
order to enhance the features of the layer service, thus providing a service of the next higher layer. The cooperation is
carried out in accordance with a predefined set of behaviour rules and message formats, which constitute a protocol.
According to this view, protocol entities of (N)-layer and the (N-1)-service provider together provide a refinement of the
(N)-service provider (see Figure 10-2).

(N-1)-service
primitives

(N)-service (N)-ggrvice
primitives primitives
(N)-service (N)-service
access point A access point B
(N)-service provider
(N)-protocol (N)-protocol
entity A entity B

(N-1)-service
primitives

O

(O+—

(N-1)-service provider

T1010570-97/d11

Figure 10-2/Suppl. 1to Rec. Z.100 — Refinement of the (N)-service provider

The refinement of the (N)-service provider shown in Figure 10-2 may of course be much more complicated. For
example, there may be (N)-relay protocol entities which are not connected to any protocol entity of the (N+1)-layer.
Such cases are not consider here for the sake of brevity.

Protocol entities communicate by exchange of protocol data units. These are transferred as parameters of service
primitives of the underlying layer. The sending protocol entity encodes protocol data units into service primitives, the
receiving protocol entity decodes protocol data units from the received service primitives. A protocol is based on the
properties of the underlying service provider. The underlying service provider may for example lose, corrupt or re-order
messages, in which case the protocol should contain mechanisms of error detection and correction, resynchronization,
retransmission etc., in order to provide areliable and usually more powerful service to the next higher layer.

The OSI architectural concepts can be modelled in SDL in a number of alternative ways, mainly depending on what
aspect should be emphasized. First, a basic approach is described, then other approaches are outlined as variants of the
basic approach.

In the examples, the graphical syntax of SDL is used as far as possible. Note, however, that for practical reasons some
information that is required by the syntax rules may be omitted, or represented by a series of dots (...), which is, of
course, not part of the syntax.
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10.21 Basic approach
Service specification

A service specification for layer N can be modelled in a straightforward manner as a block Nservice containing two
processes NserviceA and NserviceB (see Example 10-1).

~—1 tousera ——1touserb
| |
| |
’5\13{;;:;11 A [(Lout)] A [(Lout)]
NsapA NsapB
y [(Lin)] ¥ [(Lin)]
block [(Lout)] [(Lout)]
Nservice
NrouteA NrouteB
) [(Lin)]

1[(L>1 [(L)]J ,
NserviceB

NserviceA
J‘ Nroute '|

signal Req, Ind,...;

signallist L = Req, Dat,...; Nprotocol

signal CONreq, CONind,...;
signallist Lin = CONreq, DATreq,...;
signallist Lout = CONind, DATind,...;
macro DataTypeDef;
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Example 10-1/Suppl. 1 to Rec. Z.100 — (N)-service specification in SDL

In Example 10-1, the users of this service are in the environment of the system and can be considered as processes,
capable of communicating with the system on terms of this system.

A service access point is represented by a channel (NsapA, or NsapB), conveying signals, which represent service
primitives. A signal may carry values of the sorts given in the signal specification. The sort specifications (other than for
predefined sorts) are contained in the remote macro specification DataTypeDef, which is omitted here as irrelevant for
the purpose of the present discussion.

Of course, in the most general case, there may be more than two processes involved in the service specification. We will
here consider only two processes, one for each service access point, for the sake of brevity. The following discussion
applies, however, also to the case where there are more processes for a service access point.

In Example 10-1, some examples of signal specifications are shown. As suggested by some signal names, a connection
oriented service is assumed. In the case of a connectionless service, a great deal of simplification can be made. However,
this case will not be treated further, for the sake of brevity.
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Both local and end-to-end aspects of a service specification are dealt with here. Local behaviour is expressed
independently by the processes NserviceA and NserviceB. These processes communicate with each other by signals
(Req, Ind,...), which are internal to the block and are conveyed on the signal route Nroute. End-to-end behaviour is
expressed by the mapping (performed by each process) between service primitives and internal signals on Nroute. The
processes NserviceA and NserviceB are mirror images of each other. The reason for having two of them, instead of only
one, isto faithfully model a possible collision situation in the service provider.

Non-deterministic behaviour is an inherent feature of the service provider, because it may refuse connection attempts
and may disrupt established connections on its own initiative.

Please note that the specification of the block Nservice contains only reference to the processes NserviceA and
NserviceB; these processes are specified by remote specifications, placed outside the block specification, and not shown
here, because they would force the reader to pay attention to features necessarily specific of a given service.

Protocol specification

The protocol specification for layer N is modelled by the substructure Nprotocol of the block Nservice, see
Example 10-1.

In the block diagram of Example 10-1, a block substructure reference (a block symbol containing the name Nprotocol of
the block substructure) has been introduced. The specification of the block substructure is given in a remote block
substructure diagram (see Example 10-2) containing three blocks. NentityA, NentityB and N_1service. The first two
blocks represent (N)-protocol entities, while the block N_1service represents the (N-1)-service provider. The
specification of N_1service is analogous to the specification of Nservice, and is not shown in this diagram (being a
remote specification).

A protocol entity block contains one or more processes, depending on the characteristics of the protocol. In this case,
two processes have been chosen; Ncom and Ncodex. Process Ncom handles the sending and reception of protocol data
units, while process Ncodex takes care of the transmission of protocol data units using the underlying service.
Conceptually, the processes Ncom communicate directly via an implicit channel Nchan (conveying protocol data units),
but in reality they communicate indirectly via processes Ncodex and the underlying service provider.

10.2.2  Alternative approach using channel substructure

This approach is obtained from the basic approach in Example 10-2 by grouping the processes differently, introducing
the real channel Nchan and using channel substructure (see Example 10-3). The channel Nchan conveys protocol data
units, indicated by the signal list Npdu. This approach emphasizes the protocol view and the horizontal orientation of
0Osl.

Note that in this approach the blocks within a channel substructure do not represent protocol entities, and overlap two
adjacent layers. The service primitives are hidden in these blocks, and are conveyed on the signal routes N_1sapA,
N_1sapB, N_2sapA, N_2sapB, etc. However, the chosen highest (N)-layer must be treated separately, as indicated in the
example. Note also that the system diagram (Example 10-1) is not affected by this approach.

10.2.3 Symmetrical OSl architecture

When the OS| architecture is symmetrical, that is, when entities of the two sides of the OSI architecture are mirror
images of each other, the specifications of these entities are identical except for the entity name. The common
specification can be given by instantiation of a type, the process type Nservice in the block Nservice. The process type,
Nservice, is then instantiated into NserviceA and NserviceB (see Example 10-4). x and z are actual parameters
corresponding to the gates (not shown here) of the Nservice process type. In this example only the block diagram of
Nservicein Example 10-1 is shown. Note that service specifications are always symmetrical; only protocol specifications
can be asymmetrical.

An dternative approach is to represent only one side (see Example 10-5), which is a modification of the system diagram
in Example 10-1. The channel NsapB has been replaced by the channel Nchannel, conveying the internal signals L.
These signals are now on the system level, and their specifications have been moved accordingly. Note that this
approach cannot be used in combination with channel substructuring (shown in Example 10-3).
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[..]Y (1Y
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T1010590-97/d13
Example 10-2/Suppl. 1 to Rec. Z.100 — (N)-protocol specification in SDL
10.3 Relationship with Q.1200-Series (IN) architecture and SIBs

The Q.1200-Series [13] "Intelligent Network" (IN) architecture does not in itself present any basic difficulties in
mapping to SDL, but there are a number of different ways that SDL can be used to support Service Independent
Building Blocks (SIBs). However, the linking of basic call processing to the service logic is a significant modelling issue
that needs to be considered when the IN approach is used. The major difference between this approach and the 1.130
approach is the introduction of a global functional plane above the (distributed) functional plane and the use of SIBs.

The distributed functional plane can be modelled in the same way as stage 2 in Recommendation 1.130.

To support IN using SDL, there needs to be an SDL model for the global functional plane with:

a well defined global basic call processing (BCP), preferably in formal SDL but at least with clearly defined
interfaces for the calling of the first SIB in a chain;

a way that the invocation of a new service can be added to the global BCP;

a way that SIB can be specified in SDL and chained together;

— away of using SDL so that the global BCP and service logic can be in different standards.

SDL-92 provides mechanisms that can be used to support the IN approach.
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Example 10-3/Suppl. 1to Rec. Z.100 — The protocol view of OSI
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signallist L = Req, Dat,...; Nservice
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Example 10-4/Suppl. 1to Rec. Z2.100 — Using process type to represent a symmetrical OSI architecture

——1 tousera

system
Nlayer

[(Lout)]
A
NsapA

A4
[(Lin)]

block [(Lout)]
Nservice

NrouteA
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NserviceA

Nchannel

| (L] (L))

W)

signal CONreg, CONind,...;

signallist Lin = CONreq, DATreq,...;

signallist Lout = CONind, DATind
macro DataTypeDef;

.....

signal Req, Ind

signallist L = Req, Dat,...;

(L))
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Example 10-5/Suppl. 1to Rec. Z.100 — Representing only one side of a symmetrical OSI architecture
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To call SIBsfrom BCP, BCP itself should be defined as a process type. The points at which SIBs are likely to be called
should either be in virtual procedures or in virtual transitions in the BCP. The call of the first SIB can then be added to
the BCP by changing the virtual part of the process. The actual process definition then depends on the service
interactions provided by BCP.

The SIBs themselves can be modelled in several ways. They can be procedures of BCP, but if so they cannot run in
parallel with BCP or each other. Alternatively, the SIBs can be remote procedure calls to some service logic process(es),
or an SDL process. The calling of a SIB can be done by remote procedure calls or creating a SIB process or by signal
passing. The points of return to BCP need special attention because there may be more than one. This suggests that a
procedure interface may not be suitable, unless the procedure return is always followed by a decision based on a
returned value from the procedure.

The global data and call data needs to be well defined. There needs to be a mechanism for handling the database for this
data

Once these architectural issues are fixed, a formal SDL description for BCP and for SIBs can be produced, using the
general architecture as part of the collected requirements and a constraint on design. The methodology of this standard
can then be followed.

104 Relationship with X.219 Remote operations (RO and ROSE)

X.219 [22] remote operations provide a way of associating a request with the possible responses. If an operation is
synchronous (class 1), it can be mapped onto an SDL remote procedure. If the operation never has aresponse (class 5), it
can be mapped onto an SDL signal. If the operation is asynchronous and provides a response of some kind (success or
failure), it maps onto signals in both directions on a channel, and the operation parameter and the response signals are
linked informally by comments (and aso implicitly by the SDL process behaviour). Similarly, association is not mapped
onto any explicit SDL feature.

Because ROSE uses ASN.1 to define the data, this can be used directly for the signal parameters.

Example

HoldMPTY ::= OPERATION

RESULT

ERRORS{
Illegal SS_operation,SS_errorstatus, SS_incompatibility,
FacilityNotSupported, SystemFailure}

can becomein SDL

signal HoldMPTY,
IllegalSS operation, SS errorstatus, SS_incompatibility,
FacilityNotSupported, SystemFailure;

with these signals used on the channel to and from the process containing the operation.

105 Relationship with Recommendation X.722 (GDMO)

NOTE — Although this is potentially important for the design and perhaps the standardization of telecommunications systems where
the resources are treated as managed objects, further study is needed to agree on a method for combining GDMO withsthe standard
for the resources.

GDMO [23] uses ASN.1 as a basis. The GDMO template provides a BEHAVIOUR keyword after which the behaviour
of an object can be defined, but the definition is in the form of a string that usually contains natural language. The
described behaviour is only the behaviour of the managed object that is relevant to management. Typically, the object
has other behaviour that is standardized by a service or protocol standard. The benefits of describing the management
behaviour of an object in SDL are:

— The management behaviour of the object would be better defined, and for complex managed objects this behaviour
can be quite complex.

— It allows better checking of the consistency of the management description and functional description.
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— The management description and functional description can have some common parts and a basis for merging the
two in an implementation.

The ASN.1 basis of GDMO provides a basis for defining the managed object in SDL.

11 Justification of approach

The methodology presented in this Supplement is the view of the experts contributing to ITU-T on the use of SDL+. Itis
based on several years of research and experience. Some of the material on which the Supplement has been based can |
found in [24] and [25].

The methodology is specifically focused on the generation of a precise specification of a system. This limitation is
chosen for four reasons:

1) There is general agreement on the approach for formalizing requirements into SDL.
2) There are many different ways of implementing a product from an SDL specification.

3) Time to market is often more important than execution efficiency and SDL tools are capable of producing
reasonable code from implementation descriptions that are close to the product specifications.

4) The methodology can be used both for producing specifications for products and for specifications for use within
standards (or for procurement).

It is expected that as more standards are written using SDL in a formal way, the SDL descriptions in standards will be
used as the basis of procurement, product implementation and product testing. Special attention is therefore given to the
combination of the methodology in this Supplement with other techniques used for writing standards.

The methodology is defined in terms of SDL/GR. Most users prefer to use the SDL/GR form and find it easier to
understand. The methodology can be adapted for SDL/PR use.

The methodology is presented as a number of activities and steps to be followed, because a number of SDL users askec
for this approach and the steps presented in Appendix 1/Z.100 [1] were received favourably by users. These steps have
been elaborated and extended in Part Il of this Supplement. The activities are defined in Part | and elaborated for a

particular case in Part Il. Part | therefore defines a general framework and Part Il defines one set of steps that can be
used.

The methodology does not use every feature of SDL and in some cases suggests that features should not be used. |
should not be implied that there is never a good case for using these features. The methodology is general and deviation
for a particular application or organization is expected.

PART Il — AN ELABORATION OF THE FRAMEWORK METHODOLOGY

12 Elaboration of the methodology for Service Specification

The activities are described using a numbestegds that are sometimes further divided imhstructions and guidelines.
Throughout the steps a numberrofes are stated. The rules are either expressed with the verb "shall" or the verb
"should". The word "shall" is used for a rule that needs to be followed to ensure a valid well-formed system that is
understandable, implementable and testable. The word "should" is used for rules that may be broken under some
circumstances. The difference betweegualeline and arule is that the guideline gives advice that may be ignored
without serious consequences, or indicates choices that can be taken.

The termsstep, instruction, guideline andrule are defined in clause 2.

121 Three-stage methodology: Stage 2 (Recommendation Q.65)
The relationship between the three-stage methodology of Recommendations 1.130 [16] plus Q.65 [17] and the

methodology in this Supplement is described in subclause 10.1. Here the mapping of Q.65 onto SDL constructs is
explained.

Supplement 1 to Recommendation Z.100 (05/97) 35



Ideally, it should be possible to use structural concepts of SDL in step 1, and behavioural concepts in steps 2-4 with
stepwise introduction of data. Step 5 is outside the scope of SDL. The general argument for using SDL in steps 1-4 of
Recommendation Q.65 is mainly that adherence to standards increases readability and enables tool support.

It will be shown below how concepts from most steps of Recommendation Q.65 can be mapped onto SDL.

Structure

Step 1 in Recommendation Q.65 is: Functional model, identification of functional entities and their relationships
matches the use of structural concepts in SDL. Figure 12-1 shows an example of a functional model according to
Recommendation Q.65.

Extension for
supplementary
service

1] rj 1 rk
A B B B C
FE1 \_/ FE2 U FE3 U FE4 FE5

T1010630-97/d17

Figure 12-1/Suppl. 1to Rec. Z.100 — Example of a functional model
according to Recommendation Q.65

The elements of the figure are:

— Names within circles (e.@\): types of functional entities;

— Names in upper case adjacent to circles fgEd): names of functional entities (instances);

— Names in lower case between circles (g)grelationships between types of functional entities;

— Added shadowing circle: extension for supplementary service.

Note that this model clearly distinguishes between types of functional entitied)(eugd their instantiation (e.gEL)

when describing the structure of the system. Recommendation Q.65 also mentions the convenience of describing two
functional entity types as subsets of the same single functional entity type, if the two functional entity types have much
commonality. These features can be expressed by usitgphéeatures of SDL.

Investigation has shown that the "Functional entities" in Recommendation Q.65 can be mapped onto SDL structural
concepts as follows:

— Model - system;
— Functional entity~ block with one process;

— Relationship between functional entitieschannel.

In addition, by usindype constructs:

—  Type of functional entity-» block type.

A difference between the functional model according to Recommendation Q.65 and SDL structure diagrams is that SDL
structure diagrams normally model open systems.

Example 12-1 shows the functional model of Figure 12-1 in SDL. Noté&HEilaandFES are missing within the system.

The communication with these functional entities is modelled as communication with the environment. EE&\dand
FES5 in the environment anticipates that one does not intend to describe the behakieLiaoflFES.
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system ISDN

macro Defs;
B D

a FE6:D c
b
4 [61)] | (0] 4 (0]
rl1 rl2 rl3
Y [(sib)] Y [(sib)] Y [sIb)]
y y y
il r2 13 rk
X FE2:B z < > X FE3:B z X FE4:B z < >

[(sib)] |
(i Y
[(sib)]
[(sif)]
[sib)] |
SR
[(skb)]
[(skf)]
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Example 12-1/Suppl. 1to Rec. Z.100 — SDL version of the example in Figure 12-1

The distinction between relationship and relationship type can be modelled by the use of signal list definitions in the
SDL structure diagrams. B and D are block types.

The advantages of using SDL structure diagrams are mainly that SDL structure diagrams contain definitions of signals,
data types etc. which are important for subsequent steps in Recommendation Q.65. In Example 12-1, these definitions
are indicated by the macro Defs.

Behaviour

The behaviour is described in steps 2-4 of Recommendation Q.65. The interaction between functional entities is
described in information flow diagrams. Based on these, an SDL diagram (i.e. a process diagram) is produced for each
functional entity type.

The information flow diagrams correspond to MSC [3]. The information flow diagrams are produced for "normal” cases,
and SDL is then used to describe the behaviour of the functiona entities. This occurs in the Draft Design and
Formalization activities in the methodol ogy in this Supplement.

Step 4 of Recommendation Q.65 is concerned with defining a number of basic actions for each functional entity. The
ideais then to reuse these basic actions in different service specifications.

The elements of the diagram are:
— Names on top of columns (efE1L): functional entities;
— Names in lower case between circles (g)grelationships between types of functional entities;

— Names on arrows between columns (ESABLISH X reg.ind): information flow;

— Names within brackets adjacent to information flow names l@ation): additional information conveyed by the

information flow;

— Names within columns (e.gction B, 100): names of basic functional entity actions;

Numbers within parenthesis [e(§)]: labels to the SDL diagrams.
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Example 12-2 shows the MSC that corresponds to the information flow diagram in Figure 12-2. The mapping between
thetwo is evidently:

The information flow diagrams recommended in Recommendation Q.65 thus basically contain the same information as
the MSCs. The SDL specifications can in general be checked against the MSCs during simulation, and in some simple
cases (no dynamic creation of process, no dynamic addressing of outputs) this check can easily be done without
simulation. MSCs can be derived from SDL specifications, but normally only a subset of the behaviour ("the normal
behaviour") is meant to be shown in an MSC, so some human interaction is needed to derive the appropriate MSCs from
the SDL specification. Another possibility is to derive automatically skeletons of SDL process diagrams from the

functional entity name. process instance (one process instance per block);

information flow -~ message;

additional information» message parameters;

basic functional entity action action;

labels to the SDL diagrams comments.

information flow diagrams. See 15.23ep B:2 — Skeleton processes

Data

Tasks and decisionsare mainly informal in the existing SDL-diagrams for ISDN. Therefore, there is little need of
defining operators for data types. Dataitems mainly appear in input, output and timer constructs (see Example 12-3).

In most cases, Boolean and Integer are sufficient, for example, to carry the value of some flag or counter. Charstring is

also widely used, because it allows one to handle parametersin away closeto informal text.
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Figure 12-2/Suppl. 1to Rec. Z.100 — Example of information flow diagram for Recommendation Q.65
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Example 12-2/Suppl. 1 to Rec. Z.100 — MSC version of the example in Figure 12-2

answer request set (waiting
(idle) (status) time+now, T5)

Example 12-3/Suppl. 1to Rec. Z.100 — Use of data

T1010670-97/d21

The use of enumerated types could be useful. A newtype with only literals matches an enumerated data type (asin e.g.
Pascal):

newtype I ndication

literalsidle, busy, congestion;

endnewtype I ndication;

signal Check location (Indication) /*resp.conf */;

output Check location (busy) /*resp.conf*/;

Data items are introduced in steps 1-4 when formalizing the specifications, e.g. signal specifications apply data types.

Data can be introduced on severa refinement levels. The benefit of introducing datais of course that it can be checked
that input and output parameters, questions and answers etc. are consistent throughout the whole SDL specification.
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13 Analysis steps

Supplement 1 to Rec. .100 (05/97)

The Analysis activity consists of two steps: Inspection and Classification. The application domain need not be totally
inspected before starting the classification step. Application concepts or requirements that have been inspected can be
classified, while other concepts or requirements are till in inspection.

The Inspection and Classification activities lead to produce two views of the application:
— alogical view to describe key elements of the system to specify;

— adynamic view to describe the behaviour of all the objects.

The logical view can be carried out by a component-relationship modelling (objeatl modelling). This corresponds

to an information view of the system. In order to ease reuse — to include external domain components as well as to create
new reusable domain components — Object Oriented Analysis (OOA) techniques such as OMT [11], OOSE [12] or
SOON [6] shall be preferably used. Reuse is greatly eased by the concept of encapsulation of data and services and by
the concept of inheritance. These two concepts allow the reuse of more general components or components with a
behaviour close to the expected one without modifying them. The specialization of general components or the adaptation
of close components are performed by introducing new appropriate components. As a consequence, OOA techniques are
very useful to create and reuse domain components (that is, components appropriate to a domain). The Analysis steps are
explained in detail by using the OMT approach, but one of the other OOA approaches could be used.

MSC is perfectly suited to model a dynamic (or behaviour) view that corresponds to an initial computational view of the
system. This task consists of defining use sequences expected by the system user. These use sequences will be general
composed of: the typical scenarios that form the usual behaviour of the system, and the exceptional scenarios that
specify the response of the system to faulty input, failures, etc. Other use sequences can be added to specify particular
aspects of the behaviour, for example when the system starts or when the system stops. This modelling is similar to the
use case modelling in [12].

This clause also takes care of detailing some consistency rules to be fulfilled when the object modelling and the use
sequence modelling are performed in parallel.

The Analysis activity shall be performed without making assumptions about the application architecture or
implementation details. In particular, data shall be modelled according to the requirements from the user point of view
only and not from the point of view of a system engineer who seeks to optimize the system implementation. In this
respect, an enterprise model that clearly identifies who the users are and what roles they play is useful.

131 I nspection step

The different tasks constituting the inspection step are presented in 5.4.1. These tasks are not specifically supported by
system engineering techniques. Engineers can preferably use a word processor to build the bibliography and to write
reader’s notes.

13.2 Classification step for object modelling

The object modelling is concerned with two categories of object:

— Physical objects: models of physical entities that compose the environment of the system or are used by the system
to supply the expected services.

— Logical objects: models of the information consumed, produced or stored by the system, or models of application
concepts.

Objects modelling entities of the environment (physical as well as logical) are agietd. Many of the objects in
telecommunications (such as calls, routes, subscriber account) are logical rather than physical. This is particularly true
for a specification system in a standard.

Associations are dependent relationships between objects such as:
— physical connections between physical objects;

—  producer/consumer relation between objects (physical or logical);
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— use relation between objects (physical or logical);
— aggregation links between objects (physical or logical);

— inheritance links that allow reuse of more general or similar objects.
An aggregation is an association between a composite object and the component objects, sometimes called a refinement.

The modelling is neither concerned with how and when information is generated or passed from place to place, nor
concerned with how and when physical entities interact. It is a static (or structural) model.

So that the model is general and can apply to different instances of the application, class models are produced. A class of
an X (for example, a telephone) defines the characteristics that hold for all X objects (that is, all telephones in the
example). The class model shows the associations (relationships) between classes. In an actual application, the objects
(instances of the classes) must conform to the class diagram. For example, if the "exchange" class is "wired to three or
more" (an association) of the "telephone" class, there will always be at least three telephones for a real exchange.
Although it is possible to draw object instance models, this is not usually done.

The notation used is the Object Model Notation of OMT [11] the basic elements of which are shown in Figure 13-1.
Figure 13-2 shows a partial diagram where the application domain relates to banking operations with cash cards.

Classes Associations
Classname name 1+
classname classname
or role role
Classname oneto one or more
attribute [:datatype[=initvalue]] name
classname

operation[(arglist):returntype]

zero or one zero or more

Aggregation

Inheritance (consists of)
Superclass assemby
subclassl subclass2
part part
Objects
\ or
(Classname) assemby
)
or
N\
(Classname)
attributename = value
part part
W,

T1010680-97/d22

Figure 13-1/Suppl. 1 to Rec. Z.100 — Basic elements of the Object Model Notation
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Person

name : string
address : string

A

[
Cashier

employeeNo : string

1+
employer

Bank Customer
name : string ® Clientele 1+ ' geposit(account : Account,amount : integer)
bankNo : string withdraw(account : Account,amount : integer)
createAccount(customer : Customer) : Account
closeAccount(account : Account)
createCard(customer : Customer) 1+
deleteCard(card : CashCard) ' .

Account
CashCard

1+ | accountNo : integer
creditLimit : integer
balance : integer accessedAccount

bankNo : string
cardNo : string

T1010690-97/d23

{balance > creditLimit}

Figure 13-2/Suppl. 1 to Rec. Z.100 — Example of the Object Model Notation

— Classes (e.g. Bank): They contain attributes (e.g. name and bank number of Bank) and operations (e.qg.
createAccount and closeAccount of Bank); attributes are optionally typed and the signatures of the operations can
be declared.

— Associations (e.g. Clientele between Bank and Customer): An association has no privileged direction; an
association can be named either with one name or by naming its two roles (roles of the two classes linked by this
association); multiplicities are indicated for each role of the association.

— Aggregations (e.g. between Customer and Account and between Customer and CashCard): An aggregation is a
special association modelling refinement link; it is the means to describe hierarchical structure.

— Inheritance links (e.g. between Person and Cashier and between Person and Customer): It is the support for class
properties reuse.

The information aspects of a class are contained in the attributes of the class, the multiplicity of the associations it has
with other classes and the aggregation associations involving the class.

The interface aspects of a class are the associations it has with other classes that are not aggregation associations
together with the signatures of the operations of the class that can be invoked by other classes.

In general, behaviour aspects are not detailed by the class model produced during Analysis and they remain as text in the
collected requirements possibly linked (in some way) to the class descriptions where appropriate. Miscellaneous aspects
of a class (General: flexibility, compatibility, usability, reliability, safety, security; Design constraints; Failure modes;
Performance; and so on) are also left as text. However, as far as possible, the texts for behaviour and miscellaneous
aspects should be linked to the classes produced, so that it is possible to determine what aspect is handled by what
object.

In order to manage the complexity of a class diagram and to preserve its readability, a diagram is structured into
modules. Modules usually represent different views on the system, such as the user point of view, the physical
environment point of view, the point of view of a service to be provided by the system. The collection of all these
modules constitute the complete class diagram. Classes can be, and often are, represented in several modules. Fo
example, in the cash card operations domain, significant modules are: the description of a customer from the bank point
of view (account, cash card, etc.), the network of automated teller machines (bank consortium point of view), the
composition of a teller machine in terms of equipment, and a module describing what physical entities and concepts are
involved when a banking transaction is performed.
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Instructions

1) Identify and name the classes, and create them in the model.

2) ldentify and name associations and aggregations between classes.

3) Identify and name the class attributes.

4) Identify and name the class operations.

5) Organize and simplify classes using inheritance.

6) Group classesinto modules.

7) Verify that access paths exist for usual queries and that all the required data exists.
8) Iterate and refine the model.

Guidelines
Identifying classes

The analysis of the application requirements leads to identify physical and logical objects. Generally, classes are initially
identified by examining the nouns used in the textual documents collecting the requirements. It can be useful to create a
data dictionary that lists all the classes together with a description copied or derived from the captured requirements.
Alternatively hypertext links to the collected requirements might be used. It will be important to determine the boundary
between classes inside the system and classes outside the system. This distinction can be reflected in the names given to
agents outside the system. A name should be given to the system.

Naming classes (associations, attributes and operations)

The choice of names is an important decision: often there are several terms in the collected requirements for a class of
objects (or an association, attributes or operation) and a bad choice of name can lead to confusion later. However, the
names that are chosen should be reviewed later and possibly amended, because there will be better understanding after
some engineering has been done.

Keeping theright classes

Classes should only be derived from the collected requirements and should not introduce architectural details that are not
part of the collected requirements. That is the only architectural constraint to be considered concerning the conditions
under which the system must run. As a consequence, classes representing physical entities should be limited to the
entities which concern the application domain and not the implementation of the application. Logical entities should
represent commonly accepted application concepts and the use of alibrary of concepts as well as general experience will
help decide if a class is appropriate. For example, a data base congtituted by a list of customers with their name, their
address and the list of the products they have purchased can be modelled by the class "Customer” with the two attributes
"name" and "address' and the class "product”, without creating a third class representing the data base. Redundant
classes (which represent the same concept, the same physical entity or which contain the same attributes) must be
removed. Empty classes, i.e. classes without attributes and loosely coupled with the other classes of the model, must be
likewise removed.

I dentifying associations

Any dependency between classes is modelled as an association. An association can represent a physical link, a
producer/consumer relation or a use relation (aggregations are detailed later). Associations are initially identified by
examining the verbs (they "link" nouns together, such as "employs" or "accesses"). Most associations are binary, that is,
they only involve two classes (a notation for multiple association exists — if needed). Do not be too concerned about

naming associations, because there can be many associations that correspond to ownership ("has", "owns", ...) and

connections (“joined to", "links to", "addresses" ...) that do not need names — the association is obvious from the class
model.

| dentifying aggregations

Associations which represent an ownership link or a composition link are usually better modelled as aggregations. An
aggregation adds a new constraint compared to a simple association: the behaviour of the aggregating object has a stron
influence on the behaviour of its aggregated objects; in particular, the creation and the deletion of the aggregating object
generally leads to the creation and to the deletion of its aggregated objects. Aggregations are created by transforming

associations that are named "part of", "composed by", "element of", etc.
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Keeping the right associations and aggregations

Redundant associations must be removed or explicitly marked as redundant (the "derived" association notation — see the
association between "Account" and "Bank" in Figure 13-2). Interactions between classes are modelled as associations
only if they represent structural properties of the application domain and not a transient event. The multiplicity (number
involved in each side) of associations should be properly defined.

Identifying the right attributes

Attributes are properties of classes. They are used to capture the data defined in the collected requirements, such as
name, address, card number, etc. Design or implementation details such as process Pid must be eliminated. Complex
attributes (structured data, data with unlimited size, etc.) can be transformed into (data) classes. Attributes can be typed,
but sophisticated type description should be avoided if it corresponds to implementation details. Attributes cannot be
pointers to other classes, associations must be used instead.

I dentifying the right operations

Classes are enriched by adding operations. Operations are not easily identified when performing the object modelling
only. Modelling the dynamic view of the requirements greatly helps to identify the operations the classes must provide.
As a consequence, engineers must model the dynamic view in parallel with the logical view. Operations correspond to
services (including access or generation of data) that the class provides to the environment or to classes with which it is
connected through associations. Signatures of operations can also be defined (formal parameters and return value).

Using inheritance

Classes which have partially common structure (attributes or associations) could be reorganized by introducing a new
class which encapsulates this common sub-structure. The initial classes then become specialized sub-classes of the
super-class. Introducing super-classes can also come from the reuse of already defined classes available in the
application domain. However, having many levels of inheritance should be avoided.

Grouping classesinto modules

Modules are created to represent significant points of view in the application domain. Classes are grouped into modules.
They can be present in more than one module and it is generally the case because the points of view are not a partition of
the system. To improve the readability of the diagrams, the engineer should not create more than twelve classes in one
module. Depending on the complexity of each class, number of attributes, number of operations, number of associations,
the ideal number of classes for a module is between 4 and 8.

Verifying access paths and data coverage

The class model can be checked against the requirements. Two items must be checked: the ability of navigating through
the model to access the information, and the data coverage. If a required navigation query is not supported even
indirectly through a set of associations, new associations must be introduced. The dynamic model is very helpful to
check the completeness of access paths because it shows which entities interact together and which information is
accessed by which entity (information transmitted by messages). If a required piece of data is not present in the model
either as an attribute, a set of attributes or as a result of operation, new attributes or operations must be introduced.

Refining the model

Object modelling is an iterative process. The initial class diagram is very close to the collected requirements (nouns as
classes, verbs as associations, etc.). During successive iterations, the model is reorganized in order to be non-ambiguous
non-redundant, easily understandable and complete compared to the collected requirements. In particular, the
identification of attributes and operations for each class will be refined in later iterations. An engineering judgement will
have to be made on how complete the model should be. The dynamic modelling leads to enrichment of the object model,
especially with respect to the class operations and associations. Therefore, the iterations on the object model should be
performed in parallel with the iterations on the dynamic model. Such a refinement may be considered more appropriate
to the Draft Design activity, but since Draft Design is optional it can be considered as part of Classification.
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Rule 1 — Plural nouns shall not be used to name classes (there is one class and several instances).
Rule 2 — The object model shall contain all the domain-relevant agents of the system environment, by means of classes.

Rule 3 — The object model shall contain all the data expressed in the collected requirements, by means of attributes or
operations.

Rule 4 -The object model shall fulfil all the requirements in terms of navigation through objects, by means of
associations and aggregations.

Result: A coherent and complete object model capturing in a diagrammatic way the logical view of the collected
requirements.

13.3 Classification step for use sequence modelling

The objectives of the use sequence modelling is to capture and classify the expected behaviour of the system in response
to stimuli coming from its environment, without assumptions on how the stimuli are considered inside the system and
how the responses are elaborated. The behaviour is classified by means of a set of MSC usually constituted by the
typical use sequences (in fact the mission of the system) and by exceptiona use sequences which describe the expected
robustness. Other sequences can be added to clarify particular states of the system (start, stop, etc.).

Because use sequence modelling aims in Analysis at classifying the expected behaviour of the system, there is no need
to produce state transition diagrams. These diagrams are created by Draft Design or Formalization steps.

Use sequences described at this step ignore the internal system architecture. The only involved elements are: the system
represented as one instance and all the agents involved in the communication with the system. These agents correspond
to dynamic entities such as a user or device interacting with the system. On the other hand, when the system architecture
is sketched in Draft Design, the use sequences produced in Analysis can be refined according to it to produce use
sequences that reflect internal components of the system.

One of the major encountered difficulties is to successfully manage the large number of MSCs to be created. The set of
produced MSCs cover al scenarios in the collected requirements, but redundancy should be avoided in order to have a
minimal set. For this purpose, engineers should pay a specia attention to the structure of the MSC document.

Instructions
1) Identify the nominal and exceptional use sequences to be created.

2) Decompose complex use sequences into smaller ones and indicate how the lower-level use sequences are grouped
together by High-level MSCs (HMSCs).

3) For each low-level use sequence, draw the MSC with the system and all the relevant agents in this sequence as
instances (vertical bars).

4) Describe the expected chronology (from the requirements) of control and data flows as messages in the MSCs.

5) Verify that all the typical and exceptional use sequences collected in the requirements are covered by the MSC
document.

6) Verify the consistency of the dynamic model, as described by the MSC document, with the object model.

Guidelines

Identifying the required use sequences

The use sequences to be produced are identified from the requirements which concern the behaviour aspects of the

system. Often, it is the case that particular sequences are of interest (“What if...?"), but were not considered in the
collected requirements. In this case, the engineers can decide on an appropriate sequence, and confirm this by raising &
guestion about the collected requirements.

Organizing the use sequences

Usually, the expected behaviour of a system is a set of variants from some nominal sequences. These variants represen

all the exceptions which can occur and should be considered when nominal sequences are running.
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In order to avoid redundancy between described sequences, and to ease reuse of parts of sequences, the expected
behaviour should be divided into small and reusable MSCs. In MSC-96 there are several waysto combine MSCs.

— MSC references are used to refer to other MSCs from within an MSC.
— Complex use sequences should be described by High-level MSCs — a directed graph of MSC-references.

— Combination of MSCs can also be described as MSC expressions within MSC references, e.cetMBIST2
alt MSC3)".

— Small variations where, for example, there is a choice between alternative messages, are best shown by inline
expressions.

Simple MSCs should be carefully named in order to give an idea how they could be combined. For example:
"no_answer_from_third_party" or "caller_hangs_up".

I dentifying the instances of an MSC

The MSC instances appearing in a use sequence should be instances of agents defined as classes in the class model, a
the application system. Usually, the MSC instances correspond to physical entities. The logical objects in the
environment generally correspond to passive elements that transmitted as parameters to MSC messages.

The system appears as a vertical bar in an MSC. There may be as many instances of the system in the MSC as there ar
concurrent instances in the real world communicating together, but it is more usual to consider only one system. For
example, in the case of an interconnected network of systems, the MSC contains several instances of the system. In the
same way, an agent can be multi-instantiated in an MSC if this situation occurs in the real world. Different instances of
the same agent should be carefully named in order to have an understandable MSC, for example "Caller" and "Called" in
an MSC involving two subscribers in dialogue. It is usual to limit the number of instances in the MSC to the minimum
number required to show the behaviour in the real world.

There is no need in Analysis to formally describe the means (communication channels and instance identification) used
by the agents and the system to interact. Engineers must consider that the instances can be accessed independentl
without problem of identification and connection.

| dentifying and drawing the messages

Messages usually correspond to class operations in the object model and their parameters usually correspond to class
attributes or results of class operations.

To fulfil the criteria of accessibility of the information, paths (direct or indirect) should exist in the object model between
MSC instances which are in dialogue. However, associations of the object model need not necessarily result in messages
of the MSCs.

Verifying the completeness of the dynamic model

Each possible scenario should be covered by an MSC. So, the dynamic model is normally completed when all the
possible scenarios are covered. Nevertheless, completeness is usually impossible to obtain because the number of
possible use sequences is very large. The iterations on the dynamic model will be stopped when the engineers consider
that a reasonable set of use sequences has been produced. This choice is subjective and system dependent.

Verifying the consistency of the dynamic model with the object model

The dynamic model must be checked compared to the object model and the missing information must be added to the
object model in order to respect the following rules:

1) MSC instances shall correspond to the system or to agent objects (instances of classes).
2) Messages shall correspond to class operations. Usually a message sent from an instance of "a" to an instance of "b"
is declared in class "b" showing that "b" provides this service to "a". But sometimes a related operation can also be

declared in "a" showing that "a" provides this service to other classes which do not want to directly access to "b"
(e.g. because "b" provides a too low-level service).
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3) Message parameters should correspond to class attributes or results of class operations. Attributes should be
declared in the class corresponding to the message or declared in other classes accessed through associations.

4) For two MSC instances in dialogue, their corresponding classes shall be connected in the object model, either
directly or indirectly through associations.

The consistency between the two models is performed during the last iterations on the models. It is quite common to
enrich the object model by operations derived from the messages of corresponding M SC.

Rule 5 — For showing the sequences of messages exchanged between the system and its environment against time ir
diagrams, the MSC notation shall be used.

Rule 6 — Use sequences shall show the system as a whole interacting with the environment agents, without considering
the internal system architecture.

Result: A use sequence model (MSC document), consistent with the object model, which captures in a diagrammatic
way the dynamic view of the collected requirements.

14 Draft Design steps

The steps detailed in 14.1 to 14.6 are presented in an order that is reasonable for starting the steps, but they can be
carried out in any order except where information from one model is used in another model. The steps can largely be
carried out in parallel, because each step focuses on a different way of modelling. Each model may cover all or part of
the system.

Because the number of draft designs needed varies significantly, it is possible to indicate only which draft designs are
likely to be more useful to Formalization than others. Thisis summarized in Table 1.

Table 1/Suppl. 1 to Rec. Z.100 — Usefulness of draft designs in Formalization

Draft Design model Use

Component relationship modelling Sometimes useful to establish how many blocks, processes or datg| items
there are.

Data and control flow diagrams Context diagram often useful. Hierarchy of diagrams useful for ASN.1.

Information structure Needs to be done, either in Draft Design or as part of Formalization.

Use sequence modelling Use sequences are normally used for process design. Useful for
informative parts of the application.

Process behaviour modelling Only produced occasionally. Used as basis of formal diagrams.

State overview modelling Useful for checking processes, but need not be in the application.

The use of bit tables to model the information view may initially seem attractive, but has significant disadvantages. Bit
tables confuse the issues of defining information structure with the encoding of information. Bit tables tend to de-
emphasize the purpose of each data el ement. Sometimes, important data elements are not given a meaningful name in bit
tables, because they are just represented by a single bit, or afew bits. Bit tables are not flexible, partly because they mix
meaning and structure with encoding: a change of transport medium may require a change of encoding but with no other
semantic change. Bit tables can sometimes be misunderstood when it is not clear whether the highest numbered (or
leftmost) bit is most or least significant, left or right aligned, or transmitted first or last. The presentation of bit tablesis
not standardized. Bit tables do not support composition, analytical investigation and systematic checking, which are all
well supported by toolsfor ASN.1 and SDL.

Rule 7 — Bit tables shall not be used to model the information view.

NOTE — Bit tables can be used to describe encoding.
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141  Component relationship modelling

The objective of this step isto complete the class model produced in Analysis to describe the internal architecture of the
system. This model is used for data and control flow modelling, the information modelling, use sequence modelling and
Formalization. The detail added to the class model corresponds to the internal architecture of the system: the information
aspects and the design of the associations. However, this modelling is considered part of Analysis, if Draft Design is not
included as an activity. There are two ways in which this modelling can be done: as arefinement of the class model from
Analysis, or replacing classes with alternative more detailed classes.

Instructions
1) Definethe sorts of data of the class attributes and the class operations declared in the Analysis object model.

2) Design the class associations.

These activities lead to an enrichment of the class model by introducing new attributes, new associations, new
inheritance links or new classes.

Guidelines
Typing attributes and operations

In Analysis, sorts of data used for attributes and operations should either be simple or names that are not otherwise
refined. Lists, tables or complex structures should not have been used. If they are relevant for Analysis (that is, they
capture application concepts), they should be modelled as classes and associations, otherwise complex data information
items are ignored. For Draft Design, the sorts of data need to be more precisely defined, but describing al the sorts of
data in the class model could be redundant effort compared to other steps such as data flow modelling or information
structure modelling. Therefore, the modelling sorts of data should be limited to the most important attributes and
operations that will aid the data flow modelling without making superfluous work.

In OMT, sorts of data are declared at the model level only and then are accessible by all the classes; sorts of data cannot
be declared locally to a class. Attributes are typed either by creating new global sorts of data or by adding aggregations
or associations if the corresponding complex data structures contain classes or accesses to classes. New classes can also
be added to the model if the complex data structures contain more information than this one available in the Anaysis
object model (through the attributes).

Adding data sorts for parameters and results of operations could also lead to a reorganization of the inheritance
hierarchies to ease redefinition of operations. Operation signatures should be compliant with the inheritance hierarchies.

Designing associations

The associations defined in the Analysis object model are bi-directional and enable the access to class instances without
knowing how it is possible. The Draft Design should explain how to access to instances. Generally, for each association,
a privileged direction should be chosen and for the addressee class of this association, the "key attribute” should be
chosen among the existing ones (or should be created if it does not yet exist), this key attribute identifying an instance of
this class among the other instances. New classes could also be added to solve the problem of associations with multiple
cardinalities on both sides.

Rule 8 — The object model is completed by using the same notation than this one used for Analysis.

14.2 Data and control flow modelling

Instructions
1) Produce acontext diagram.

2) Decompose the SDL block in the context diagram into subblocks using the top level aggregation and decomposition
structure from the classified information (that is, the class model).

3) Repeat decomposition for the subblocks until the behaviour of each block cannot sensibly be further divided or it is
obvious that the block correspondsto asingle SDL process.
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Guidelines

The context diagram is an SDL system diagram containing a single block that represents the behaviour of the system.
The channels leading to and from the block represent the information flow between the system and the agents in the
environment. In the classified information, these can be identified from the associations between the system and agents
in the environment and the MSC events between system instances and agent instance. These are the inter face aspects of
the system. There is one channel for each separately identified information flow (usually one per agent instance in the
MSC). If it is required that two or more information flows are merged in the environment, they are shown connected to
the same point on the boundary of the SDL system connecting with the environment. Signals are not attached to the
channels, but the information flow isinferred from natural language descriptions.

If there is no class in the classified information for the system, the classes at the top level (not parts of other classes —
that is, not aggregated) and are not agents (classes for objects in the environment) can be assumed to be aggregated
form the system.

The subblocks that have stroimformation aspects and little or no specific behaviour (other than storing information)

are annotated as "data". There should never be a direct connection between two such "data blocks". Channels are
identified from interface information. Channels to and from "data blocks" indicate data flow. Channels between other
(behaviour) blocks are control flow. There should be a description of the behaviour of these blocks. If such a description
does not exist, write one in natural language.

These descriptions use SDL to show data and control flow but do not show signal detail or process behaviour. The
approach allows various decompositions to be investigated and to focus on the data flow and data repositories.
Whenever a "data block" has connections to more than one block, the decomposition should be reconsidered, as the date
should be contained in one process in the formalized model.

The accepted architecture used in the area of application should be considered. For example, an architecture that
separates information flow may be a requirement, so that there are different protocol planes: "user plane”, "control
plane" and "management plane".

Often, the full context cannot be specified using a top-down approach. In this case, the initial context diagram may need
some bottom-up compilation from process specifications.

Rule 9 — Any context diagrams shall be in SDL.

Example

SYSTEM TEtoPTN 1(1)

Terminal PublicNetwork

protocoladapter

T1010700-97/d24

NOTE - For the context diagram, the SDL need not be complete: for
example, the channels have no names and signals are not defined in this
example.

Figure 14-1/Suppl. 1 to Rec. Z.100 — Context diagram for protocol adapter
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14.3 Information structure modelling

The information structures in the system are modelled using ASN.1 to elaborate the information view from the class
model within the classified information. Even if the information coding and structure are mixed in the collected
requirements, the encoding should be considered separately from the information structure. A logical model of the
system can be produced without encoding, and it is only when the constraint of matching the information structure to
bitsis considered that encoding is needed. If default encoding rules are satisfactory, the actual encoding can be ignored.

Instructions

1) Identify the information flows in the least abstract (most detailed) data and control flow diagrams, or if
Formalization is aready in progress, the channels from the blocks containing processes and signal routes within
these blocks.

2) Identify the structure from information aspects associated with the information flows and define a meaningful
ASN.1 type name for the each sort of datathat is not part of an aggregation (the top level data messages).

3) Identify and name the next level of the structure in the top level data messages, choosing the same meaningful
ASN.1 type name if the same information is used in several places.

4) Define the higher level ASN.1 type in terms of the next level type names and repeat the last two steps until every
partisasimple ASN.1 type.

5) ldentify the structure from the information aspects of the innermost blocks (both behaviour and data) in the least
abstract (most detailed) data and control flow diagrams.

6) Identify and name the sorts of data within these blocks in a similar way to the data for interfaces, but reusing the
ASN.1 types defined for the interfaces.

7) ldentify any values of the ASN.1 types that are referred to by name, define ASN.1 names for these values starting
with asimple ASN.1 type and reusing the value names where appropriate in compound ASN.1 types.

8) Identify from the behaviour aspects of the innermost blocks, identify the operators needed for the sorts of data, and
record these as a comment to the ASN. 1.

Guidelines

Usually there will be aggregate sorts of data for different messages, often called a Protocol Data Unit (PDU) for
protocols. The structure of these may be outlined or defined in the collected requirements and the class model in the
classified information.

The intermediate ASN.1 types are chosen so that they can be used in different messages. In particular, when information
is transformed from one protocol to another, there are often some common data elements that are transferred from
messages at one interface to messages at another interface.

Aggregation corresponds to compound types in ASN.1, so that SEQUENCE, SEQUENCE OF, SET, SET OF and
CHOICE are used when decomposing types.

In addition to searching through the types defined as part of this step, the library of ASN.1 "useful types', and ASN.1
definitions used for the interfaces of standards related to the application should be consulted.

During development it may be convenient to use the ASN.1 "any". When the ASN.1 type definitions are complete, "any"
should have been replaced by a specific name, possibly externally defined.

If bit tables have been provided in the collected requirements, then these should be rewritten in ASN.1. ASN.1 basic
encoding (X.209 [10Q]) is not always suitable for a protocol; for example, it may be too inefficient. In this case, explicit
encoding isused. A simplified form of the bit tables may be needed in the documentation to describe encoding.

SDL data may be used instead of ASN.1, if:
— ASN.1 is not required for interface definitions;
— ASN.1 basic encoding is not to be used;

—  SDL provides good support for the sorts of data needed.
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Table 2/Suppl. 1to Rec. Z2.100 — ASN.1 for Digital trunk radio call control set-up

CC-SETUP::=
pd
ti
mt
pi
fdi
bs
ia

ri

cla

ri

cnal
cri
cni
fy
pi
dy

fea
fei
np

rp
td
ws
cgpn
cdpn
cds

iti
ip

SEQUENCE {
ProtocolDiscriminator;
Transactionl dentifier;

M essageT ype;

Portablel dentity OPTIONAL;
Fixedl dentity OPTIONAL;
BasicService OPTIONAL;
IWU_Attributes OPTIONAL;

Repeati ndicator OPTIONAL;

SEQUENCE SIZE(0..3) OF
CallAttribute OPTIONAL;
Repeati ndicator OPTIONAL;

-- only present if "incoming call" isimplemented

-- only present if "incoming call" isimplemented

-- only present if "incoming call" isimplemented

-- mandatory if basic service indicates " other"

-- not allowed if basic service indicates "default

-- attributes"

-- if ri appears before call attributes, not after,

-- thisindicates a prioritized list of call attributes for
-- hegotiation

-- if ri appears after call attributes and not before

SEQUENCE OF ConnectionAttribute OPTIONAL;

Cipherinfo OPTIONAL;
Connectionldentity OPTIONAL;
Facility OPTIONAL;
Progressindicator OPTIONAL;
Display OPTIONAL;

KeyPad OPTIONAL;

Signal OPTIONAL;
FeatureActivate OPTIONAL;
Featur el ndicate OPTIONAL;
Networ kParameter OPTIONAL;
TerminalCapability OPTIONAL;

EndToEndCompatibility OPTIONAL;

RateParameters OPTIONAL;
TransitDelay OPTIONAL;
WindowSize OPTIONAL;
CallingPartyNumber OPTIONAL;
CalledPartyNumber OPTIONAL;
CalledPartySubaddress OPTIONAL;
SendingComplete OPTIONAL;
IWU_to IWU OPTIONAL;
IWU_Packet OPTIONAL

-- not allowed if signal issent fromP to F

-- not allowed if signal is sent from P to F

-- not allowed if signal issent fromF to P

-- not allowed if signal issent fromP to F

-- not allowed if signal issent fromF to P

-- not allowed if signal is sent from P to F

-- not allowed if signal is sent fromF to P

-- not allowed if signal issent fromF to P

-- mandatory if system uses LU6 (V.110/1.30 rate)

-- mandatory for call set-up of a rate adaptation service

-- mandatory if all necessary information for call set-up

If thereis no reason to prefer SDL data, then ASN.1 data should be used.

Explicit encoding is left until as late as possible. Sometimes it can be done after Formalization. The encoding of
messages does not change the behaviour of the formal SDL description, but encodes the interfaces so that the bit patterns

match use in the environment.

Rule 10 — ASN.1 "useful types" and other already standardized types should be used whenever possible.

Rule 11 — Encoding shall be done separately from the structuring and naming of types.

Example

See Table 2.
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144 Use sequence modelling

The use sequence modelling has been started in the Analysis phase capturing the point of view of the system user only.
At this stage, an SDL data and control flow model is available and the use sequence model will be detailed in accordance
to this SDL description.

The additional tasks mainly concern: the use of SDL entities instead of classes of the object model, the use of SDL
signals instead of events related to the object model, the replacement by the real protocols of the abstract exchanges
modelled in Analysis. For example, in the Analysis model, an information generated by an external entity was modelled
as a unique abstract message, whereas in Draft Design, this information will be modelled by the set of interactions which
occursin the real world. These additional tasks lead also to introduce new M SC detailing the abstract exchanges.

Because MSC are often used to support the behaviour steps in Formalization, MSC may need to be produced as part of
Formalization. In that case this step, in combination with the step in 13.3, is used to generate the MSC.

Instructions

1) Follow instructions 1 to 5 of 13.3 to produce MSC but model MSC instances within the system that correspond to
SDL entities (blocks or processes or services) internal to the system.

2) Check the consistency between the MSC at thislevel and the MSC in the classified information.

3) Produce (optionally) MSC for lower level interactions within SDL and check the consistency with MSC at higher
levels.

Guiddlines

Interfaces to the environment (or higher levels) should use the sides of the chart. However, if there are three or more
interfaces with the environment, it is more convenient to show these as instance axes.

There may be more than one instance of the same class on a message sequence chart. For example, there may be two
instance axes that both represent different instances of acall control or interfaces with the environment.

If there is only one instance of each class or SDL item, the names of the instances on the chart can be the same as the
names of the corresponding classes or SDL items. If there is more than one instance, they must have unique names and
the class (or SDL item) is instead indicated by their kind. For example, in Figure 14-2 PTNX is an instance kind and
PTNX_A isan instance name.

The messages have usually aready been identified before MSC are drawn either as part of the behaviour and interface
aspects of the classes corresponding to the instances in the classified information, or as signals used in SDL. The
sequence of messages can be identified from the behaviour and interface aspects of the classes in the classified
information.

It is not essential to divide message sequence charts into simple MSCs that are referenced from one main MSC, but this
is useful when many sequences have the same "set up" or "clear down". When MSC references to simple MSCs and
conditions are used, they should be given meaningful names such as"call_in_progress'.

The choice of areasonable set of use sequences is subjective and system dependent. It is not usually possible to draw all
the possible message sequences for a particular system, as the number isvery large.

Rule 12 — For showing the sequence of messages exchanged between parts of the system (with the environment) agains
time in diagrams, the MSC notation shall be used.
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Example

msc example

TE PTNX PTNX TE
TE_A PTNX_A PTNX_B TE_B
SETUP(crl)
SETUP
P CALL_PROC(cr1) SETUP(cr2)
ALERT < ALERT(cr2)
~ ALERT(cr1) <
CONN < CONN(cr2)
P CONN(crl) <
) CONN_ACK(cr2)
CONN_ACK(crl)

T1010710-97/d25

Figure 14-2/Suppl. 1 to Rec. Z.100 — En-bloc sending, successful call

145 Pr ocess behaviour modelling

The modelling is achieved by the informal use of SDL process diagrams to sketch the behaviour of processes. During
Draft Design, this step is usually only used for critical processes. The behaviour of other processes is inferred from use
sequences and other descriptions. The set of signals may not be formally defined, and SDL "informal text’ is used rather
than formal expressionsin tasks, decisions and parameters.

Because this modelling can be done in a way similar to Formalization, it is not described in detail in this step. The
essential difference between Formalization and the process modelling in Draft Design is the level of formality. Draft
Design SDL diagrams may be informal, incomplete, inconsistent and invalid SDL. The rules of Formalization need not
apply. This does not prevent the diagrams from providing useful views of the application, and alows economies to be
made.

14.6 State overview modelling

This modelling uses the SDL auxiliary diagrams to provide overviews of the system behaviour. Such diagrams are tree
diagrams, state overview diagrams, and state signal matrix diagrams (see 1.9.2/2.100 to 1.9.4/Z.100 [1]).

It also can be useful to annotate the states in the overview (or in the SDL sketches in 14.5) with properties of the state
expressed as logical expressions. These expressions can be useful when defining test purposes.

15 Formalization steps

NOTE — In all steps where a system, block, process or procedure is defined, always consider searching for an existing tygpe that mig
be used or modified. This guideline is placed here rather than be repeated it in every step where it applies.

If the OMT Object Model Notation has been used in Analysis, Table 3 gives a general guide for the derivation of SDL
for the Object Model Notation.
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Table 3/Suppl. 1 to Rec. Z2.100 — Transformations of the OMT Object Model Notation into SDL

Object Model Notation Possible SDL transformation

class block (type), process (type), service (type), data declaration (or newtype or
syntype)

abstract class block type, process type, service type, (data) newtype (or syntype or
generator)

instantiation relationship process create line

attribute (of non-data class) data declaration of local variable

attribute (of data class) structure field or two operators (get, set)

attribute type, parameter type data sort of the SDL construct derived from the attribute

operation procedure (local, exported, imported), signal definition, operator

parameter of an operation parameter of (procedure or signal or operator)

simple inheritance inheritance

association, link signal route, channel

association name name of (signal route or channel)

multiplicity of aggregations number of instances of (blocks or processes), array (of data)

role name gate, variable name

aggregation structure for blocks and processes, local variablesin a process, two
operators (or astruct) within data

Constructs of the OMT Object Model Notation not mentioned above are not usually used.
Further guidelines can be found in [26] and [27].

The steps for Formalization are divided into groups for Structure (S-steps), Behaviour (B-steps), Data (D-steps), Types
(T-steps) and Localization (L-steps). One group of steps does not have to be completed before another group is started,
and it isusua for work to be in progress in more than one group at once. For example, the D-steps can be used to define
the parameters of signals in paralel with S-steps or B-steps. Similarly, as the system is refined, it is possible to be
applying S-steps to one block, while another block is being detailed with B-, D-, or T-steps. To take full advantage of
typesin SDL-92, the T- and L-steps should be applied at the same time as the S- and B-steps.

151 Structur e steps (S-steps)

Structure steps are used to define in SDL the externa and internal interfaces of the system and static partitioning of the
system into SDL blocks.

15.1.1 Step S:1 — Boundary and environment of the system

Instructions
1) Identify the boundaries between the system to be described and its environment.
2) Find asuitable name for the system.

3) Draw an SDL system diagram with an identified name and explain the system and its relation to the environment
informally in acomment within the SDL system diagram.
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Guidelines

This step might seem trivial, but the importance of the preparation for this step should not be underestimated. Analysis
or Draft Design done before this step will help in choosing the right boundary and an appropriate name. Do not take this
step until there is areasonable understanding of the requirements for the system.

The system name and the comment description can probably be derived directly from a classified information. The
system name and the comment description will appear in the formal SDL description and should therefore be appropriate
for the complete system.

The classified information can contain descriptions of classes both inside and outside the system. There can be one class
that is easily identifiable as suitable for the SDL system, or it may be necessary to identify a set of classes that are
interfaced to form the system.

When the classified information contains a behaviour aspect for every class and no interfaces identified as linked to the
environment, the SDL system may be a closed system with no external interfaces. In this case, the SDL system describes
the behaviour (of concern) of the application and the classes that communicate with it. These classes are informative.

A "context diagram™" produced using SDL informally as a draft design (see 14.2) and MSC can be useful in determining
the boundary between the SDL system and the environment. In considering the suitability of an SDL draft design
"context diagram", particular attention is given to the system name and descriptive comment. How much of the
environment is in the formal SDL description is also considered. The normative interfaces for the application may need
to beinternal interfaces of the SDL system.

MSC for the system are often produced as draft designs after this step has been done. If MSC have already been
produced, distinguish between the axes corresponding to entities considered to belong to the system and the axes for
entities that belong to the external environment. The latter then have no formal description in the SDL system (or are
provided only as informative parts of the system). It is possible to consider the system as composed of communicating
SDL systems, but in this case the system should be described as single SDL system with blocks representing the
communicating parts. Communicating SDL systems may be considered when the collected requirements are relevant to a
set of related applications.

Consider whether there are any useful typesin a library, which relate to the system or the environment interfaces and
which might be put into an SDL package.

If the system has any timers, the unit of time needs to be defined. Normally either one unit equals 1 millisecond or one
unit equals 1 second are suitable vaues. It is aso useful to define SDL synonyms for useful multipliers such as
"seconds’ and "hours".

Rule 13 — The system boundary shall be identifiable as communicating only by means of exchanged discrete messages.
Rule 14 — The unit for time data should be recorded in a comment in the system diagram.

Result: Theresult is ameaningful name for the system and a description in a comment.

1512 Step S:2 - Discrete system communications

Instructions

1) Identify the information flow in terms of discrete messages to be communicated between the system and its
environment.

2) Model these messages by signals defined in the system.

3) Statetherelation between each signal and objects external to the system.

4) State the purpose for each signal in a comment with the signal definition.

5) Group related (often all) signals for one object in one direction into asignallist.

6) Includethe signal definitions and signallistsin the system diagram.

Guidelines

The signals to and from the environment can usually be identified in the classified information as interface aspectsin the

outermost class(es). Related information aspects describe the content of the signals.
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The "context diagram” or MSC at the system level allow the signals to be identified. The number of signals may be
reduced by qualifying signals with parameters (see step D:1). The signals for external communication are defined on the
system level and correspond to discrete events between the system and its environment. These may be well defined in
the information view as protocol description units or information flow.

If the three-stage methodology (see 13.1) is being used as a framework and a stage one description has been produced,
then the signals needed to communicate with the user are the signals needed to communicate with the environment.
Sometimes, particular behaviour is required from the user, in which case part (or all) of the user behaviour can be
modelled within the system.

A system that includes the subject of the application and all communicating objects is a closed system, and has no
signals to communicate with the environment.

When a signal with a parameter is introduced, identify or name a corresponding sort of data. The sort of data should
correspond to anamed ASN.1 type in the information view.

The signal definitions and signallist definitions usually are too large to include in a text symbol on the first SDL page of
the system diagram in the documentation. Additional pages should be added to the system diagram to contain these
textual descriptions. Lengthy statements about the relationship between signals and external classes, or descriptions that
contain informal drawings should not be placed in the SDL diagram. Such statements should be referenced from the
SDL. Shorter statements should be placed with the appropriate SDL definitions.

NOTE — It is recommended to place the textual parts of the SDL inside SDL diagrams. Placing the SDL text in a text symbol on a
diagram clearly identifies the text as SDL and also identifies the SDL diagram where the text belongs.

To assist documentation, signallist definitions are placed before the definition of signals used in the signallist. Data
definitions are placed after signal definitions. The definitions are grouped into logical pieces by placing related
definitionsin one text symbol.

Rule 15 — The textual definitions of a diagram should be placed in text symbols on diagrams.

Rule 16 — If textual definitions occupy more than 50% of a diagram, the diagram should be split into two or more pages
with the textual definitions in logical groups in separate text symbols.

Result: The result is the "aphabet" of the system: the signals defined at the system level to communicate with the
environment, although these signals may later need to be refined.

Example

system stageone /* signals defined on page 2*/ 2(2)

signallist UserSigs = digit, onhook, offhook;

signal digit(digit), onhook, offhook;
signallist NetworkSigs = ringing, dialtone, ringtone, speech;
signal ringing, dialtone, ringtone, speech;

newtype digit literals 0, 1, 2, 3, 4, 5,6, 7, 8,9, '#, ™
endnewtype digit;

T1010720-97/d26

NOTE — ASN.1 has not been used for 'digit' because it was intended
that the names of digits be 0, 1, 2 and so on

Figure 15-1/Suppl. 1 to Rec. Z.100 — Signallist from step S:2
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15.1.3 Step S:3 - Externally identifiable parts

Instructions
1) Identify the main parts within the system and draw them as the blocks in the system.

2) Find a suitable name for each block and describe the block and its relation to its environment (its enclosing
structure) informally in a comment within the block.

NOTE — Steps S:3 to S:6 are used recursively when a block is decomposed into subblocks. When the steps are reapplied, the
"system" being considered is actually an SDL block, and the word "system" should be considered replaced by the phrage "enclosin
block". The difference between a block and the system is that the signals (signallists and data) used to communicate with the
surrounding structure are definedtside the block for a block anihside the system for a system.

Guidedlines

Classified information contains component classes that correspond to the contained blocks (connected by channels) and
type definitionsin SDL. The component classes of the system (or block when this step is used recursively) correspond to
blocks and channels. Some classes with no behaviour aspect may represent objects in the environment.

Any architectural requirements, such as splitting the system into separate protocol planes, are used to help identify
system parts.

Theinternal blocks are handled in this step, and the channels, in step S:4. The blocks are objects that contain a behaviour
aspect with internal states. The states may correspond to data described in the information aspect. The engineer has to
decide whether a class should be described in SDL as a block type, process type, procedure, signal, timer, or sort of data.
In most cases the choice of an SDL type corresponding to a classified information is obvious, but in some cases it might
depend on the intended abstract presentation of the formal specification. For example, object behaviour can be described
in a state based way (process, procedure) or using axioms (operator and axioms in newtype definitions). In this particular
case a state based description is recommended, except if the behaviour clearly corresponds to abstract data functions.

Structure within draft designs can aso be used to determine the block structure.

Blocks delimit visibility. For this reason, signals, sorts and types that are used only within a block should be defined
within that block, so that information is hidden from higher levels and therefore makes these levels easier to understand.
This principle also applies for steps S:6 and S.7 for these items, and is expressed as a genera principle for information
hiding in Rule 18.

A block is "informative" if it has no behaviour that is to be normative. The purpose of an informative block is to make
the system complete, so that the function of the system can be:

— understood by its use of and interaction with these informal parts;

— executed and analyzed, leading to a better quality product and supporting Validation.

A block can be informative only if all the blocks, processes and procedures (including remote procedures) it encloses are
informative. Once a block (process or procedure) is marked informative it is implied that all the enclosed blocks,
processes and procedures are informative and it is not necessary to mark these blocks, processes and procedures ¢
"informative".

When there are large number of blocks directly enclosed within the system (or a block) some of them are grouped
together and encapsulated in a block as in step S:6.

NOTE - "informative" is not the same as "informal". In the formal SDL description, both informative and normative parts should be
formal (that is, expressed formally).

Rule 17 — There should be no more than five blocks at the system level (or directly enclosed within a block).
Rule 18 — A definition shall have the smallest scope that includes all uses of the defined item.
Rule 19 — If a block (process or procedure) is informative and not itself enclosed in an informative block (process or

procedure), it shall have the annotation "informative" in the diagram referencing it or in its referenced diagram or in
both places.
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Result: Theresult isadiagram containing a set of blocks and possibly identification of types for these blocks.

Example

system stageone /* signals defined on page 2*/ 1(2)

User

[Yinformative*/ Network

/* this diagram is incomplete because channels have not yet been addedis*/

T1010730-97/d27

Figure 15-2/Suppl. 1 to Rec. Z.100 — The user and the network for an 1.130
[7] stage 1 description

1514  Step S:4 - Communication paths between parts

Instructions

1) Identify the channels needed between blocks and the boundary of the diagram and between blocks within the
diagram.

2) For each channel, identify the direction(s) of communication.
3) Associate asignallist with each direction of the channel.

4) Choose asignallist name related to the function and usage of the communication.
Guidelines

The relevant description of how the internal blocks within a diagram are connected is in the interface aspects of the class
that corresponds to the diagram in the classified information. The channels might be represented explicitly as classesin
the classified information, particularly if there are specific requirements on the channel. A channel and its associated
signallist(s) define the signature of an interface.

The signallists identified in step S:2 correspond to the ends of a channel at the system boundary. Each point on the
boundary represents the communication with a different external object (a channel or block external to the SDL system).
There can be one or more channels connecting such a point to the blocks in the SDL system diagram. Each channel
groups some flows of the system behaviour in the "context diagram” in the draft designs. Redlistic modelling
requirements such as independent interfaces are taken into consideration.

If the system contains a single block, it is connected to the environment through channels. Otherwise, the blocks at the
diagram level are also connected by channels according to the flows of the information between the blocks. There are no
good reasons for a block diagram to contain a single block.

Typical communication cases represented in MSC help to identify the channels.

Special effects that depend on the delay or non-delay of each channel should not normally be used. If only one channel
is used between two blocks, then signals sent to one block arrive in the same order at the other block. Channels should
be assumed to have adelay, unless there are requirements to communicate without delay.

If the communication on a channel needs to have specific messages with a specific format and encoding according to the
classified information and collected requirements, the channel is "normative”. Channels that are internal to the system
and do not identify a particular interface for product testing or other purposes are usually informative. The
communication on informative channels contributes to the behaviour of the system, but there could be an alternative
system with different channels or communication which has the same behaviour.

Rule 20 — There should be only one channel between two blocks.

Rule 21 — Every channel that is normative shall have the comment "normative" attached.
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Result: The diagram is defined with a set of communication paths corresponding to the external interfaces and internal
interfaces between the directly enclosed blocks.

Example
system servicenetwork /*signals defined on page 2*/ 12)
Switching_ | [(SC_resps)] [(SC_reqs)] Service_
System T ) > Control
Service

|

| _
| channel
|

|

4 (T_In)] e ~{ normative 4 i)
_________ informative M t
‘| anagemen
informative |~ —-——-
Terminals

Y [(T_out)] Y [(m_oub]

T1010740-97/d28

Figure 15-3/Suppl. to Rec. Z.100 — A model for a network to handle services

15.1.5 Step S:5- Associating signals to communication paths

Instructions
1) For each signalist name, identify the appropriate signals.

2) Name and define each new signal.
Guidelines

The association of signals to signallists used between blocks can require the definition of new signals in the diagram
containing the blocks.

The relevant description isin the internal interface aspects of the system in the classified information, or (if the channels
are described as part-objects) information about the signal given by the corresponding channel in the classified
information.

If a draft design has been produced for the SDL diagram, then reconsider each signallist associated with a channel
direction. Check also the messages between the relevant axes of MSC.

Consider whether to redefine the signallist associated with a channel at higher levels, making use of the new signalist.
This can improve the structure and clarity of the SDL. The signalist definition needs to be within the highest level
diagram in which it is used.

Although SDL alowsthe signal list symboal (that is, [ ... ]) by a channel on a diagram to contain signals directly, it is not
recommended to list the signals in the symbol. The list of signals is usually needed in more than one place, and it is
easier to modify thelist if it is defined oncein asignallist.

Rule 22 — No more than three signals (or signallists) should be listed in a signal list symbol, instead use a signallist
attached to the channel.

Rule 23 — The signallists, signals and data used in the external communication of a system should be defined in one (or
more) text symbol(s) separate from other definitions.

Result: The signals are associated to signallist names (that is, indirectly to channels).

15.1.6 Step S.6 - Information hiding and substructuring

Instructions

1) Consider each block within the current diagram in turn and decide whether the block should contain blocks or
processes.

2) If the block is to contain blocks, recursively apply the sequence of steps S:3 to S:6 to the block, regarding it as a
(sub) system on its own and introducing new required signals, blocks, channels and signallists.

3) Otherwise, apply step S:7 to divide the block into processes.
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Guidelines

If the system is large, some blocks can be considered a system on their own, and can be further partitioned according to
the rules given for the system. This results in nesting of blocks. Each block can then be elaborated as described above.
This step can be derived from the nesting of classes in classified information. A class that has behaviour as the main
aspect and is not further partitioned is a good candidate to be a process; therefore, the directly enclosing object is a
block. A class that contains further partitioned classes is usually a block to be partitioned.

It may not be clear whether the contents of a block should be blocks or processes, in which case adivision into blocksis
initially attempted. If it is difficult to partition ablock further, it should probably be a process.

NOTE —block inner directly enclosed within lslock outer is a shorthand notation fobbock inner directly enclosed within block
substructure outer enclosed within an otherwise emptgck outer. See Figure 15-4.

block outer
block outer . substructure outer
ci IS ci
. shorthand .
c < inner c c < inner
for
[s] [s]

T1010750-97/d29

Figure 15-4/Suppl. 1 to Rec. Z.100 — Enclosed blocks shorthand

In some cases, a process will have to be encapsulated in a block to fit into the diagrams.

SDL also allows a block to contain both process descriptions and a substructure containing further blocks. It may be
useful during Draft Design to use this feature, but it is not recommended to use this for Formalization.

Recursive application of this step results in a number of levels. Even if the system is complex, there should not be more
than three levels of blocks. If each level has three to four blocks with two to five processes in each leaf block, then there
will be over 100 processesin the whole SDL system.

Enclosed blocks should be drawn as block references rather than as block diagrams because directly nested diagrams
soon become too large and complex to handle or understand. The same principle applies to al diagrams (block, process,
procedure and type diagrams).

If there are more than five obvious process definitions within a block, then the block should be divided into two or more
blocks with fewer processes. The interactions in MSC between axes corresponding to processes can help to identify
natural "clusters'’ of processes for each unpartitioned block.

A block tree diagram should be drawn.
Rule 24 — The diagrams should be nested by reference rather than direct enclosure.
Rule 25 — The number of channels from each block should be no more than five.

Result: The result is a set of block diagrams and a block tree that has the system as the root and block that are not
further partitioned into blocks for each leaf.

15.1.7 Step S.7 — Block constituents

Instructions

1) Identify the separate objects with behaviour for the block that has been chosen in step S:6 to be divided into
processes, and define these objects as the processes of the block.

2) Find a suitable name for each process and describe it and its relation to its environment (the enclosing block)
informally in a comment within the process reference.

3) For each process, defineitsinitial and maximum number of instances.

4) Usesignal routes to connect the process sets to channels at the block boundary.
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Guidelines
The signal routes within the block can be derived in asimilar way to the channelsin steps S:3 and S:4.

In the case where a process has been encapsulated in a "dummy" block, the unpartitioned block contains a process
description of just one type and the relation to its environment is derived from the external interface of the block.

Consider object models with associations between classes corresponding to processes. The respective multiplicity (1:1,
1:many, many:many) of the association helps to define the initial and maximum number of instances for those processes.

Rule 26 — For each block, at least one process shall have its initial number of instances greater than zero, so that it can
create other instances in the block.

Rule 27 — The number of process definitions in each block should be no more than five.

Result: Identification of processes within the leaf blocks in the block tree.

15.1.8 Step S:8— Local signals in a block

Instructions
1) Identify the signals between the processes local to the block.
2) Defineat the block level any of these signals that are additional (not defined external to the block).

3) Identify any imported and exported procedure belonging to processes in the block, and the corresponding remote
procedure definition, and define these at the block (or block type) level.

Guidelines

Therelevant description isin the internal interface aspects of the class corresponding to the enclosing block. If the signal
routes are described as part objects, information about the signal on the signal route is given by the corresponding local
signal route in the classified information. In the special case with a"dummy" block (ablock containing a single process),
there will be no additional signals at the block level.

SDL alows three ways (other than signal passing) that the value in data variables in one process can be used in another
process. view and reveal, import and export, and by calling a remote procedure in the other process. All of these
mechanisms are open to the possibility of designing a system that contains inherent errors. They must be used with care,
and simulation of the interaction is recommended. Remote procedures are permitted. View and reveal can lead to non-
deterministic behaviour. Import and export can be replaced by remote procedure calls.

Rule 28 — View and reveal shall not be used.

Result: Theresult is adefinition of each signal and remote procedure definition at the block (or block type) level.

15.2 Behaviour steps (B-steps)

These steps are to describe the behaviour of components in terms of communication, but without providing a formal
definition of the data covered by data steps. This subclause describes these steps for an SDL process, but both these
steps and the data steps are also generally appropriate for defining the behaviour of an SDL procedure.

15.21 Step B:1- Set of signals to a process
Instructions

I dentify the input alphabet of the process, called the signal set of the process, which is done by identifying any:

— signal that can be received by the process (an '‘announcement' in ODP terminology) where the process may or may
not send a response;

— exported procedure of the process. This is a case where the process acts as a server in a client-server model (ar
'interrogation’ in ODP terminology) where the corresponding signal is implicit but the remote procedure name can
be considered as part of the alphabet.
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Guidelines

Although the signalset can usualy be simply derived from the enclosing block diagram, the purpose of this step is to
review the signalset considering only the current process. If it is decided to change the set of signals from other
processes, the corresponding block diagrams must be changed. The processes that send the signals will need to be
updated (probably at some other time), if they have already been formalized. One source of signals not shown on the
block diagram is the process sending signalsto itself or other instances of the same process definition.

The signalset is used when deciding the behaviour of the process in each state in step B:4. It is suggested that arecord is
kept of the signalset if this cannot be derived automatically from tools used for SDL.

For a procedure, the signals of the enclosing process are used, but new signals may be identified that need to be added to
the process signalset (identified in this step but for the enclosing process).

Result: Theresult isthe definition of the signalset and set of exported procedures of each process.

152.2  Step B:2 — Skeleton processes

Instructions
1) Produce MSC for at least the "typical" use casesif these have not been produced as draft designs.
2) Produce a skeleton process by mapping from MSC considering only "typical” uses:

2.1 Starting from the start symbol of the process, build atree of states by considering "normal" state changes of the
process.

2.2 Build the process tree by branching at each state based on each input that is consumed but not ignored in the
MSC and following each by atransition (including outputs and creates) to different states.

2.3 Identify a state as different from other states if it has a different set of signals that it consumes or saves, or if it
has a different response to asignal.

2.4 Includetime supervision (setand resef) and the corresponding timer input.
2.5 Asthetreeisdrawn, identify where the process returns to the same state and make the tree into a graph.
3) Draw thisgraph as a process diagram.
4) Determine whether the process has two or more digoint sets of interfaces for different behaviour parts of the

process that can be interleaved, then — if the behaviours are independent — divide the process into multiple
processes.

NOTE - If the behaviours are coupled by the use of common data, dividing the process into processes requires one or more remote
procedures to access the data. It is also possible to divide such a process into SDL services.

Guidelines

The MSC are produced as part of Draft Design.

MSC can lead semi-automatically to a skeleton process. The order of events on the vertical axis in the MSC gives one
ordering of eventsin a process for which a skeleton can be produced. In practice this is done by taking typical use cases
in the MSC and then writing the process definition from these use cases (the "simple and usual cases”). Dynamic process

creation can also be deduced from the MSC.

Time supervision can be shown on MSC. It is used to model a time span, to supervise the release of a resource and to
supervise replies from unreliable sources.

Sometimes the MSC show a message sent to a process, requiring a response that is based on information not accessible
to the process or in the message. If the requesting process has the information, then usually the solution is to ensure it is
sent in a signal parameter (and to update definitions as appropriate). This can be in the request message or an earlier
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related message. If the information is in another process or external to the system, then the process must communicate
with the owner of the information by signals or a remote procedure. Update the MSC or annotate them as incomplete
and simplified.

A skeleton process is expected to exhibit the essential behaviour of a process, but not the complete behaviour. Other
draft designs (and the MSC) should be compared with the skeleton process to check the consistency of the process with
these other designs.

Two processes with N and M states respectively, when combined as one process has N x M states. Splitting such a
process therefore produces two much simpler processes that are easier to understand.

When a process (or procedure) is informative, there may be spontaneous transitions startiogestitht model user
behaviour or other unpredictable events (for example in Figure 15-5).

Rule 29 — Spontaneous transition should not be used in normative parts of the standard.

Rule 30 — The MSC either shall be correct traces of the handling of messages by the SDL system, or shall be clearly
annotated how and why they differ from the SDL behaviour.

Result: The result is a skeleton process in the form of a state overview diagram including timing, and consistent typical
MSC.

Example

process Q.703_signal_unit_error_rate_monitor 1(1)

in_service

su_error correct_su

start_suerm ’thresholg

in_service link_fail TO Isc in_service

T1010760-97/d30

Figure 15-5/Suppl. 1 to Rec. Z.100 — A skeleton process

152.3  Step B:3 - Informal processes
Instructions
1) Identify combinations of uses.

2) ldentify what information the process stores and consider whether this is implicit in the process states or whether
internal datais needed.

3) Usethisinformation to define the internal actions of each process.
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4) Add tasks or procedures and possibly more decisions in transitions, but use only informal-text in tasks and
decisions.

5) If aprocedureisused, giveit ameaningful name and (later) use steps B:1 to D:9 to defineit.

Guidelines

Use existing MSC and generate new M SC to identify combinations of uses.

Decide whether to use a task or procedure to describe the information processing in a transition, although this may be
changed later. Use a procedure if it is anticipated that the information is needed from another process, or if the task is
likely to be complex, or to depend on several stored data values; otherwise, choose a task. If a procedure is chosen, it

may be appropriate to consider the parameters (number and sort).

Sometimes it is obvious that the same actions are done in several places in the process. These actions can be collected
and made into a procedure.

Result: Theresult isan informal process that covers all the casesin the MSC.

Example
process Q.703_signal_unit_error_rate_monitor 1(1)
in_service
|
su_error correct_su
start_suerm 'thf95h0|’<j
|

‘initialize’ ) ) ‘update counts’
link_fail TO Isc

in_service

in_service

T1010770-97/d31

Figure 15-6/Suppl. 1 to Rec. Z.100 — The informal vesion of same example as step B:2

15.24  Step B:4— Complete processes

Instructions

1) Identify at each state and for each item in the signalset (signal or remote procedure) whether the signal (or remote
procedure call) isinput by the process or saved.

2) If theitem isinput, determine the transition taken (it may be an implicit transition back to the same state).
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3) Continue instruction 1 and instruction 2 until there are no states at the end of a transition that have not been
considered so that all itemsin the signal set have been considered for every state.

4) Analyze first each process and then combinations up to the whole SDL system to check for unwanted properties,
and redesign to avoid them if necessary.

Guiddlines

A state signal matrix (1.9.4/2.100 [1]) can be used to check the action for each signal in each state. As a new state is
identified, the matrix is extended. This matrix can aso help identify when two of the defined states lead to the same
behaviour and can be combined, or two signals have the same next states. In these cases it may be possible to reduce the
number of signals or states.

A state overview diagram (1.9.3/Z.100 [1]) can be drawn to get an overview of the behaviour of the process. If the
process is not normally intended to terminate, then usually every state should be reachable from every other state, but
this need not be the case as there may be initial states for the start-up of the process and final states for termination.

Thereisalimit to how much investigation is practical on a single process. More interesting results from investigation are
obtained as more processes are "complete” and can be analyzed in combination in a block or as the whole system. The
unwanted properties that can be detected (such as unreachable states, deadlock and live-lock) will depend on the
complexity of the system and the tools available.

For investigation it can be assumed that every decision contains the SDL any value construct.

Investigation of anything other than a simple process is difficult without tools to generate the state space and then check
it. Even tools have difficulty with large numbers of processes or a very complex process. This is therefore not a trivial
step, but investigation at this stage saves a lot of wasted time and effort if redesign is found necessary, and is one of the
major benefits of using SDL.

Result: At this stage the process (procedure or service) definition is complete but informal.

Rule 31 — All states in a process shall be reachable from the start of the process.

Rule 32 — A procedure that is exported by a process (to be used as a remote procedure) shall not be saved in every state
of that process.

Rule 33 — Each signal received by the process should have at least one input leading to a non empty transition.

15.3 Data steps (D-steps)

The purpose of the data stepsisto provide aformal definition of the data used in the processes. Without formal data any
decision in the behaviour and operators used in expressions have uncertain results.

The first two steps (D:1 to D:2) concern interface values. The next three steps (D:3 to D:5) concern variables within
processes. The remaining steps (D:6 to D:9) concern the formal definition of new sorts of data. These last steps are
needed if new sorts of data have new operators. For this reason steps D:6 to D:9 are only occasionally necessary and
should be unnecessary if ASN.1 has been used to define data.

Step D:1 is applied to the system as awhole, whereas steps D:2 to D:9 can be applied to each process or procedure.

Rule 34 — The sorts of data used shall be defined using SDL combined with ASN.1 as defined in Recommen-
dation Z.105 [2]).

1531 Step D:1 - Signal parameters

Instructions

1) Identify the valuesto be conveyed by signals, starting with signals at the system level.
2) Look for predefined sorts of data to represent the identified values.

3) Extend the signal definitions with the sort of data.

4)  Identify and define new sorts of dataif necessary.
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Example

process user 1(2)

in_use

other signals for

none F—— .
in_use on page 2

‘'user hangs up’

none ‘all digits already dialled’

offhook

in_use in_use in_use

T1010780-97/d32

Figure 15-7/Suppl. 1 to Rec. Z.100 — Part if a complete but informal process

Guidelines
The classified information description of the intended communication provides a source for the names of sorts of data.

ASN.1 provides a formal description of the data used for signals, and therefore the corresponding sort of data can be
used directly. If ASN.1 has not been used, a decision must be made whether to define the sorts of datain ASN.1 or SDL.
ASN.1 should be used if the encoding of data is important or if the data is on an interface with the environment. SDL
may be used if no particular encoding is required and if the sort of datais used only within the SDL system.

Rule 35 — If bit tables have been used to define data, then these shall be converted to ASN.1 or SDL.

Rule 36 — The names of existing sorts of data should not be used for new sorts of data even if they have different scopes.

NOTE - If the sorts of data have the same scope, SDL language rules do not allow the names to be the same.
Result: The signals have parameters with corresponding defined sorts of data.
Example

From Figure 15-5 the signal "digit" can be extended to "digit(digit)", where the sort of data is defined as shown in
Figure 15-1.
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15.3.2 Step D:2 - Process and procedure parameters

Instructions

1) Identify the sorts of data needed for parameters of the process (or procedure).

2) Statetherole of each parameter in acomment in the heading of the process (or procedure).
Guidelines

Within a process, a parameter is treated as a variable. The only difference between a process parameter and a variable
with a default value is that a process parameter can receive a different value for each instance of the process. Typically
this value isthe identity of some other entity such asa Pid or an equipment number.

The classified information and draft designs concerning creation and deletion give guidance on the role of the
parameters to pass to a process when it is created. The invocation of a procedure can also correspond to creation (and the
procedure return to deletion).

Rule 37 — A process parameter should not contain the parent Pid as this is availablepzs dhie

Result: The process (or procedure) parameters have been formalized.

1533 Step D:3 - Input parameters

Instructions
1) Add parametersto inputs according to signal definitions.
2) Definevariables as required to receive the input values.

3) Statetherole of each variable in acomment.
Guidelines

Check that each parameter defined in a signal definition is used in at least one input or is required for communication
with the environment.

Rule 38 — A signal parameter should not contain the sender Pid as this is available ssdee

Result: The input interfaces have been formalized.

1534  Step D:4 — Formal transitions

Instructions

1) Replace the informal text in tasks, decisions and answers with formal assignments, formal expressions, formal
range expressions and procedure calls, and identify any new operators used in the formal expressionsto be added to
the sorts of datain step D:6.

2) Define additional variables and synonyms as required.
3) Define additional procedures as required.

4) Add parameters to procedure calls according to procedure definitions.
Guidelines
The previousinformal text in symbols may be useful as comments attached to the symbols.

If the value of a function used in an expression depends only on the actual parameters, there is a choice of making the
function an operator or a procedure. If the result depends on other data, it must be a procedure. If the function behaviour
depends on data from another process, it may be appropriate to make it a remote procedure, or decide how this
information is obtained. To obtain the information may require additional parameters to existing signals and storing this
information, or communication in the procedure, possibly with additional signals.

The definition of a procedure istreated in a similar way to a process through steps B:1 to D:9, including the possihilities
of having a procedure called internally and a procedure nested within the procedure.
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When the normative behaviour is independent of some data in informative processes or procedures, the any construct
can be used to create random values for this data or random decisions in informative processes or procedures. In this
way the informative parts can model situations where data and behaviour are unpredictable. Spontaneous transitions are

used if the time ("when") something happens is unpredictable (see 15.2.2), and any value is used if what happens is
unpredictable.

Rule 39 — A value or decision that is non-deterministic (using) shall not appear in a normative part of the system
unless it is explicitly marked informative.

Rule 40 — A value or decision that is non-deterministic (uaimg shall always have a comment attached explaining
how the choice is made.

Result: At the end of this step, the informal text has been eliminated.

Example
process user 1(2)
dcliinteger:=0;
in_use
none
‘user hangs up’
any (integer) mod 100
none 20 =+ __ assumes maximum
T mod 21 digits is 20
all digits
offook > P > already dialled?
(=0)
else
onhook digit any (digit)
jr
in_use “

T1010790-97/d33

Figure 15-8/Suppl. 1 to Rec. Z.100 — Part of a complete but informal process for a user

This example makes the user processin Figure 15-5 formal and aso illustrates the use of the any construct.

15.35 Step D:5- Output and create parameters

Instructions
1) Add expressions to outputs using introduced variables and synonyms.

2) Add actual parametersto create actions.
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Guidelines

Check that each parameter sent in an output is used in at least one possible input or is required for communication with
the environment. As compared with the check that a signal definition parameter is used in step D:3, thisis a check that a
signal instance parameter may be used.

Rule 41 — If a parameter is omitted in an output, there shall not be a corresponding input that expects a value for this
parameter.

Result: The SDL description is now formal, except for the behaviour of expressions, which depend on data types.

15.3.6  Step D:6 — Data signatures

Instructions
1) Identify and define all the sorts of data and values (synonyms) which need to be defined.

2) |If some values are identified as dependent on the actual system installation, express them by using external
synonyms.

3) For each required sort of data create a newtype or syntype with a meaningful name or define an ASN.1 type.

4) Identify any new operators that need to be defined.

NOTE - If there are no new operators, the formalization process is complete.

5) For the newtypes with new operators, list the signatures (the literals and the operators with parameter sorts) and
identify (in a comment) a set of operators and literals that can be used to represent al possible values (the
"constructors").

Guidelines

External synonyms can be used to:
— provide dimensions for the number of processes, the number of data items in an array, etc.;

— make choices in transition options or selects providing optional functionality and alternative behaviour.

Inherit as much as possible from Z.100 [1] predefined data, ASN.1 "useful types" and Z.105 [2] predefined data. The
objective is to avoid having to define the behaviour for new operators. If new operators are defined, they should be
defined using an operator definition.

The introduction of new operators can be avoided by:

— using the ASN.1 definitions as defined in Recommendation Z.105 [2];

— usingstruct for records;

— using a predefinegenerator such as array or string;

— using asyntype if the set of data values is intended to be subset of and compatible with a sort of data;
— giving a sort a new name wigintype if the purpose is to introduce a more meaningful name;

— giving a sort a new name wittewtype with inherits all if the purpose is to have a sort of data with the same
properties as an existing sort of data, but not compatible with the existing sort;

— using a user-definegenerator that avoids defining axioms by using other generators.

The operators are usually listed in the newtype for the sort of data corresponding to the result of the operator. Sometimes
an operator produces a value of a sort of data defined in a different context, for example an integer or boolean. In this
case the operator is listed under the newtype of (one of) the parameter sorts of data.

A set of operators and literals that can be used to represent all possible values is a set of constructors of the sort of data
These constructors are used in later steps if (and only if) it is necessary to define operator properties using SDL axioms.
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The set of constructors is not usually unique, nor is it always obvious. The chosen set should be just sufficient to define
all values so that if one constructor is deleted then the set of valuesis different. The choice can be difficult!

Although this step produces a formal SDL description, if new operators are introduced, the functionality may not be
what was intended, because the user defined sorts of data for these operators may have "too many” values. Step D:7
corrects this deficiency, but makes interpretation depend on informal text. Steps D:8 and D:9 make the description
formal.

Result: At this stage the system is completely formally defined and is complete if nho new operators have been
introduced.

15.3.7 Step D:7 — Informal data description

Instructions

Add informal axioms in the form of informal text to the newtype definitions.
Guidelines
The names of the operators should correspond to their function and therefore assist the description of the function.

Although the result is correct SDL, only the static properties can be completely analyzed. The reason is that the dynamic
properties depend on the interpretation of the axioms, which can only be done informally. However, in an actual support
environment, some additional features or assumptions can make this level of description sufficient.

Result: The informal axioms provide a record of what is intended by the newtype definition, without formally defining
it.

15.3.8  Step D:8 — Formal data description

Instructions

1) For each operator signature, add an operator definition in the form of an operator diagram if possible.

NOTE - If all the operators can be defined in this way, the formalization is complete.

2) If some of the operators cannot be defined by operator diagrams, formalize the axioms by replacing informal
axioms with formal ones that state the essential properties of the operators.

3) Usethetext of informal axioms as comments to the formal axioms.
Guidelines

Operators can be defined algorithmically using an operator diagram, or axiomatically. The operator diagram
(algorithmic) form is recommended because it is easier to understand. The axiomatic method is described bel ow.

Although the axiomatic method has a better mathematical basis and is used within Recommendations Z.100 [1] and
Z2.105 [2], it is more difficult to write correct axioms than to construct an operator diagram that does what is wanted.
Many engineers seem to find the definition of data types by axioms difficult and error prone. Axioms are difficult for
tools to handle, so that good tool support is more difficult to find. Axioms should therefore not be used without either
experience or guidance from an experienced user. To apply an operator in SDL it is sufficient to have the signature
defined.

To specify operator properties with axioms, specify the properties of constructors first. This gives the possible values of
the sort. Then specify equations for the remaining operators and literals. It is fairly easy to state the essential properties,
but usually difficult to make the axioms complete and to make sure they do not conflict (see step D:9).
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These axioms can be regarded as informative. Unless it is expected that the axioms are used as the basis of some
automated implementation, the formalization can be treated as completed by placing a comment in the axioms that they
are informative, have not been proven and may be incomplete. In this case, step D:9 shall be omitted.

Rule 42 — SDL axioms should not be used to define operator properties.

Result: The result is that some of the properties of the data types have been defined, but probably not all of them, so
that, formally, each sort has many (usually infinitely many) more values than intended.

1539 Step D:9 - Complete data formalization

NOTE — This step should be used only in exceptional circumstances.

Instructions

Add axioms (or operator definitions) to the data newtype definitions, until they are complete (that is, until all expressions
containing non-constructor operators and literals can be rewritten into expressions containing only constructor operators
and literals).

Guiddines

Detailed guidelines for this step are given in 1.5/2.100 [1].

Avoid defining constructors (thet is, operators that create values of a sort of data). Instead, ensure that there is a literal
for each (and every) value of a sort. Assuming noequality is not used, every literal defined has a value distinct from the

value of any other literal.

In the case that new operators are required which entirely make use of sorts defined in enclosing scope units, define the
operator in adummy newtype.

Never (intentionally or unintentionally!) change the number of values of a sort by using axioms in the newtype of a
different sort.

Result: If all the above steps have been followed completely, at this stage there will be a completely formal specification
in SDL, including complete and unambiguous definitions for all the sorts of data used in the specification.

154  Typesteps (T-steps)

The type steps are used to define the pieces of the system as types so that they can be reused.

To get the maximum benefit from the application of these steps, it is recommended that in larger systems they are
applied in parallel with the preceding steps. This is because as one branch of the system hierarchy is developed, it can
lead to types that may be reused in another branch.

The most important steps are T:1 and T:2 and steps T:3 to T:5 may be considered optional. A good knowledge of

SDL-92 and object orientation is advisable before using steps T:3 to T:5. In some cases, parameterization as covered by
step L:2 can be used instead of specialization.

1541 Step T:1- Identification of SDL types
Instructions
1) Maodify instance definitions used in the system to use types.

2) Wheretwo instances (for example, blocks) have the same behaviour, use the same type for both instances.
Guidelines

This alows the types to be clearly recognized and can allow some unnecessary repetition in the SDL system to be
removed. A typical situation is where an "end-to-end" system is defined and the termination at each end is described by

blocks with the same behaviour. The definition must be repeated for both blocks unless a block type is used, in which
case the definition of the block type can be used for both blocks.
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The definition of a system type is optional, but allows the system definition to be reused as the basis of other similar
standards. This can be particularly useful if thereis a set of related standards.

Adding block or process types requires gates to be added to identify how the connection to the definition using the type
corresponds to the communication paths of the type.

A process or block that is only used once should initially be modelled as atype because it may be possible to replace this
by atype based on an existing type at alater step. Although it is easier to initially produce diagrams without using types,
the introduction of types allows reuse that can then save alot of repeated description and can save engineering effort.

It should be noted that all procedure and signal definitions are type definitions.

Rule 43 — Two blocks (or processes) that model instances of the same thing shall be modelled by block (process)
definitions based on a common block (process) type definition.

Result: Defined types for the system, blocks, and processes.

Example
system endtoend /* signals defined on page 2*/ 1(2)
UserANetwork NetworkUserB
UserA 9 < > X NW y < > 9 UserB
:UserBk :Network :UserBk
(NWSigs) (UserSigs) (UserSigs) (NWSigs)
UserBk Network

T1010800-97/d34

Figure 15-9/Suppl. 1 to Rec. Z.100 — Asystem definition using types

154.2 Step T:2 - Specialization of types by adding properties

Instructions

1) Identify cases where one type has all the behaviour of another type when presented with any stimulus (signa or
remote procedure call) that this second type might receive, but also handles additional stimuli.

2) Definethefirst type as a subtype which inherits the properties of the second type and just adding the properties to
handle the additional stimuli.

Guidelines

A subtype is a type created by specializing another type (called the super-type of the subtype). Specialization can be
done in two ways: adding properties to the super-type or changing some of the properties of the super-type in the
subtype. This step considers adding properties to the super-type.

The properties that can be added are limited only by the properties already defined for the type so that the added
properties do not conflict with the inherited definition. Channels and blocks can be added to a system type or a block
type enclosing blocks. Signal routes, process (type) definitions, procedures and signal definitions can be added to a
block type enclosing processes. New transitions for new signals can be added to a process type and the transitions can
lead to new states.
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Result: A new subtype with extended behaviour, but which is compatible with the previous behaviour.
Example

Two processes(suerma and suerm_supertype) are identical except that one process (suerma) accepts an extra signa
(abort_call). When abort_call isinput it resets the process to the idle state regardless of the previous state of the process.
The process type for the second process can be a subtype for the first process (see Figure 15-10).

process type suerma inherits suerm_supertype adding 1(1)

abort_call

T1010810-97/d35

Figure 15-10/Suppl. 1 to Rec. Z.100 — A subtype created by adding a property

154.3 Step T:3 - Using "virtual" to generalize types

Instructions

1) If there are no types which have amost the same interna structure and behaviour, but handle dightly different
situations (they are "similar"), then the step is compl ete.

2) For each set of "similar" types (asin instruction 1), apply instructions 3 to 6.

3) Identify the common part and specify this as a general super-type to be used for the other types that become
subtypes when step T:5 is applied.

4) If the general super-type is a block type, identify the instances (blocks and processes) in the subtypes that have to
be different, make all these type-based instances and define the types as virtual typesin the general super-type.

5) If the general super-type is a process type or procedure, then identify the partial action sequences that should be
adaptable, and:

5.1 if they are complete transitions, make them virtual transitions;
5.2 otherwise, replace the partial action sequences by procedure calls and define corresponding virtual procedures;
5.3 if there are other procedures in the genera super-type, consider whether they should be virtual.

6) For each virtual type in the general super-type, identify or define a type that has the internal structure and
giameters appropriate to all redefinitions and use this type as a constraint on the virtual type as elaborated in step

NOTE — The super-type defined by this step is not used within the SDL system until other steps are applied.
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Guidelines

A general super-type is a super-type that has some parts that can be redefined. These parts are identified as being virtual.
If the type is used without redefining these parts, then the definitions in the virtual parts apply. Therefore the definitions
of the virtual partsin the general type are chosen so that they model the most common variation.

Be careful not to overgeneralize types. There is also a danger in generalizing when two types have similar functional
behaviour, but very different concepts, because it can be difficult to understand the purpose of the general super-type as
applied to each case. The general super-type should capture the essential features of a concept as behaviour that is not
virtual .

A virtual transition alows the whole transition to be redefined. Consider making parts of the transition into virtual
procedures, so that the common parts are fixed and the whole transition does not have to be virtual.

Rule 44 — The common part of a super-type should constitute at least 70% of the total of each subtype.
Result: A type generalized by the definition of some of the local types or transitions as virtual.
Examples

A typical caseis two processes that are identical except for the transition for one signa in one state. The super-type is
then the process definition in which either this transition is virtual or the transition contains a call of one or more virtual
procedures.

system AtoB 1(2)
UserANetwork NetworkUserB
g < > X NW y < g
UserA :Network UserB
‘UserBA (NWSigs) (UserSigs) (UserSigs) (NWSigs) ‘UserBB
UserBA Network UserBB

T1010820-97/d36

Figure 15-11/ Suppl. 1 to Rec. Z.100 — The AtoB system

As another example, assume that an "AtoB" system represents communication from A to B through a network. A and B
are amost identical blocks containing one process; each called User. The User process is dightly different in each case.
The general super-type can be a block type UserBk.

block type UserBk 1(1)

L|: (NWsigs) :| |: (NWsigs) :|
r

:Users r g
|: (UserSigs) } |: (UserSigs) }

T1010830-97/d37

virtual User e
Users

Figure 15-12/Suppl. 1 to Rec. Z.100 — The general super block type for the "users"
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Since there is only one process in each block and this has different behaviour in each case, this process is based on the
virtual process type Users. The block types UserBA and UserBB can be defined as inheriting the general super-type
UserBk and redefining the virtual process Users.

block type UserBB inherits UserBk 1(2)

redefined
Users

T1010840-97/d38

Figure 15-13/Suppl. 1 to Rec. Z.100 — The definition of
UserBB using general super-type UserBk

15.4.4  Step T:4 - Constraining virtual types

Instructions

1) Decide which properties of avirtual type must apply for all redefinitions of that virtua type.
2) Define (or identify) atype which has these properties (called the "constraint type").

3) Add atleast"constraint type" to the definitions of the virtual typesin the general super-type.

4) Define aredefinedtype (based on the virtual constraint type) for each case where the virtual type will be used.
Guidelines

A general super-type encloses virtual types that can be different each time the general super-type is used to define a
subtype. There needs to be a definition of the virtual type enclosed in the general super-type, and a definition of atype
(corresponding to the virtual type) enclosed in each subtype (of the general type). The constraint type:

— defines the common properties of the virtual type in the general super-type and each of the redefinitions of the
virtual type;

— constrains the definitions so that each definition is a subtype of the constraint type and therefore must inherit the
constraint type.

If the definition of the virtual type enclosed in the subtype is the same as the constraint type, this is the default and the
redefinition in the subtype is omitted.

Rule 45 — The constraint type shall fix the properties of:
— the parameters of a virtual procedure so that all calls have the same number of parameters of the same type;
—  parameter, gates and common behaviour for a virtual process;

— gatesand internal blocks or processes connected to the gate for a virtual block.

Result: A type definition (the "constraint type") for each virtual type in the general super-type, and a subtype (of the
constraint type) for each actual behaviour.
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Example

process basicuser 1(2)

dcliinteger:=0;
in_use

none

user hangs up

any (integer) mod 100

assumes maximum

none digits is 20

all digits

offhook % e P > already dialled?

(=0)

else

onhook digit any (digit)

in_use idle ' in_use '

Figure 15-14/Suppl. 1 to Rec. Z.100 — The basicuser process type

gRv

T1010850-97/d39

It is assumed that every time UserBk is used, the Users process type has at least the properties of a basicuser. The
definition of the virtual process type for Users in the general super block type UserBk is then defined to be atleast
basicuser.

1545 Step T:5- Specialization by redefining types

Instructions

1) Replace each subtype identified in step T:3 by atype that inherits from the general super-type, and in this subtype.
2) Redefinevirtua transitions for the context.

3) Redefine virtua types for the context using the redefinition s from step T:4.
Guidelines

The step is necessary to produce a type that describes the required behaviour from the more abstract types generated by
previous T steps.

76 Supplement 1 to Rec. Z.100 (05/97)



virtual process type Users atleast basicuser 1(1)

redefined process type users inherits basicuser adding 1(2)
ringing
offhook
in_use

T1010860-97/d40

Figure 15-15/Suppl. 1 to Rec. Z.100 — The virtual process type Users and a redefinition of Users

Result: A system based on type definitions.

Examples
system AtoB 1(2)
UserANetwork NetworkUserB
g < > X NW y < > g
UserA ‘Network UserB
:UserBA (NWSigs) (UsersSigs) (UserSigs) (NWSigs) :UserBB
UserBA UserBk Network UserBB
block type UserBA inherits UserBk 19 block type UserBB inherits UserBk 1(1)
redefined
/* Users NOT redefined in UserBA */ Users
block type UserBk 1(1)

|: (NWsigs) :| |: (NWsigs) :|
| :
] >
{ (UserSigs) } { (UserSigs) }

T1010870-97/d41

virtual . User e
Users basicuser -Users

NOTE — As UserBA is the same as UserBk, UserBA could be eliminated. Similarly, as basicuser is used only in UserBk, the
(virtual) definition of Users could also define the constraint type.

Figure 15-16/Suppl. 1 to Rec. Z.100 — The AtoB system (with a general super block type UserBk
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155 L ocalization steps (L -steps)

The purpose of localization steps is to ensure that types are defined at the best places to prevent unnecessary definition
of new types.

1551 Step L:1- Non-parameterized types

Instructions
1) Find the appropriate scope unit for the definition of each type.
2) Move each type (and related definitions) to this scope unit or (if possible) to a package.

3) Addausefor each new package in package reference text symbol of the system diagram.
Guidelines

A type that is not dependent on any definition can be moved to a package. Be careful to identify mutually dependent
type or definitions that could be moved to a package together.

At the same, time the scope unit for other definitions can be reviewed. Each definition is placed so that it can be reused
in different places but also with the smallest visibility for all its uses. It is a good idea to move the definitions of the
signals for the system to a package, because this makes the system more like a block.

A type needs to be local if it depends on definitions or other types in the same scope unit (assuming it is not appropriate
and possible to move all the related definitions). A type must be local if its visibility needs to be restricted to the local
context. The need to restrict the visibility of a type often occurs because of redefinition of a virtual type with the same
name. A type should be local if it is only meaningful in this context.

It is useful to place a collection of definitionsin a package so that it can be reused in different systems, but SDL-92 only
allows package references to be attached to the system diagram. The use of a package therefore conflicts with restricting
the local scope of definitions. Localization into packagesis considered in more detail in step L:3.

Rule 46 — The intended scope of use of a package shall be added as a comment to the package reference clause.

Result: All definitions have an appropriate local scope or are defined in a package with a comment on their intended
scope.

155.2 Step L:2 - Defining context parameters

Instructions

1) Identify when of two or more type definitions are identical except for the use of some named items (such as signals
or procedures).

2) Determine what constraints (minimum common definition) there are on the types of the named items (for example,
asignal may be constrained that it shall have two integer parameters) and identify or define a type to be used in an
atleastclause.

3) Define a new type definition with the named items as context parameters and atleast constraint clauses on the
parameters.

4) Replace the uses of the almost identical types by uses of the new type with context parameters, so that the actual
parameters are the original named items.

5) Place areference to the new type definition in the scope unit that includes all the uses.
Guidelines

Context parameters are parameters of types that are replaced by actual parameters that are definitions of items. The
replacement is static and takes place before interpretation of the SDL system. The actual parameters given in the context
of the use of the type define atype with the parameters replaced.

The other parametersin SDL (for example, parameters of processes, procedures and signals) are replaced by the actual

parameters that are values, the replacement is dynamic and takes place when the system is interpreted. The values for
these parameters are passed to instances of the type.
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The use of context parameters is sometimes an alternative to making some parts of atype virtual so that it can be reused.
In the case of signal, timer, variable, synonym and sort context parameters, there is no choice: SDL does not have virtual
types for these items. For procedures it is recommended to use a virtual procedure if the actual procedure is alwayslocal.
It is recommended to use a procedure context parameter if the actual procedure is sometimes a more global one. For a
processit is preferable to use a process context parameter of a block, if the process types for the actual parameters can be
usefully defined external to the blocks. System and block cannot be context parameters.

Table 4/Suppl. 1 to Rec. Z2.100 — Use of context parameters

Can be context Can have context Can bevirtual

par ameter par ameter type
system, block no yes yes
process yes yes yes
procedure yes yes yes
signal, timer yes yes no
sort yes yes no
variable, synonym yes no no

Sometimes there is no constraint to be placed on the context parameter, in which case the atleastclause is omitted.

Rule 47 — Types with context parameters should only be used when understanding of the system is increased by reuse of
concepts.

Result: A less context-dependent type included in the system and uses of this type replacing two or more
context-dependent definitions.

1553 Step L:3 - Package definition

Instructions

1) Identify the groups of related items that are specific for the system and that can be separated out into a package
suitable for general use.

2) Define apackage with the identified items represented by types.
3) Record some information to enable the package to be found during searches for suitable types.
4) Record in the library the use of the package.

5) Whenever a package is reused, record the use in the library, and make a specia record of any changes to the
package to make it reusable.

Guidelines

Packages are particularly useful where there is a set of SDL systems that are related, such as descriptions of different
supplementary services in different related standards. It is assumed that packages are stored in a reuse library for future
use.

In searching the reuse library for definitions, the classified information is used as the basis of search keys to match
information in the library. The information (defined names, key words) can aso be used to recognize groups of related
concepts in the library. To make a collection of useful types for an application domain, it is recommended to use a
package rather than enclose these types in (for example) a block type and then specialize the block type for each use. A
block type is more appropriate for afunctional piece of a system.

Sometimes a package in the library is nearly what is required, but does not quite match the classified information. In this

case, the package in the library may be modified to cover the new system. Other uses of the package should be checked
before it is modified to avoid introducing incompatibilities for these cases.
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Although the handling of a package is not completely defined by the SDL standard, the support environment is expected
to handleit so that it is available for any other package or system specification.

Result: Packages of type definitions for reuse in the library and used in the SDL system.
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SeriesA
SeriesB
SeriesC
SeriesD
SeriesE
SeriesF
Series G
SeriesH
Series|

Series J
SeriesK
SeriesL

Series M

SeriesN
Series O
SeriesP
SeriesQ
SeriesR
Series S
SeriesT
SeriesU
SeriesV
Series X
SeriesZ

ITU-T RECOMMENDATIONS SERIES

Organization of the work of the ITU-T

Means of expression: definitions, symbols, classification

General telecommunication statistics

General tariff principles

Overall network operation, telephone service, service operation and human factors
Non-tel ephone telecommunication services

Transmission systems and media, digital systems and networks
Audiovisual and multimedia systems

Integrated services digital network

Transmission of television, sound programme and other multimedia signals
Protection against interference

Construction, installation and protection of cables and other elements of outside
plant

TMN and network maintenance: international transmission systems, telephone
circuits, telegraphy, facsimile and leased circuits

Maintenance: international sound programme and television transmission circuits
Specifications of measuring equipment

Telephone transmission quality, telephone installations, local line networks
Switching and signalling

Telegraph transmission

Telegraph services terminal equipment

Terminals for telematic services

Telegraph switching

Data communication over the tel ephone network

Data networks and open system communication

Programming languages
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