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Recommendation ITU-T Y.4411/Q.3052 describes an overview of application programming interfaces 

(APIs) and protocols for the machine-to-machine (M2M) service layer and the related API and 

protocol requirements. It describes the component-based M2M reference model, including the 

reference points of the M2M service layer. APIs and protocols for M2M are introduced, including 

existing APIs and protocols for M2M service layer and M2M protocol structure and stacks. Finally, 

general requirements of APIs and protocols with respect to the M2M service layer are described. 
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FOREWORD 

The International Telecommunication Union (ITU) is the United Nations specialized agency in the field of 

telecommunications, information and communication technologies (ICTs). The ITU Telecommunication 

Standardization Sector (ITU-T) is a permanent organ of ITU. ITU-T is responsible for studying technical, 

operating and tariff questions and issuing Recommendations on them with a view to standardizing 

telecommunications on a worldwide basis. 

The World Telecommunication Standardization Assembly (WTSA), which meets every four years, establishes 

the topics for study by the ITU-T study groups which, in turn, produce Recommendations on these topics. 

The approval of ITU-T Recommendations is covered by the procedure laid down in WTSA Resolution 1. 

In some areas of information technology which fall within ITU-T's purview, the necessary standards are 

prepared on a collaborative basis with ISO and IEC. 
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Recommendation ITU-T Y.4411/Q.3052 

Overview of application programming interfaces and protocols for the machine-

to-machine service layer 

1 Scope 

This Recommendation provides an overview of APIs and protocols for the M2M service layer and 

the related API and protocol requirements. First, it describes the component-based M2M reference 

model, including the reference points of the M2M service layer. Then, APIs and protocols for M2M 

are introduced, including existing APIs and protocols for M2M service layer and M2M protocol 

structure and stacks. Finally, API and protocol general requirements with respect to the M2M service 

layer are described. 

2 References 

The following ITU-T Recommendations and other references contain provisions which, through 

reference in this text, constitute provisions of this Recommendation. At the time of publication, the 

editions indicated were valid. All Recommendations and other references are subject to revision; 

users of this Recommendation are therefore encouraged to investigate the possibility of applying the 

most recent edition of the Recommendations and other references listed below. A list of the currently 

valid ITU-T Recommendations is regularly published. The reference to a document within this 

Recommendation does not give it, as a stand-alone document, the status of a Recommendation. 

[ITU-T Y.4000] Recommendation ITU-T Y.4000/Y.2060 (2012), Overview of the Internet of 

things. 

[IETF RFC 2045]  IETF RFC 2045 (1996), Multipurpose Internet Mail Extensions (MIME) 

Part One: Format of Internet Message Bodies. 

[IETF RFC 2616]  IETF RFC 2616 (1999), Hypertext Transfer Protocol – HTTP/1.1. 

[IETF RFC 6455]  IETF RFC 6455 (2011), The WebSocket Protocol. 

[IETF RFC 6749]  IETF RFC 6749 (2010), The OAuth 2.0 Authorization Framework. 

[IETF RFC 6886]  IETF RFC 6886 (2013), NAT Port Mapping Protocol (NAT-PMP). 

[IEEE 11073-20601] Health informatics – Personal health device communication – Part 20601 

(2010), Application profile – Optimized exchange protocol. 

[DPWS]    OASIS standard (2009), Devices Profile for Web Services (DPWS). 

[SOAP]    W3C Recommendation SOAP V.1.2 (2007), Simple Object Access 

Protocol. 

[XML 1.1]  W3C Recommendation XML 1.1 (2006), Extensible Markup Language 

(XML) 1.1 (Second Edition). 

3 Definitions 

3.1 Terms defined elsewhere 

None. 
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3.2 Terms defined in this Recommendation 

This Recommendation defines the following term: 

3.2.1 application programming interface (API): A particular set of rules and specifications that 

a software program can follow to access and make use of the services and resources provided by 

another software program or set of resources. 

4 Abbreviations and acronyms 

This Recommendation uses the following abbreviations and acronyms: 

API   Application Programming Interface 

CSP   Community Service Provider 

CoAP   Constrained Application Protocol  

DA   Device Application 

DPWS   Devices Profile for Web Services 

GA   Gateway Application 

HTML   Hyper Text Markup Language 

HTTP   Hypertext Transfer Protocol 

HVAC   Heating, Ventilation, and Air Conditioning 

IGD   Internet Gateway Device 

IoT   Internet of Things 

LAN   Local Area Network 

M2M   Machine-to-Machine  

M2M SL  Machine-to-Machine Service Layer 

MIME   Multipurpose Internet Mail Extensions 

MTU   Master Terminal Unit 

NA   Network Application 

NAT   Network Address Translation 

NAT-PMP  NAT Port Mapping Protocol  

PKI   Public Key Infrastructure 

RDF   Resource Description Framework 

REST   Representational State Transfer 

RFID   Radio Frequency Identification 

ROA   Resource-Oriented Architecture 

RTU   Remote Terminal Unit 

SAO   Service-Oriented Architecture 

SCADA  Supervisory Control and Data Acquisition 

SLA   Service Level Agreement 

SOAP   Simple Object Access Protocol 

TCP   Transmission Control Protocol 
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UDP   User Datagram Protocol 

UPnP   Universal Plug and Play  

URI   Uniform Resource Identifier 

WAN   Wide Area Network 

WSDL   Web Services Description Language 

XML   Extensible Markup Language 

6LoWPAN  IPv6 over Low power Wireless Personal Area Networks 

5 Conventions 

None. 

6 General introduction 

This decade is widely predicted to see the rise of machine-to-machine (M2M) communications over 

various networks. The M2M opportunity is diverse, dynamic and is rapidly expanding. It provides 

connectivity for a huge variety of different devices and machines including utility meters, vehicles, 

sensors point of sale terminals, security devices, healthcare devices and many more. Every day, 

objects are becoming machines that can be addressed, recognized, localized and controlled via 

communication networks and platforms. 

An application programming interface (API) is a set of rules ('code') and specifications that software 

programs can follow to communicate with each other. It serves as an interface between different 

software programs and facilitates their interaction, similar to the way a user interface facilitates 

interaction between humans and computers. 

In the M2M world, APIs provide the level of abstraction necessary to implement interactions 

uniformly. The data exchanged are inherently related to the protocol stack used in the communication. 

A protocol is the special set of rules that end points in a communication network use when they 

communicate with each other. It is expected that M2M applications utilize standardized protocols in 

order to be widely deployable. Depending on the needs of the M2M application, different protocols 

may be utilized. 

7 Component-based M2M reference model and its relationship with M2M service layer 

7.1 Component based M2M reference model 

The component-based M2M reference model is shown in Figure 1. It can be decomposed in five main 

components and one super-component: 

• device: The component that hosts the device  applications. It can connect directly, or via the 

gateway, to the network. It may host M2M service layer (M2M SL) capabilities. When it 

does not contain the M2M SL capabilities, it is considered as a legacy device.  

• gateway: A component that may host M2M SL capabilities and gateway applications (GA) 

and acts as an intermediary between the network and a legacy device.  

• network: A component, which does not host M2M SL capabilities, and that connects device, 

gateway and network application server with each other.  

• M2M platform: A component that hosts the M2M SL capabilities, and that can be used by 

one or more application servers. The M2M platform is part of the network application server. 

 NOTE 1 – Clauses 7.2 and 7.3 provide some details about M2M platforms, as they play a relevant 

role from a protocol/API point of view. 
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• application server: A component that hosts the network  applications. The application server 

is also part of the network application server. 

• network application server: A super-component including both the application server and 

the M2M platform. 

 

Figure 1 – Component based M2M reference model 

The different elements of the component-based M2M reference model can communicate among 

themselves using capabilities of multiple layers. 

NOTE 2 – [ITU-T Y.4000] defines the Internet of things (IoT) reference model as having four layers 

(application layer, service support and application support layer, network layer, and device layer).  

7.2 M2M platforms 

Traditionally, M2M solutions have been conceived and deployed as 'stovepipe' (or standalone) 

solutions with the aim of improving (or enabling) a specific process, but without consideration of 

how these solutions might one day be integrated into a wider business context.  

Today, M2M solutions are doing more than just monitoring the status of remote assets and equipment. 

They are gathering real-time data from millions of connected machines, for example, tractors, medical 

devices, vending machines, or storage tanks, and translating them into meaningful information for 

quick decisions, automated actions and strategic analytics. The primary driver for M2M solutions is 

now enabling new services, rather than just improving operational efficiency/cost saving. 

A platform is considered to be a group of technologies that are used as a base upon which applications, 

processes or other technologies are developed/delivered. 

Creating a platform is usually a complex and delicate task, and needs to serve multiple purposes, but 

the primary purpose is to support and simplify the work of those who will be using/consuming this 

platform. M2M platforms have transformed the M2M market by making device data more accessible 

to application developers, and also by offering well-defined software interfaces and making APIs 

available so that application developers can readily integrate information sources and control 

parameters into their applications. 

7.3 Types of M2M platforms 

Over the past decade, the M2M platform space has developed rapidly, and now includes the following 

broad platform functions: 

• connectivity support: It encompasses all of the most fundamental tasks that must be 

undertaken to configure and support a machine-to-machine connection. In a mobile 
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environment, such tasks include connection provisioning, usage monitoring and some level 

of support for fault resolution. 

• service enablement: It has extensive capabilities in terms of solution support, reporting and 

provision of a software environment and APIs to facilitate solution development. Together, 

connectivity support and service enablement functions represent the 'horizontal' elements of 

the M2M platforms industry. 

• device management: It has typically been aligned to single device manufacturers and 

potentially supports devices of multiple types and vendors connected through multiple 

networks. Device management platforms essentially exist to facilitate sales of devices (and 

device-centric solutions) where those devices typically require some form of non-standard 

systems support (reporting, management, etc.).  

• application support: It is characterized by the provision of tailored solutions, encompassing 

connected devices potentially of multiple types, connected with multiple technologies, and 

connected to the networks of multiple communication service providers (CSPs). 

• solution provider: It should be regarded typically as an enabler for a large system 

development initiative, rather than as a standalone offering. These M2M platforms are 

generally used by systems integrators to support turnkey and client-specific solutions. 

While many of these platform type implementations have some overlapping functionality (further 

complicating the M2M delivery ecosystem while simultaneously attempting to streamline it), the end 

goal is similar, i.e. mainly to make sure that the data collected from all of these machines and sensors 

are actually used to improve the business of the company investing in the collection. 

7.4 Reference points of the M2M service layer in the component-based M2M reference 

model  

The purpose of this Recommendation is to provide overview of APIs and protocols handled by M2M 

service layer. It is necessary to make clear the reference points used by APIs and protocols. It is 

possible to clarify the reference points by referring to [ITU-T Y.4000]. 

Figure 2 highlights the reference points that are in the scope of this Recommendation based on 

[ITU-T Y.4000]. Figure 2 focuses on reference points of the M2M service layer from a functional 

point of view. 

There are three types of M2M applications on top of the M2M service layer: device application (DA), 

gateway application (GA) and network application (NA). DA, GA and NA reside, respectively, in 

device, gateway and network application server. All these applications use capabilities provided by 

the M2M service layer. These three types of applications are shown in the application layer in 

Figure 2. 

Four reference points are identified for the ITU-T M2M service layer: D-SL, G-SL, A-SL and SL-SL.  

• D-SL: reference point between DA and M2M service layer 

• G-SL: reference point between GA and M2M service layer 

• A-SL: reference point between NA and M2M service layer 

• SL-SL: reference point between different M2M service layers 



 

6 Rec. ITU-T Y.4411/Q.3052 (02/2016) 

 

Figure 2 – Reference points of the ITU-T M2M service layer 

The four references points are shown in Figure 3 with respect to the component-based M2M reference 

model. 

NOTE – Figure 3 shows the general case of devices providing also M2M SL capabilities (simply called "the 

SL function" in the following part of this Recommendation), a similar figure can be described for the case of 

legacy devices. 

DA and the SL function are included in the device, the GA and the SL functions are included in the 

gateway, and the NA and the SL functions are included in the Network application server.  

D-SL, G-SL, A-SL, SL-SL, as shown in Figure 3, are established as reference points. 

 

Figure 3 – Reference points in the component based M2M reference model  

(case with no legacy device) 
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It is necessary to clarify requirements of each reference point which can be used by both generic 

support capabilities and specific support capabilities, which reside in the M2M service layer, in order 

to identify protocols and APIs to be used across these reference points. 

8 APIs and protocols for M2M 

8.1 API overview 

API stands for "Application Programming Interface". An API is a set of commands, routines, 

functions, tools and protocols that programmers can use when building software applications for a 

specific operating system. APIs allow programmers to use predefined functions to interact with the 

operating system, instead of writing the functions from scratch. APIs can be implemented by an 

application to allow other applications to interact more easily and/or effectively with it.  

An API shields applications from the underlying resources, and reduces efforts involved in service 

development. Services are intended to be replicated and ported between different execution 

environments and hardware platforms. At the same time, services and technology platforms are 

allowed to evolve independently. A true value of an M2M enabled infrastructure comes from 

collecting, integrating and analysing the information from all devices in order to achieve specific 

business purposes. A quick and effective way to accomplish this practical goal is to connect this M2M 

enabled infrastructure with the core systems and business processes of the infrastructure. These assets 

can be made accessible to the M2M enabled infrastructure via APIs. Standardized APIs aim to ensure 

service interoperability and allow ubiquitous end-to-end service provisioning. Standardized APIs can 

provide efficiency in scale, service production and service development. 

The M2M movement represents a significant shift for a number of industries. Connecting and 

digitizing data from disparate devices is usually disruptive to these industries. However, the 

foundational elements for the integration of M2M data and application services can be linked. Many 

companies have already begun to expose APIs that can be used in the context of M2M enabled 

applications.  

NOTE – These APIs may need to be tuned further in order to minimize the data payloads, adapt the data 

formats to fit the peculiarities of the connected devices, or include security policies that fit the profile of the 

data being exchanged. It makes sense then for the communication link between the M2M enabled infrastructure 

and the enterprise assets to be based on standardized APIs.  

There are a number of distinct advantages to this approach: 

• APIs allow for real-time integration of the M2M enabled infrastructure with the e-health 

information related storage area, removing costs associated with erroneous stored data and 

respecting regulatory boundaries of data storage. 

• APIs provide a consistent approach for integrating the enterprise's services, as well as those 

from the M2M enabled infrastructure providers, making skills and tools readily available. 

• APIs are web-based, and they also enable the performance, scalability and security needed 

for high scale M2M deployments.  

At a high level, APIs are ideal for the integration of an M2M enabled infrastructure and indeed many 

readily available APIs can be used for this purpose. However, APIs have generally evolved in the 

context of real-time human interactions. There are some characteristics of M2M enabled interactions 

that differ and must be considered when architecting M2M enabled applications: 

• access control and security – Much of the security and access control that is implemented 

for APIs assumes a human end-user with specific permissions. A device-oriented security 

model is required to ensure appropriate control of the data flow. Different solutions may also 

be required depending on the access control requirements (e.g., API key model versus OAuth 

[IETF RFC 6749]). 

http://www.techterms.com/definition/operating_system
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• synchronicity – Many real-time APIs are synchronous. Many devices in an M2M enabled 

infrastructure require asynchronous communications for technical and business reasons. 

Existing APIs may need changes to handle these requirements. 

• scale and bandwidth – M2M enabled communications demand simultaneously high 

scalability to handle the proliferation of devices, while being constrained on bandwidth based 

on geographical deployment in locations atypical for IT. This requires flexibility in service 

level agreements (SLAs) and optimization of APIs. 

8.2 Design approach for M2M service layer APIs 

There are mainly two design approaches for M2M service layer APIs.  

Service-oriented architecture (SOA) 

Service-oriented architecture (SOA) is a software design and software architecture design pattern 

based on discrete pieces of software providing application functionality as services to other 

applications.  

A service is a self-contained unit of functionality. Services can be combined by other software 

applications to provide the complete functionality of a large software application. SOA makes it easy 

for computers connected over a network to cooperate. Every computer can run an arbitrary number 

of services, and each service is built in a way that ensures that the service can exchange information 

with any other service in the network without human interaction and without the need to make 

changes to the underlying program itself. 

Resource-oriented architecture (ROA) 

Resource-oriented architecture (ROA) is a style of software architecture and programming paradigm 

for designing and developing software in the form of resources with "RESTful" interfaces. These 

resources are software components (discrete pieces of code and/or data structures) which can be 

reused for different purposes. 

Representational state transfer (REST) is an approach for getting information content from a website 

by reading a designated web page that contains an extensible markup language (XML) [XML 1.1] 

file that describes and includes the desired content. The REST approach is basically based on web 

technologies such as transfer protocols like hypertext transfer protocol (HTTP) [IETF RFC 2616], 

identification formats such as universal resource locator (URI), representation formats such as XML 

or (hyper text markup language (HTML) and content identifiers such as multipurpose iInternet mail  

extensions (MIME) [IETF RFC 2045] types. REST is neither a product nor a tool: it describes how a 

distributed software system can be architected. The design of a distributed system receives the stamp 

of approval of experts in REST, if the design meets a number of constraints: then the system design 

is called RESTful. REST is consistent with an information publishing approach that a number of web 

log sites use to describe some aspects of their site content, called RSS (RDF site summary). RSS uses 

resource description framework (RDF), a standard way to describe a website or other Internet 

resources. 

8.3 Existing APIs and protocols for M2M service layer 

A protocol is a uniform set of rules that enable two devices to connect and transmit data to one 

another. Protocols determine how data are transmitted between computing devices and over networks. 

Key capabilities of a protocol include type of error checking to be used, data compression method (if 

any), how the sending device will indicate that it has finished a message, and how the receiving device 

will indicate that it has received the message.  

The following is a non-exhaustive list of existing APIs and protocols that can be considered for M2M 

service layer: 
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NAT-PMP 

NAT port mapping protocol (NAT-PMP) [IETF RFC 6886] is a protocol for automating the process 

of creating network address translation (NAT) port mappings. NAT-PMP allows a computer in a 

private network (behind a NAT router) to automatically configure the router to allow parties outside 

the private network to contact it. NAT-PMP runs over user datagram protocol (UDP). It essentially 

automates the process of port forwarding. Included in the protocol is a method for retrieving the 

public IP address of a NAT gateway, thus allowing a client to make this public IP address and port 

number known to peers that may wish to communicate with it. 

DPWS 

Devices profile for web services (DPWS) [DPWS] defines a minimal set of implementation 

constraints to enable secure web service messaging, discovery, description and eventing on resource-

constrained devices. DPWS is aligned with web services technology and includes numerous extension 

points allowing for seamless integration of device-provided services in enterprise-wide application 

scenarios. DPWS builds on the following core Web Services standards: Web services description 

language (WSDL) 1.1, XML Schema, SOAP 1.2, WS-Addressing, and further comprises 

WS-MetadataExchange, WS-transfer, WS-policy, WS-security, WS-discovery and WS-eventing. 

SOAP 

Simple object access protocol (SOAP) [SOAP] is a lightweight protocol intended for exchanging 

structured information in a decentralized, distributed environment. It uses XML technologies to 

define an extensible messaging framework providing a message construct that can be exchanged over 

a variety of underlying protocols. The framework has been designed to be independent of any 

particular programming model and other implementation specific semantics. 

OAuth 

The OAuth 2.0  authorization framework [IETF RFC 6749] enables a third-party application to obtain 

limited access to an HTTP service, either on behalf of a resource owner by orchestrating an approval 

interaction between the resource owner and the HTTP service, or by allowing the third-party 

application to obtain access on its own behalf. 

WebSocket 

The WebSocket protocol [IETF RFC 6455] enables two-way communication between clients running 

untrusted code in a controlled environment to a remote host that has opted-in to communications from 

that code. The security model used for this is the origin-based security model commonly used by web 

browsers. The protocol consists of an opening handshake followed by basic message framing, layered 

over transmission control protocol (TCP). The goal of this technology is to provide a mechanism for 

browser-based applications that need two-way communication with servers that does not rely on 

opening multiple HTTP connections (e.g., using XMLHttpRequest or <iframe>s and long polling). 

8.4 M2M protocol structure and stacks 

In order to introduce the M2M service layer related protocol layering and stacks, an example of 

protocol stacks in the component-based M2M reference model is shown in Figure 4. The components 

of the component-based M2M reference model (device, gateway, M2M platform and application 

server) are all involved in the application related operations.  
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Figure 4 – Example of protocol stacks in the component-based M2M reference model  

There are two cases of connection types between devices and M2M platform. The first case is when 

a device communicates with M2M platform via a gateway(s), shown in Figure 4 with continuous 

lines, and the second case is when a device communicates with M2M platform directly without a 

gateway(s), shown in Figure 4 with dashed lines. 

Figure 5 shows a concrete application instance that utilizes the component-based M2M reference 

model for an e-health application. This concrete instance provides a specific example of M2M 

protocol stacks where, for example, a scale or a sphygmomanometer is used as device connected to a 

gateway, and a PHR server is used as application server. This example shows that 

IEEE11073/IEEE20601 [IEEE 11073-20601] is used for the SL-SL reference point between device 

and gateway, HL7v2/SOAP/HTTP [SOAP] [IETF RFC 2616] is used for the G-SL, A-SL and 

gateway-platform SL-SL reference points, and HL7v3/SOAP/HTTP [SOAP] [IETF RFC 2616] is 

used for the A-SL reference point related to NA. 

NOTE 1 – These protocol stacks are just one example; the appropriate protocols are required according to the 

devices and applications in use. 
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Figure 5 – Example of M2M protocol stacks for e-health application (using gateway) 

Another concrete application instance in Figure 6 shows a specific example of M2M protocol stacks 

where, for example, a smart phone is used as device connected with the network without a gateway 

and a PHR server is used as application server. This example shows the usage of SOAP/CoAP 

[SOAP] for the D-SL and device-M2M platform SL-SL reference points, and SOAP/HTTP [SOAP] 

[IETF RFC 2616] for the A-SL reference point related to NA. 

NOTE 2 – These protocol stacks are just one example; the appropriate protocols are required according to the 

devices and applications in use.  

 

Figure 6 – Example of M2M protocol stacks for e-health application (without gateway) 

NOTE 3 – The present document considers specific cases for e-health application scenarios, but it will be 

necessary to consider other application scenarios (implying different types of devices, networks and security 

levels, etc.) in the future. 
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9 General requirements of APIs and protocols with respect to the M2M service layer 

9.1 Extensibility 

M2M protocols are designed to allow continued development and to facilitate changes by means of 

standardized extensions. 

The impact of extensibility on the existing M2M protocol functions shall be minimized. 

Extensibility can be related to one or more of the following aspects: 

• Handling a wide range of transport protocols as well as a different number of devices. 

• Adding, removing or modifying protocol functionality. 

• New protocol routines. 

9.2 Scalability 

For provisioning scalability as a requirement in the design of M2M protocols, one or several of the 

following mechanisms are used: 

• Ensuring direct addressability to the M2M platform hosting target resources, to minimize 

network hops. 

• Asynchrony in terms of data processing, with the objective of minimizing the number of 

discarded packets. 

• Caching mechanisms that allow all the received packets to be processed. 

• Efficient load distribution to avoid bottlenecks and data loss. 

• Data compression and/or aggregation, in order to reduce the amount of data sent through the 

network. 

9.3 Fault tolerance and robustness 

One or more of the following mechanisms in terms of link availability can be exploited in the design 

of M2M protocols to account for a variety of exception conditions: 

• To provide reliable transmission of data packets, packet recovery will be dealt with by using 

mechanisms appropriate for the operating environment. 

• When M2M protocols are employed over unreliable links, multiple data dissemination paths 

can be provided and maintained. 

9.4 Efficiency 

M2M protocols are designed with consideration of efficiency for networking involved resource-

constrained devices. 

• As energy consumption directly affects the overall system performance, M2M protocols 

should consider energy efficiency, especially in resource constrained environments with 

battery-powered M2M devices. 

• Energy efficient M2M protocols aims at reducing the overall energy consumption while 

maintaining the performance required by the M2M Applications. 

9.5 Interoperability 

API interoperability between different protocol stacks is expected. M2M API over HTTP/TCP/IP 

needs to interoperate with CoAP/UDP in a local network using M2M API. M2M protocols are 

specified to provision the API interoperability. 
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9.6 Self-operation and self-management 

Devices employing the M2M API interwork with established management protocols (e.g., security, 

discovery, bootstrapping, etc.). The interworking with legacy management protocols via the M2M 

API shall be carried out in self-operation methods. 
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Appendix I 

 

Examples of attributes for APIs and protocols 

(This appendix does not form an integral part of this Recommendation.) 

Clause 8.3 lists existing APIs and protocols related to the M2M service layer. Because of the large 

number of potential APIs and protocols, their classification and analysis is useful information for 

developers when selecting suitable protocols for M2M service layer. The following provides some 

examples of attributes to be considered for APIs and protocols with respect to the various interfaces: 

• Interface for device – gateway, device – network application server and device – device (e.g.) 

protocol load (information volume, connectionless/connection-oriented), routing capability, 

IP based/non IP based 

• M2M platform interface (e.g.) communication security, scalability, real time capability, 

multitask capability, stateful/stateless 

• Application server interface (e.g.) Internet compatibility (with other Internet services) 

• Attributes common to all above indicated interfaces (e.g.) expandability, usability, openness 

(including open source projects). 
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Appendix II 

 

Reference of other existing APIs and protocols for M2M service layer 

(This appendix does not form an integral part of this Recommendation.) 

CoAP 

Constrained application protocol (CoAP) [b-IETF CoAP] is a specialized web transfer protocol for 

use with constrained networks and nodes for machine-to-machine applications such as smart energy 

and building automation. CoAP provides a method/response interaction model between application 

end-points, supports built-in resource discovery, and includes key web concepts such as URIs and 

content-types. CoAP easily translates to HTTP for integration with the Web while meeting 

specialized requirements such as multicast support, low overhead and simplicity for constrained 

environments. 

Modbus 

Modbus [b-Modbus] is an application layer messaging protocol, positioned at level 7 of the OSI 

model, which provides client/server communication between devices connected on different types of 

buses or networks. Modbus is a serial communication protocol extensively used in supervisory 

control and data acquisition (SCADA) systems to establish a communication between remote 

terminal unit (RTU) and devices. 

UPnP 

Universal plug and play (UPnP) technology defines an architecture for pervasive peer-to-peer 

network connectivity of intelligent appliances, wireless devices and PCs of all form factors. It is 

designed to bring easy-to-use, flexible, standards-based connectivity to ad-hoc or unmanaged 

networks whether in the home, in a small business, public spaces or attached to the Internet. UPnP 

technology provides a distributed, open networking architecture that leverages TCP/IP and web 

technologies to enable seamless proximity networking in addition to control and data transfer among 

networked devices. 

IGD 

Internet gateway device (IGD) [b-IGD] standardized device control protocol is an "edge" interconnect 

device between a residential local area network (LAN) and the wide area network (WAN) providing 

connectivity to the Internet. It is supported by some NAT routers. It is a common method of 

automatically configuring port forwarding. 

BiTXML 

The BiTXml [b-BiTXml] communication protocol has been designed to implement a presentation 

level of the (OSI-based) communication stack reference, with the main goal of standardizing the way 

commands and control information are exchanged for the specific target of M2M communication 

demands (i.e., communication with generic devices with or without processing power on board – like 

sensors, actuators, as well as air conditioning systems, lifts, etc. or a combination of them). 
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