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Corrigendum 1 

 

 

 

Summary 

This corrigendum describes a number of minor changes to ITU-T Rec. Z.100 (08/2002) and to  

Amendment 1 to Z.100 (10/2003) to correct and clarify some minor issues in the main body of Z.100 

and in Annex B. 

The changes are divided into three parts: 

• Changes to the main body (and Annex D) of Z.100 published in Z.100 (08/2002); 

• Replacement of Annex B.9; 

• Additions to Annex B. 

Each of the changes to the main body (and Annex D) of Z.100 is described with a heading stating if 

it is a clarification, deficiency correction, extension or modification (see Appendix II/Z.100) 

followed by the number of the heading in Z.100 for the text to be changed. In most cases the 

sub-division (Abstract grammar, Concrete grammar, Semantics or Model) in the Z.100 text is also 

given. The heading of each change concludes with a few descriptive words. 

The changes to Annex B are to add the legacy syntax for data type definitions, which had been 

overlooked in the first publication of that annex in Amendment 1 to Z.100 (10/2003). 

 

 

 

Source 

Corrigendum 1 to ITU-T Recommendation Z.100 (2002) was approved on 29 August 2004 by 

ITU-T Study Group 17 (2001-2004) under the ITU-T Recommendation A.8 procedure. 
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these topics. 
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ITU-T Recommendation Z.100 

Specification and Description Language (SDL) 

 

Corrigendum 1 

1 Changes to the main body and to Annex D of ITU-T Rec. Z.100 

Each of the headings below in this clause consists of: 

– a heading number, such as 1.1; 

– a categorization of the change (Clarification, Deficiency correction, Extension or 

Modification); 

– the number of the clause to be changed; 

– optionally, the text sub-division (Abstract grammar, Concrete grammar, Semantics or 

Model); 

– a brief description of the change. 

1.1 Extension – 6.6 – Grammar – Permit empty <page number area> 

In the grammar, insert "[ " just before "<implicit text symbol>" and delete the "[" before " <page 

number>" to make the rule: 

 [ <implicit text symbol> contains <page number> [ (<number of pages>) ]] 

1.2 Deficiency correction – 7.2 – Concrete grammar – "attached" replaces "connected" 

In the rule <package dependency area>, change "connected" to "attached" because the package 

diagram or reference area is produced by the rule for the enclosing diagram. 

1.3 Deficiency correction – 8.1.1.1 – Concrete grammar – Incorrect syntax 

In the rule <agent type diagram>, insert "{ " before "<system type diagram>, insert " }" after 

<process type diagram> and insert " ]" after <package use area> to make the rule: 

<agent type diagram> ::= 

 { <system type diagram> | <block type diagram> | <process type diagram> } 

 [ is associated with <package use area> ] 

1.4 Clarification – 8.1.1.1 – Model – Virtuality of implied composite states 

To clarify that an implied state machine of an agent type can be redefined if the agent type can be 

redefined, the following changes are made to the text. 

In 8.1.1.1 – Model 

At the end of the paragraph ending "represented by the <agent body area>.", insert the sentence 

"The virtuality of the composite state definition is the same as the virtuality of the agent type." 

In the paragraph following the one above, after the bullet items, replace "virtual implied composite 

state type" by "implied composite state type with the same virtuality as the agent type." 

1.5 Deficiency correction – 8.1.1.5 – Concrete grammar – Incorrect syntax 

In the rule <composite state type diagram>, insert the missing " }" after the item <composite state 

structure area>. 
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1.6 Deficiency correction – 8.1.1.5 – Concrete grammar – Incorrect syntax 

In the rule <composite state type diagram>, replace "associated with" before 

{ <state connection point>* } set by "connected to" because the items are joined (like gates) and the 

text also describes them as being "connected". At the same time, rename all occurrences of <state 

connection point> in Z.100 to <state connection point area> to be consistent with the graphical 

meta-grammar. 

1.7 Deficiency correction – 8.1.5 – Concrete grammar – Unnecessary restriction 

Delete the last paragraph of the clause just before Semantics containing the text: 

"The <interface identifier> of a <interface gate definition> must not identify the interface implicitly 

defined by the entity to which the gate is connected (see 12.1.2)." 

1.8 Deficiency correction – 8.3.1 – Concrete grammar – "attached" replaces "connected" 

In the rule <specialization area>, change "connected" to "attached" because the type reference area 

is produced by the rule for the enclosing diagram. 

1.9 Deficiency correction – 8.5 – Concrete grammar – "attached" replaces "connected" 

The <association area> needed to be "attached" to the <linked type reference area>s because the 

reference area is produced by the rule for the enclosing diagram. 

Replace the rule <association area> by: 

<association area> ::= 

   <association symbol> 

   [ is associated with <association name> ] 

   is attached to { <linked type reference area> <linked type reference area> } set 

   is associated with {<association end area> <association end area>} set 

and add the following paragraph after this rule: 

"The <linked type reference area>s are attached at either end of the <association symbol> and the 

<association end area> nearest to the corresponding end of the <association symbol> is relevant for 

that <linked type reference area>." 

Replace the rule <association end area> by: 

<association end area> ::= 

  { [<role name>] [<multiplicity>] [<ordering area>] [<symbolic visibility>] } set 

and in the paragraphs after the syntax, make the following changes: 

Change "If an <association end area> identifies" to "If an <association end area> corresponds to". 

Change "is connected to a <linked type reference area>" to "is attached to a 

<linked type reference area>". 

1.10 Deficiency correction – 9 – Concrete grammar – Incorrect syntax 

In the rule <agent body area> the optional <on exception association area> should be independent 

of any <start area>. 

Delete "[ " before "[ <on exception association area>" and insert "[ " before <start area> to make 

the syntax line: 

  { [<on exception association area>] [ <start area> ] 
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1.11 Deficiency correction – 9 – Concrete grammar – "attached" replaces "connected" 

In the rule <create line area>, change "connected" to "attached" because the agent (type) or state 

partition is produced by the rule for the enclosing diagram. 

1.12 Clarification/Deficiency correction – 9 – Semantics – Default state machine 

The issue was to more clearly define the state machine for the case when there is no other explicit 

or implicit state machine. The word "no" was missing before "contained instances" in the second 

sentence: 

The paragraph: 

"If an agent has no explicit or implicit state machine, as soon as all the initial contained agents have 

been created the agent enters a stopping condition. An agent with contained initial instances and no 

contained state machines therefore ceases to exist as soon as it is created." 

is changed to: 

"If an agent has no other explicit or implicit state machine, there is a state machine that has just a 

Stop-node. As soon as all the initial contained agents have been created, the agent enters a stopping 

condition. An agent with no contained initial instances and no contained state machines therefore 

ceases to exist as soon as it is created." 

1.13 Deficiency correction – 9.2 – Concrete grammar – Incorrect syntax 

In the rule <block diagram>, the <external channel identifiers> are associated with the block 

(not "connected to" it). 

The syntax line: 

  is connected to { {<gate on diagram> | <external channel identifiers>}* } set 

is replaced by: 

  is connected to { {<gate on diagram> }* } set 

  is associated with { <external channel identifiers> }* } set 

1.14 Deficiency correction – 9.3 – Concrete grammar – Incorrect syntax 

In the rule <process diagram>, the <external channel identifiers> are associated with the process 

(not "connected to" it). 

The syntax line: 

  is connected to { {<gate on diagram> | <external channel identifiers>}* } set 

is replaced by: 

  is connected to { {<gate on diagram> }* } set 

  is associated with { <external channel identifiers> }* } set 

1.15 Clarification – 9.5 – Concrete grammar – Incorrect syntax 

In the rule <procedure body area>, apply {} set to the whole right hand side to make it clearer that 

the order is not important. The resulting syntax lines are: 

 {[ <on exception association area> ] [<procedure start area>] 

  {<state area> | <exception handler area> | <in connector area> } * } set 
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1.16 Deficiency correction – 10.1, 10.2 – Concrete grammar – "attached" replaces 

"connected" 

The rule <channel definition area> is connected to agents, states or gates at either end of the 

channel. However, "connected to" means that the syntax item is produced and is therefore incorrect. 

The correct meta-symbol is "attached to". The word "connected" is changed to "attached" in the 

syntax. The revised syntax is: 

<channel definition area> ::= 

     <channel symbol> 

     is associated with 
     { [<channel name>] { [<signal list area>] [<signal list area>] } set } 

     is attached to { 

     { <agent area> | <state partition area> | <gate on diagram> } 

     { <agent area> | <state partition area> | <gate on diagram> } } set 

Consequently, change "connected" to "attached" in the rest of the text of 10.1 (14 times) and in 

previous 10.2 Semantics and Model (7 times after other deletions as below). 

Also in 10.1 Concrete grammar, change the word "connection" to "attachment" (twice). 

While making these changes it was noticed that the text in 10.2 Semantics and Model mentioned 

channels internal to the scope unit to which the <external channel identifiers> are attached. 

Therefore, delete the following text in 10.2 Semantics: 

"Each channel identified by a <channel identifier> in an <external channel identifiers> must be 

defined in the same agent in which the connection is defined and it must have the boundary of that 

agent as one of its endpoints." 

The following text in 10.2 Semantics seems to be an unnecessary constraint and it is suggested that 

it be deleted: 

"Each channel defined in the surrounding agent and which has its environment as one of its 

endpoints must be mentioned in exactly one <external channel identifiers>." 

The heading Semantics in 10.2 is incorrect (the text essentially refers to the grammar) and this 

heading is deleted. 

The text in 10.2 Model "in their respective scope units" is deleted because it is irrelevant – there is 

only one relevant scope unit (the surrounding one). 

At the end of 10.2 Model, add the clarification sentence: 

"The identities of the channels and gates are derived from the attachment (see 10.1)." 

1.17 Clarification – 11.2 – Concrete grammar – Incorrect syntax 

Delete the rule <connect association area>. This is defined in 11.11.4 replacing <connect area>. 

See also the change to 11.11.4 in 1.33 of this corrigendum. 

1.18 Clarification – 11.2 – Concrete grammar – Use of <composite state name> 

The use of <composite state name> is improved. 

Change "In this case the <state area> must only contain one <composite state name>" to "In this 

case the <state area> must only contain one <composite state name>". 

1.19 Clarification – 11.2 – Model – Use of <composite state name> 

The use of <composite state name> is improved. 

Change "one for each <state name> and <composite state name> of the body in question" to "one 

for each <state name> of the body in question". 
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1.20 Deficiency correction – 11.3 – Concrete grammar – Incorrect syntax 

The syntax for <input area> 

 <input symbol> contains { [<virtuality>] <input list> } 

 [ is connected to <on exception association area> ] 

 [ is associated with <solid association symbol> is connected to <enabling condition area> ] 

 is followed by <transition area> 

means that when an enabling condition is used, there should be a line (a solid association symbol) 

joined to the enabling condition AND a flow line joined to the transition from the input symbol. 

This is clearly incorrect. The corrected syntax is: 

  <input symbol> contains { [<virtuality>] <input list> } 

  [ is connected to <on exception association area> ] 

  {  is connected to <enabling condition association area> 

   | is followed by <transition area> } 

and the following paragraph is added after this syntax: 

"The <enabling condition association area> defines the <transition area> in the case of an enabling 

condition." 

There is a corresponding change to 11.6 (see 1.21 below). 

1.21 Deficiency correction – 11.6 – Concrete grammar – Incorrect syntax 

To correct the syntax for <input area> (see 1.20 above), a new syntax rule is introduced for 

<enabling condition association area> and the rule <enabling condition area> is extended to include 

a <transition area>. The corrected syntax is: 

<enabling condition association area> ::= 

  <solid association symbol> is connected to <enabling condition area> 

<enabling condition area> ::= 

  <enabling condition symbol> contains <provided expression> 

  is followed by <transition area> 

and the following  paragraph is added after this syntax: 

"The <transition area> corresponds to the Transition of the Input-node or Spontaneous-transition 

for the Provided-expression. The syntax appears here to get the correct graphical production of a 

flow line from the <enabling condition symbol> to the transition." 

1.22 Deficiency correction – 11.9 – Concrete grammar – Incorrect syntax 

The syntax for <spontaneous transition area> means that when an enabling condition is used, there 

should be a line (a solid association symbol) joined to the enabling condition AND a flow line 

joined to the transition from the input symbol. This is clearly incorrect. The corrected syntax is: 

  <input symbol> contains { [<virtuality>] <spontaneous designator> } 

  [ is connected to <on exception association area> ] 

  {    is connected to <enabling condition association area> 

   |   is followed by <transition area> } 

and the following paragraph is added after this syntax: 

"The <enabling condition association area> defines the <transition area> in the case of an enabling 

condition." 

There is a corresponding change to 11.6 (see 1.21 above). 

1.23 Clarification – 11.11 – Use of <composite state name> 

The use of <composite state name> is improved. 

In the 2nd paragraph, change "<composite state name>" to "<composite state name>". 
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1.24 Clarification – 11.11 – Abstract grammar – Procedure with states for 

entry/exit procedures 

The text after the Abstract syntax starting "Entry-procedure-definition represents" to before 

"Semantics" is replaced by: 

"A procedure with states is a procedure that contains a state (explicit or implicit) or calls a 

procedure with states. 

Entry-procedure-definition of a Composite-state-graph or State-aggregation-node is a procedure 

without parameters explicitly defined in the Composite-state-graph or State-aggregation-node 

respectively with the name entry. An entry procedure shall not be a procedure with states. 

Exit-procedure-definition of a Composite-state-graph or State-aggregation-node is a procedure 

without parameters explicitly defined in the Composite-state-graph or State-aggregation-node 

respectively with the name exit. An exit procedure shall not be a procedure with states." 

1.25 Deficiency correction – 11.11.1 – Concrete grammar – Incorrect syntax 

In the rule <composite state graph area>, replace "associated with" before 

{ <state connection point>* } set by "connected to" because the items are joined (like gates) and the 

text also describes them as being "connected". At the same time, rename all occurrences of <state 

connection point> to <state connection point area> to be consistent with the graphical grammar. 

1.26 Clarification – 11.11.1 – Concrete grammar – Use of <composite state name> 

The use of <composite state name> is improved. 

In the rule <composite state heading>, change "<composite state name>" to "<state name>". 

1.27 Clarification – 11.11.1 – Concrete grammar – Incorrect syntax 

In the rule <composite state body area>, apply {} set to the whole right hand side to make it clearer 

that the order is not important. At the same time, the layout is made consistent with other similar 

rules. The resulting syntax lines are: 

  { [<on exception association area>] <start area>* 

   { <state area> | <exception handler area> | <in connector area> }* } set 

1.28 Deficiency correction – 11.11.2 – Concrete grammar – Incorrect syntax 

In the rule <state aggregation area>, replace "associated with" before 

{ <state connection point>* } set by "connected to" because the items are joined (like gates) and the 

text also describes them as being "connected". At the same time, rename all occurrences of <state 

connection point> to <state connection point area> to be consistent with the graphical grammar. 

1.29 Clarification – 11.11.2 – Concrete grammar – Use of <composite state name> 

The use of <composite state name> is improved. 

In the rule <state aggregation heading>, change "<composite state name>" to "<state name>". 

1.30 Deficiency correction – 11.11.2 – Concrete grammar – Allow gates on inherited state 

partition 

It should be allowed to have gates within <inherited state partition definition>. The revised rule is: 

<inherited state partition definition> ::= 

  <dashed state symbol> contains { <composite state identifier> { <gate>*} set } 
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1.31 Deficiency correction – 11.11.2 – Concrete grammar – Incorrect syntax 

In addition, [] instead of {} was used by mistake in the rule <state partition connection area>. It 

should not be allowed for the solid association symbol to be unconnected. 

Furthermore, <outer graphical point> was incorrectly shown as associated to a <frame symbol>, 

whereas the <frame symbol> is a syntax production of the enclosing state aggregation (type) 

(a <state aggregation area> or <composite state type diagram>). The <outer graphical point> has to 

be an <outer graphical point> defined by the <state connection point area> of the diagram.  

<state partition connection area> ::= 

  <solid association symbol> 

  is attached to <frame symbol> 

  is attached to <state partition area> 

  is connected to { <outer graphical point> <inner graphical point> } 

Then, add the following paragraph: 

"The <solid association symbol> is attached at one end to the <frame symbol> of the enclosing 

diagram and the <outer graphical point> is placed nearby outside this <frame symbol> of the 

enclosing diagram. The <solid association symbol> is attached at the other end to a 

<state partition area> and the <inner graphical point> is placed nearby. The <outer graphical point> 

shall refer only to names defined as state entry or exit points of the enclosing diagram. The <inner 

graphical point> shall refer only to names defined as state entry or exit points of the 

<state partition area>." 

Delete the associated graphical parts in the graphical point rules (these are invalid syntax according 

to the meta-grammar) so that they become: 

<outer graphical point> ::= 

   { <state entry points> | <state exit points> } 

<inner graphical point> ::= 

   { <state entry points> | <state exit points> } 

1.32 Deficiency correction – 11.11.3 – Concrete grammar – Incorrect syntax 

Delete the last line "is connected to <frame symbol>" of the rule <state connection point> because 

the connection point is connected to the frame and syntactically produces the connection point 

(rather than the other way around). At the same time, rename all occurrences of <state connection 

point> to <state connection point area> to be consistent with the graphical grammar. 

1.33 Clarification – 11.11.4 – Concrete grammar – Incorrect syntax 

Replace the rule <connect area> by: 

<connect association area> ::= 

  <solid association symbol> is associated with { [<virtuality>] [<connect list>] } 

  [ is connected to <on exception association area> ] 

  is followed by <exit transition area> 

and change all occurrences of "<connect area>" by "<connect association area>". See also the 

change to 11.2 in 1.17 of this corrigendum. 

1.34 Clarification – 11.12.2.2 – Concrete grammar – Incorrect syntax 

Change "connected" to "attached" in the rule <merge area> to ensure there is another production 

that produces the flow line. 
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1.35 Clarification – 11.13.3 – Concrete grammar – Ambiguity 

In <procedure call body>, the alternatives <procedure identifier> and <procedure type expression>, 

were ambiguous because a <procedure identifier> is a <procedure type expression>. The revised 

syntax is: 

<procedure call body> ::= 

  [ this ] <procedure type expression> [<actual parameters>] 

After this syntax the following paragraph is added to explain the meaning of <procedure identifier> 

in the rest of the text of the clause: 

"In the following text, <procedure identifier> means the <procedure identifier> for the <base type> 

of the <procedure type expression>, and if the <procedure type expression> is a 

<procedure identifier>, it is simply this <procedure identifier>." 

1.36 Modification – 11.13.4 – Semantics – Signal routing 

To support the ability to direct a signal to an agent instance by reference to its Pid and allow the 

agent to internally route the signal to the correct contained agent, the interface of an agent should 

include communication to contained agents. This also requires the change in 1.37 below. 

The following paragraph is inserted before the paragraph starting "Note that specifying the same 

Channel-identifier": 

"When a signal instance is delivered to an instance of an agent instance set and there is an internal 

communication path that conveys the signal to the state machine of the agent instance, the signal 

instance is delivered to that state machine. Otherwise, a communication path within the agent 

instance able to convey the signal instance is arbitrarily chosen and the signal instance is delivered 

to an instance set of a contained agent." 

1.37 Modification – 12.1.2 – Model of implicit interfaces 

To support the ability to direct a signal to an agent instance by reference to its Pid and allow the 

agent to internally route the signal to the correct contained agent, the interface of an agent should 

include communication to contained agents. The text defining the implicit interface was hard to 

understand and at the same time an attempt was made to improve it. 

The paragraph: 

"The interface defined by an agent or agent type contains in its <interface specialization> all 

interfaces given in the incoming signal list associated with explicit or implicit gates of the agent or 

agent type such that the gates are connected via implicit or explicit channels to the gates of the state 

machine of the agent or agent type. The interface also contains in its <interface use list> all signals, 

remote variables and remote procedures given in the incoming signal list associated with explicit or 

implicit gates of the agent or agent type such that the gates are connected via implicit or explicit 

channels to the gates of the state machine of the agent or agent type. In addition, the interface for an 

agent type that inherits another agent type also contains in its <interface specialization> the implicit 

interface defined by the inherited agent type." 

is replaced by the paragraph: 

"Internally connected gates of an agent (or agent type) are explicit or implicit gates of the agent 

(or agent type respectively) that are connected via implicit or explicit channels to the gates of either 

the state machine of the agent (or agent type respectively) or a contained agent. The interface 

defined by an agent or agent type contains in its <interface specialization> all interfaces given in the 

incoming signal list associated with internally connected gates. The interface contains in its 

<interface use list> all signals, remote variables and remote procedures given in the incoming signal 

list associated with internally connected gates. In addition, the interface for an agent type that 
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inherits another agent type also contains in its <interface specialization> the implicit interface 

defined by the inherited agent type." 

If the text in this paragraph "either the state machine of the agent (or agent type respectively) or a 

contained agent" is replaced by "the state machine of the agent (or agent type respectively)", it 

should have the same meaning as before. 

The following paragraph, which defines the implicit interface of an agent state machine, then needs 

to be changed to exclude the items only for contained agents. An attempt has also been made to 

improve this text – in particular the description of items not relevant to communication via the 

agents gates. The original text: 

"The interface defined by a state machine of an agent or agent type contains in its 

<interface specialization> the interface defined by the agent or agent type itself. In addition, the 

interface contains in its <interface specialization> all interfaces given in the incoming signal list 

associated with explicit or implicit gates of the state machine such that gates are not connected by 

implicit or explicit channels to explicit or implicit gates of the agent or agent type. The interface 

also contains in its <interface use list> all signals, remote variables and remote procedures given in 

the incoming signal list associated with explicit or implicit gates of the state machine such that gates 

are not connected by implicit or explicit channels to explicit or implicit gates of the agent or agent 

type. If the containing entity is an agent type that inherits another agent type, then the interface will 

also contain in its <interface specialization> the implicit interface of the state machine of the 

inherited agent type." 

is replaced by: 

"The interface defined by a state machine of an agent or agent type contains in its 

<interface specialization> the interface defined by the agent or agent type itself except any part of 

that interface concerned only with contained agents. However, the interface also contains in its 

<interface specialization> all interfaces given in the incoming signal list associated with any 

explicit or implicit gates of the state machine. The interface also contains in its <interface use list> 

all signals, remote variables and remote procedures given in the incoming signal list associated with 

explicit or implicit gates of the state machine. If the containing entity is an agent type that inherits 

another agent type, then the interface will also contain in its <interface specialization> the implicit 

interface of the state machine of the inherited agent type." 

This can be altered to give the same meaning as the original text by removing "except any part of 

that interface concerned only with contained agents". 

1.38 Deficiency correction – 12.1.8 – Concrete grammar – Incorrect syntax 

In the rule <operation body area>, the <procedure start area> should be optional. "[ " and " ]" are 

added before and after <procedure start area>. This allows a refined or abstract definition to omit 

the <procedure start area>. {} set is applied to the whole right hand side to make it clearer that the 

order is not important. The revised syntax lines are: 

  { [ <on exception association area> ] [ <procedure start area> ] 

  { <in connector area> | <exception handler area> }* } set 

1.39 Clarification – 12.3.4.1 – Semantics – Unit of time 

The following sentence: 

"Unless otherwise specified, the time unit in SDL specifications is 1 second." 

is added to the following places: 

• in 12.3.4.1 Semantics after the text "unit of time are system dependent."; 

• in D.3.11.2 Usage for the Duration sort at the end of the paragraph just before D.3.12; 
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• in D.3.12.2 Usage for the Time sort at the end of the paragraph just before D.3.13. 

1.40 Clarification – 13.1 – Concrete grammar – Improved syntax 

The rule <option symbol> is redefined as: 

<option symbol> ::= 

  { <dashed line symbol> is attached to <dashed line symbol> 

   <dashed line symbol> is attached to <dashed line symbol> 

   <dashed line symbol> is attached to <dashed line symbol> 

   { <dashed line symbol> is attached to <dashed line symbol> }+ } set 

and the word "rectilinear" is inserted before the word "polygon" in the sentence following the rule. 

1.41 Clarification – D.3.11.2, D.3.12.2 – Unit of time 

See 1.39 of this corrigendum. 

2 Change to B.9 (Annex B – Backwards compatibility) 

The previous edition did not include some of the grammar needed to support operators defined 

using SDL-92 syntax. The following replaces B.9 in Addendum 1 to Z.100 (10/2003) and includes 

the previous text. 

B.9 Behaviour of operations 

Concrete grammar 

To be compatible with SDL-92 models, extra syntax is added for operator definitions: <legacy 

operator definition>, <legacy operator reference> and <legacy external operator definition>. These 

are used instead of <operation definitions> within a <legacy data type definition> (see B.12). 

<legacy operator definition> ::= 

  {<package use clause>}* 

  <operation heading> <end> 

   { <entity in operation> }* 

   <start> 

  endoperator 

  [{<operation identifier> | <operation name> }] <end> 

<legacy operator reference> ::= 

  <operation heading> referenced <end> 

<legacy external operator definition> ::= 

  operator  <operation name> [ <legacy procedure signature> ] external <end> 

An <operation heading> in a <legacy operator definition> or <legacy operator reference> shall use 

the keyword operator. 

A <legacy operator definition> corresponds to an <operation definition> in SDL-2000. 

A <legacy operator reference> corresponds to an <operation reference> in SDL-2000. 

A <legacy external operator definition> corresponds to an <external operation definition> 

in SDL-2000. 

<start> is defined in ITU-T Rec. Z.106. The body of the transition for <start> shall contain only 

items that are allowed in an operation definition. 

The syntax for <formal operation parameters> is extended to allow the formal parameters to be 

specified with fpar. 

<formal operation parameters> ::= 

  ( <operation parameters> {, <operation parameters> }* ) 

 | [<end>] fpar <operation parameters> {, <operation parameters> }* 
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NOTE – The optional <end> before the keyword fpar is added to validate models to be defined using tools 

that required a semicolon at this point, even though it was not valid in SDL/GR in SDL-92. 

The syntax for <operation result> is extended to allow specification with returns. 

<operation result> ::= 

  <result sign> [<variable name>] <sort> 

 | returns [ <variable name> ] <sort> 

3 Additions to Annex B – Backwards compatibility 

The grammar defined in Annex B in Addendum 1 to Z.100 (10/2003) did not include some of the 

grammar needed to support data and data types using SDL-92 syntax. The following is added to 

Annex B to support this SDL-92 syntax. 

B.11 Data definition 

Concrete grammar 

To be compatible with SDL-92 models, the syntax is extended to allow <legacy data type 

definition> (see B.12) and <legacy syntype definition> (see B.13) in a <data definition>. 

<data definition> ::= 

  <data type definition> 

 | <legacy data type definition> 

 | <interface definition> 

 | <syntype definition> 

 | <legacy syntype definition> 

 | <synonym definition> 

To be consistent with SDL-92, a <sort> in any of the components of a <data definition> should 

always be a sort or syntype identifier. 

B.12 Data type definition 

Concrete grammar 

To be compatible with SDL-92 models, the syntax is extended to allow <legacy syntype definition> 

(see B.13) in <entity in data type>. 

<entity in data type> ::= 

  <data type definition> 

 | <legacy data type definition> 

 | <syntype definition> 

 | <legacy syntype definition> 

 | <synonym definition> 

 | <exception definition> 

<legacy data type definition> ::= 

  newtype <sort name>  

   [<formal context parameters>] 

   [<data type specialization> 

   |<legacy generators> 

   |<structure definition>] 

   [<literal list> ] 

   [<legacy operator signatures> ] 

   {   <legacy operator definition> 

    | <legacy operator reference> 

    | <legacy external operator definition> }* 

   [ <default initialization> [ <end> ] ] 

   [ constants <range condition> ] 

  endnewtype [ <sort name> ] 
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To be consistent with SDL-92, the <data type specialization> in a <legacy data type definition> 

should contain a <legacy data inheritance> (see B.8). 

To be consistent with SDL-92, the <structure definition> in a <legacy data type definition> should 

not contain  <visibility>, optional or <field default initialization>. 

To be consistent with SDL-92, the <literal list> in a <legacy data type definition> should not 

contain  <visibility> or <named number>. 

If a <legacy data type definition> definition contains a <range condition>, it represents the 

definition of syntype and an anonymous parent data type. 

The definition of a legacy operator shall be defined either by the <legacy operator definition> or the 

operator referenced by a <legacy operator reference> or <legacy external operator definition> 

(see B.9). 

B.12.1 Generators 

Concrete grammar 

Although SDL-2000 does not include generators for data types, parameterized data types in 

package Predefined of SDL-2000 replace the generators such as Array that were included in the 

package Predefined in SDL-92. The <legacy data type definition> includes the <legacy generators> 

syntax so that these parameterized data types can be used. 

<legacy generators> ::= 

  <sort identifier> (<legacy generator actual> { , <legacy generator actual> }* ) 

<legacy generator actual> ::= 

  <sort> 

 | <literal signature> 

 | <operator name> 

 | <constant expression> 

The <sort identifier> should identify one of the parameterized data types in package Predefined. 

The <legacy generator actual> should be an appropriate actual parameter for the parameterized data 

types. 

B.12.2 Operator signatures 

Concrete grammar 

To be compatible with SDL-92 models, <legacy operator signatures> is allowed as an alternative. 

<legacy operator signatures> ::= 

  operators 
   <legacy operator signature> { <end> <legacy operator signature> }* [ <end>] 

<legacy operator signature> ::= 

  <operator name> : <arguments> -> <sort> 

The <legacy operator signature> represents an Operation-Signature. 

The <sort> of a <legacy operator signature> represents the Result of the Operation-Signature. 



 

  ITU-T Rec. Z.100 (2002)/Cor.1 (08/2004) 13 

B.13 Syntypes 

Concrete grammar 

To be compatible with SDL-92 models, <legacy syntype definition> is allowed as an alternative. 

<legacy syntype definition> ::= 

  syntype 
   <syntype name> = <parent sort identifier>  

   [ <default initialization> [ <end>] ] 

   [ constants <range condition> ] 

  endsyntype [ <syntype name> ] 

See also <legacy data type definition> for syntype combined with a newtype in B.12. 





- 
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